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Kurzfassung

Obwohl in den letzten Jahren einiges an Forschung im Bereich von Wireless Sensor Net-
works (WSNs) betrieben wurde, ist die begrenzte Stromversorgung von batteriebetriebe-
nen WSNs noch immer ein großes Problem. Energy Harvesting Vorrichtungen bieten eine
Alternative zur begrenzten Stromversorgung durch Batterien. Während es durch Energy
Harvesting möglich ist, die Probleme von verbrauchten Batterien und dem Ersetzen die-
ser zu eliminieren, gibt es andere Probleme und Limitierungen die nun beachtet werden
müssen.

Im optimalen Fall sollten Energy Harvesting WSNs in der Lage sein, ihren Betrieb
unendlich lang fortzusetzen solange keine technischen Fehler eintreten. Diese Diplomar-
beit präsentiert das Design und die Implementierung eines Networking Frameworks für
Energy Harvesting WSNs. Das Hauptziel des Networking Frameworks ist es, alle Knoten
eines Netzwerk energieneutral zu betreiben. Um dieses Zeit zu erreichen implementiert
das präsentierte Networking Framework mehrere Algorithmen die sich in die Kategorien
Networking und reduzieren des Stromverbrauchs aufteilen lassen.

In der Networking Schicht implementiert das Framework Energy Harvesting Aware
Routing, Network Coding und Opportunistic Network Coding. Energy Harvesting Aware
Routing ist ein probabilistisches Routingverfahren, das versucht, den anfallenden Netz-
werktraffic entsprechend der Energieprofile der Knoten des Netzwerks zu verteilen. Net-
work Coding arbeitet anstelle von Energy Harvesting Aware Routing und reduziert den
anfallenden Netzwerktraffic durch das Kombinieren von Paketen. Opportunistic Network
Coding versucht in den Datenflüssen von Energy Harvesting Aware Routing Möglichkei-
ten zum Kombinieren von Paketen zu detektieren. Um den Stromverbrauch zu reduzieren
wird Duty Cycling auf den Knoten des Netzwerks implementiert und zusätzlich verwendet
das Networking Framework die bereits existierende Implementierung von LPL um den
Stromverbrauch im Leerlauf zu reduzieren.

Diese Diplomarbeit präsentiert einen Einblick in bereits existierende Arbeit zu verschie-
denen Themen im Bereich von WSNs mit einem speziellen Fokus auf Energy Harvesting
und zeigt den Bedarf für ein Energy Harvesting Networking Framework für WSNs. Die
Ergebnisse zeigen, dass das vorgeschlagene Framework eine gute Lösung für die Proble-
me von Energy Harvesting WSNs bietet. Speziell Opportunistic Network Coding zeigt
sehr großes Potential da es ermöglicht, die Anzahl der notwendigen Übertragungen zu
reduzieren ohne die Flexibilität des darunter liegenden Routingverfahrens zu verlieren.
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Abstract

While a lot of research has taken place on the topic of wireless sensor networks (WSNs) in
the last years, the limited power supply of battery powered WSNs is still a major problem.
Energy harvesting devices as a power supply for the sensor nodes offer an alternative to
the limited battery power supply. While energy harvesting devices remove the problem of
depleted power supplies and battery replacement, there are other problems and limitations
that have to be considered.

In an optimal case, deployed energy harvesting WSNs should be able to run infinitely
as long as there are no technical faults. This master thesis presents the design and im-
plementation of a networking framework for energy harvesting WSNs. The main goal of
the networking framework is to operate all nodes in the network in energy neutral mode
to avoid nodes running out of power. To achieve this goal, the networking framework
implements several algorithms that can be divided into two main categories, networking
and power saving.

On the networking layer, the framework implements energy harvesting aware routing,
network coding and opportunistic network coding. Energy harvesting aware routing is a
probabilistic routing scheme that aims to balance network traffic according to the energy
profiles of the nodes. While network coding operates alongside energy harvesting aware
routing to reduce the needed packet transmissions opportunistic network coding is de-
tecting possibilities to combine packets in the data flows of the energy harvesting aware
routing algorithm. For power saving the framework implements duty cycling of the sensor
nodes and uses an existing low power listening implementation that both help to reduce
the power that the nodes waste in idle mode.

This master thesis presents an insight on related work on several topics in the field
of WSNs with a special focus on energy harvesting awareness and shows the need for an
energy harvesting networking framework for WSNs. The results show that the proposed
framework is a viable solution for the problem of energy harvesting powered WSNs. Special
opportunistic network coding shows a very great potential, since it allows reducing the
amount of packet transmissions while still keeping the flexibility of the underlying routing
algorithm.

3



Danksagung

Diese Diplomarbeit wurde im Studienjahr 2009/10 am Institut für Technische Informatik
an der Technischen Universität Graz durchgeführt.
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Chapter 1

Introduction

1.1 Motivation

With the advances in research on topics like microprocessors, miniaturization, reduced
power consumption, wireless communication and the reduced production costs of these
parts, Wireless Sensor Networks (WSNs) were not only made possible but are an increas-
ingly popular topic of both research and real-world applications. While it is possible to
deploy WSNs independent of any connection to a constant power supply or a fixed net-
work, there are some constraints for WSNs. To be able to operate without any connection
to an extern power supply, WSNs have to rely on their battery driven power supply. Even
if the advances in reduced power consumption and increased battery size can increase the
lifetime of a WSN, a battery driven power supply still remains limited and will run out of
power sooner or later. But especially when WSNs are deployed in hard to reach regions,
simply just replacing depleted batteries is not viable. Another constraint for WSNs is the
limited available network bandwidth because radio communication is energy intensive and
interferences and congestion further limit the available bandwidth.

One solution to the power supply problem of WSNs is the use of energy harvesting as
a power supply. Energy harvesting devices are able to supply the connected WSNs with
a continuous income of power that will not get depleted unlike batteries. But the amount
of power that can be provided by an energy harvesting device is very limited and will
not be able to sustain all workloads that were possible in battery powered WSNs. But if
the WSN is able to reduce its power consumption to stay within the limits of the power
provided by the energy harvesting device, WSNs are able to run indefinitely.

1.2 Goal

While in theory an energy harvesting powered WSN is able to operate infinitely as long
as there are no technical defects on the hardware, this does not hold true in reality. The
power that is provided by an energy harvesting device is very limited and can vary strongly
over time. The goal of this thesis is to analyze the existing technologies on various topics
of research for WSNs and propose a networking framework that is specifically designed for
the needs of energy harvesting powered WSNs. The focus of the networking framework
will be on two main areas of research. The first area is a networking implementation that
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is specifically designed to the needs of energy harvesting and able to balance the network
traffic and to reduce the amount of required packet transmissions. The second area is
the power consumption of the nodes themselves. The networking framework provides
possibilities to reduce the power consumption in the network to allow the nodes to operate
energy neutral.

1.3 Structure

The remaining chapters of this thesis are organized as follows. Chapter 2 focuses on related
work on different topics in the field of networking and wireless sensor networks (WSNs) that
are of importance for the proposed networking framework. The topics that are presented
in the chapter are power and energy harvesting aware routing (EHAR), network coding
(NC) and opportunistic network coding (ONC), duty cycling, low power listening (LPL)
and middleware for WSNs. Chapter 3 presents the design of the networking framework
that is proposed in this thesis and Chapter 4 then focuses on the implementation of the
proposed networking framework. The evaluation of the performance of the networking
framework and the results of the performed tests are presented in Chapter 5. Finally
Chapter 6 contains a short summary on the presented work and an outlook on future
work on the topic.



Chapter 2

Related Work

WSNs usually consist of low-power sensor nodes with rather small applications running
on them that monitor some real world data. Since the power supply of the sensor nodes is
limited and a long lifespan of a deployed sensor network is wanted, the power consumption
of the sensor nodes should be low to increase the lifetime of the network. This chapter
focuses on related work on different aspects of WSNs. It can be categorized into four
major topics. The first section focuses on routing for WSNs. The second section deals
with NC. The third section presents ways to reduce the power needed on a node and the
last section focuses on existing middleware implementations for WSNs.

2.1 Routing

This section focuses on the design of routing algorithms for WSNs. Firstly, this section
presents criteria for the design of routing algorithms for WSNs. Secondly, different power
aware routing strategies are discussed and some power aware routing algorithms are pre-
sented in more detail. Finally, this section focuses on the concept of EHAR and presents
already existing EHAR algorithms.

2.1.1 Routing Design Criteria

Routing protocols that are well suited for wireless networks like 802.11 are not necessarily
suited for WSNs as well since the design criteria for the routing protocols are different. Ac-
cording to [3][59] the design criteria for WSNs can be separated into seven main categories.
The following subsections present those categories and explain why they are important for
WSNs and where the criteria differ from other wireless networks.

Routing Targets

Unlike in 802.11 networks there is often no need for all-to-all communication in WSNs,
a low rate data monitoring application does not need to be able to address all nodes in
the network directly. Furthermore, since the storage space on sensor nodes is limited it
is not always possible to store routing information for every sensor node, especially in
large WSNs. Rather there usually exist one or more base stations in a WSN that collect
the measured data from the sensor nodes in the network. When there exist multiple base

11
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stations in a sensor network, there are two possible ways to deal with this. It is either
possible that all nodes in the network store routing information for all base stations that
exist in the network or that each node in the network only stores routing information for
the base station that it is closest to. The second case implies that it is not of importance
towards which base station the data of a node is transmitted to.

Single Hop versus Multi Hop Routing

While single hop routing is the standard routing type in most 802.11 networks, for WSNs
multi hop routing is the dominant routing form. While single hop routing is favorable
when looking at the complexity, there are two main reasons for the popularity of multi
hop routing in WSNs. The first reason is that in sensor networks, where the different
sensor nodes are distributed over a large area, it is often not possible that all nodes can
reach the desired receiver within one hop. The second reason is the power loss of the radio
channel that is growing with the distance between sender and receiver. According to [56]
the received power Pr at a node can be approximated by:

Pr = P0

(

d

d0

)−n

(2.1)

In this equation, P0 is the power received at a small distance d0 from the transmitter and
d is the distance between the transmitter and the receiver. The constant n is the path
loss exponent of the wireless channel and usually ranges between 2 and 4 [57]. This makes
multi hop routing more energy effective then single hop routing. Adding an additional hop
between two nodes is useful as long as the sum of energy costs on all nodes along the multi-
hop path stays below the energy cost of the single hop transmission. Limits to the amount
of hops between two nodes are set by the network topology and the minimum transmission
power of a node. If a node is already transmitting with its minimum transmission power
and can still reach the desired receiver then any additional hop between those two nodes
would just increase the needed transmission power.

Scalability

Scalability is a very important criteria for WSNs. The amount of sensor nodes in a network
can range from just a few nodes to several hundred or more, most sensor networks so far
are still in the range below one hundred nodes though. While it is important that a routing
protocol for WSNs is able to scale good with the amount of sensor nodes in the network, a
routing protocol that performs well in small networks might not perform that well in large
networks and vice versa. The density of the network can also be a problem for routing
algorithms; a very dense network can require a different routing algorithm then a sparse
network.

Mobility

Many routing algorithms assume that the base station and all the nodes in a network are
stationary all the time after the start-up. While this simplifies the design for a routing
algorithm, it renders the routing algorithm unviable for many real world deployments of
sensor networks. Depending on the application, both the sensor nodes [26] [6] [49] and
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the base station [12] [44] [45] can be mobile in WSNs. Also, the amount of mobile nodes
in the network and the frequency of the location changes are of importance for the design
of a routing algorithm.

Fault Tolerance

There are many sources of errors in WSNs. A drained power supply, physical damage,
environmental interferences or disturbances on the radio channel may cause a sensor node
to be temporarily or permanently unavailable or completely out of order. Since a routing
protocol cannot prevent hardware defects on a sensor node the routing algorithm needs to
be able to react to failures in the network and recover from them. Because as long as there
are enough nodes alive to enable a requested connection, the routing protocol should be
able to keep the routing alive. In [52] an overview on possible ways for fault management
in WSNs is presented. One possibility to deal with failing nodes in a network is to reroute
the traffic over a different sensor node that is still alive [48]. Another possibility to reduce
the impact of failing nodes on the network is to have multiple redundant links towards a
data sink like it is the case with multipath routing [51].

Flat-based versus Hierarchical-based Routing

The organization of the sensor nodes in a WSN can be separated into flat-based and
hierarchical-based routing algorithms. In flat-based routing schemes all sensor nodes have
the same role. This means that every node in the network is responsible for sensing data
but also for routing data packets from other sensor nodes in the network. In hierarchical-
based or cluster-based routing on the other hand, the sensor nodes in the network can
have different roles. For the basic setup the nodes in the network can be separated into
sensor nodes and cluster heads. While the sensor nodes are sensing data, the cluster heads
are responsible to forward the data that they receive from the sensor nodes to the base
station. The forwarding of the data to the base station on the cluster head can be done
in a single hop or via multi hop routing. The cluster head can also combine the data it
received from several nodes and just transmit the combined results to the base station,
trading off accuracy for reduced energy consumption. The cluster heads in a network are
either normal sensor nodes just like all the other nodes in the network or special, higher
energy nodes. If the cluster head is a normal node like all the other nodes in the network, a
periodic change of the cluster head can be necessary to prevent depleting the power supply
of the cluster head, since the workload of the cluster head is higher than the workload of
the other nodes in the network.

Quality of Service

Quality of service (QoS) is a very important topic for 802.11 networks. For WSNs, other
criteria often are more important than QoS. The importance of QoS for WSNs mainly
depends on the application. While the occasional drop of a message or an increased latency
might not be that important for a network that takes periodic temperature measurement,
it can be critical for other applications. An increased level of QoS usually also leads
to increased power consumption, which can be a problem for WSNs that usually have
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constrained power supply. Thus the tradeoff between QoS and power consumption is of
importance for the design of a routing algorithm.

2.1.2 Power Aware Routing

The power supply of WSNs is usually limited and deployment in inaccessible environments
combined with often large amount of sensor nodes in the network make a replacement of the
energy supplies on the deployed sensor nodes unfeasible. To be able to extend the lifetime
of the sensor nodes, their power consumption has to be reduced. Wireless communication
is one of biggest parts of the power consumption of a typical sensor node, far bigger than
the power consumption of most of the sensors that are installed on a sensor node. In [38]
different approaches for power aware routing protocols for wireless ad-hoc networks are
discussed that give implications for power aware routing in WSNs. This section gives an
overview over different approaches for power aware routing algorithms according to [38]
and presents some existing power aware routing algorithms.

Active Energy Saving Protocols

The property that is shared amongst all active energy saving protocols is their main goal.
They all try to find the routing paths in the network with minimum energy consumption,
thus minimizing the needed transmission power for every packet that is transmitted in the
network. The algorithms that are part of this family all try to find intermediate nodes
to be able to reduce the required transmission power. As already discussed in section
2.1.1 a multi-hop routing approach can reduce the total amount of energy that is needed
for the packet transmission. Each node that wants to participate in the forwarding of a
packet has to determine first, if it is still able to reduce the total power consumption of
the transmission.

In [15] an active energy saving protocol called PARO is proposed which reduces the
transmission costs for sending data from one node to another by electing intermediate
nodes that participate in the data transmission. PARO is an abbreviation for Power-Aware
Routing Optimization. The goal of the routing algorithm is to minimize the transmission
power that is consumed in the network. To enable this, the participating senders need to
be able to dynamically adjust their transmission power. The transmission power Pk to
forward a packet on a given route k can be computed as:

Pk =

Nk
∑

i=0

(Ti,i+1L + Ti+1,il)/C (2.2)

In this equation, Nk is the number of hops of route k and Ti,j is the minimum transmission
power at node i so that node j, which is the next hop at route k, can still receive the
packet. Since the power that is consumed during a transmission is also influenced by the
amount of data that is transmitted, there are three more parameters in the equation. L
is the size of the transmitted frame in bits, l the size of the acknowledgment frame in
bits and C is the raw speed of the wireless channel in bits per second. Thus the goal of
PARO is to find the route k that minimizes the needed transmission power Pk for sending
a packet from one node in a network to another node.
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Location-Aided Power-Aware Routing (LAPAR), which is proposed in [70], is a dis-
tributed routing algorithm that dynamically computes location aided local routing deci-
sions to find near-optimal power-efficient end-to-end routes for packet forwarding. To be
able to make local optimal choices, each node needs to be aware of its own position and
all packets have to be marked with the location of their destination node. To be able to
decide if a node s should forward a packet via a relay node r, it has to compute the relay
region Rs,r:

Rs,r ≡ {i|dsr
n + dri

n ≤ dsi
n, i 6= r} (2.3)

In this equation, dsr and dri are the distances between the source node s, the relay node
r and a node i and n is the power exponent for the relation between transmission range
and transmission power, which is a constant that is usually between 2 and 4.

If the destination node is within this relay region, sending the packet via the relay
node r is more power-efficient than directly transmitting the packet from node s to the
destination node. If a node has more than one possible relay node rk for a destination node
x then the relay node rk is chosen, which minimizes the distance sum dsrk

n + drkx
n of the

distance between the sender and the relay node and the relay node and the destination.

Maximizing Network Lifetime Protocols

The last section presented routing algorithms that find the optimal route in a network and
then route all packets over this route. While sending all packets via the optimal route to
reduce power consumption seems like a good solution, it also has a big disadvantage. All
nodes that are part of the optimal routes will have much higher power consumption than
the other nodes in the network, since they have to do much more work. Thus these nodes
will also run out of power far earlier than the rest of the network. The goal of network
lifetime maximizing protocols is to spread the workload in the network to balance the
power draining in the network. Another goal is to avoid network partitioning, which is
caused by draining sensor nodes that are connecting different parts of the network. The
cost of the transmission route is still of importance though, the spreading of the traffic will
only be able to increase the network lifetime if the new paths do not need significantly more
energy than the optimal paths. Important parameters for the balancing of the network
traffic include the remaining battery life, the battery drain rate and the amount of packets
each node in the network has to transmit.

In [65] a routing algorithm is presented that tries to evenly distribute the power con-
sumption in the network while minimizing the needed transmission power. The proposed
routing algorithm is called Conditional Max-Min Battery Capacity Routing (CMMBCR).
The basic idea behind CMMBCR is that when there are several routes between a source
node and a destination node, where all nodes along the routes have a sufficient remaining
battery capacity, the route with the minimum total transmission power among this pool
of routes is chosen. If there are no routes though, where the remaining battery capacity is
above a chosen threshold on all nodes along the route, then the routes that include nodes
with the lowest battery capacity should be avoided to extend the lifetime of these nodes
and thus also the total network.

Maximum Survivability Routing (MSR), which is presented in [46], chooses the used
routing paths according to the remaining battery life of the nodes that are along the route
towards the destination. To be able to increase the total lifetime of the network, the
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nodes with the least remaining battery life should be avoided. Avoiding these nodes for
routing can lead to far longer routes though, which drains the total available power of the
network faster due to the increased power consumption of the longer routes. Thus it can
be beneficial for the total lifetime of the network if the connectivity of a small amount of
nodes is sacrificed. MSR uses the following utility function and cost function to formulate
this scenario:

ui = u(Ti) = 1/Ti (2.4)

CR ≡ f(ui, i ∈ R) = (
∑

i∈R

uβ
i )1/β (2.5)

The utility ui of a node i is the inverse of the estimate of the remaining battery life Ti of
the node i. The cost function CR of a route R is the sum of the utility of all nodes along
the route weighted with a parameter β ≥ 1. Among all possible routes between two nodes,
MSR chooses the minimum cost route since this route has the longest life expectancy and
thus preserves the connectivity of the network better than all other possible routes.

In [32] the Minimum Drain Rate (MDR) routing mechanism is proposed which includes
the current energy drain rate of a node in the routing metric. The cost function Ci for
sending a packet via a node i is given as the ratio between the residual battery power
RBPi of node i and the drain rate DRi at node i:

Ci = RBPi/DRi (2.6)

The maximum lifetime of a routing path in the network can then be determined by the
minimum value of the cost function Ci of all nodes that are along this route. The optimal
path between two nodes in a network is then the path with the highest maximum lifetime.
When a new path is routed over a node, the energy drain rate at that node is also increased
which leads to a spreading of the network traffic.

Passive Energy Saving Protocols

Sensor nodes do not only consume power while transmitting or receiving packets but also
while waiting in idle mode or listening on the radio module. The amount of energy that is
wasted by this can be quite significant for WSNs. The basic idea of passive energy saving
protocols is to reduce the energy consumption that is wasted by nodes in idle or listening
mode. This is achieved by turning off as many sensor nodes of the network as possible
while still maintaining the required network connectivity. For example if the sensor nodes
in a network are partitioned into cells, then it is enough if there is only one sensor node
awake in each cell, all the other nodes in the cell can sleep and save energy. The decision
about which nodes stay awake and which can go to sleep can either be done by each node
individually or it can be managed globally for the total network.

In [69] the Geographic Adaptive Fidelity (GAF) algorithm is proposed. The proposed
algorithm reduces the power consumption in a network by turning off nodes that are
unnecessary to maintain a certain routing fidelity in the network, data sources and data
sinks are not affected by this. GAF separates the network into small grids of routes that
are equivalent from a routing point of view and then turns off parts of the nodes in each
grid. To balance the energy use among the nodes in each grid, all nodes are periodically
turned on again to check if they should replace the current active nodes. While the GAF
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algorithm is independent of the underlying routing algorithm; each node needs to know
its exact position to be able to find the grids of equivalent nodes in the network.

In [8] another routing algorithm is proposed that reduces the total energy consumption
of the network by turning off parts of the nodes in the network, the proposed algorithm
is called Span. Span does not need any localization information though, each node uses
a distributed, randomized algorithm to decide whether it shall go to sleep or stay awake
and act as a coordinator that is routing packets. To make a decision if a node should act
as a coordinator or not, each node keeps track of all its neighbors and coordinators and
the neighbors and coordinators of each of its own neighbors. Combined with the amount
of energy that is available to a node, this information is used to periodically decide if a
node should switch from sleep mode to coordinator mode or not, which leads to a rotation
over time among the nodes of the coordinator role.

Topology Control Protocols

The topology of a WSN, which is defined as the set of possible connections between the
nodes in a network, has a major influence in the possible routing paths. This also shows
the downside of decreasing the transmission power of the sensor nodes too far, which can
lead to a very sparse network topology and thus also very few possible ways to transmit
packets. But also a too dense network has its disadvantages since it leads to far more energy
loss due to packet collisions and overhearing. The goal of topology control protocols is to
reduce the transmission power of the sensor nodes only so far that the desired network
topology can still be achieved. The topology control is either done by each sensor node in
the network for itself or is done for the total network by a global manager like the base
station.

In [39] the Small Minimum-Energy Communication Network (SMECN) routing al-
gorithm is proposed which is based on the Minimum-Energy Communication Network
(MECN) algorithm that was proposed in [58]. For MECN it is assumed that two nodes
in a network G′ form an edge if they are able to communicate with each other with a
transmission power that is below or equal to the maximum transmission power. The goal
of MECN is to find a subgraph G of the graph G′ that contains all the nodes of G′ where
all nodes that could communicate in G′ can still communicate in G′ but G only contains
those edges of G′ so that for each node the power to communicate with its neighbors is
minimal. The idea of SMECN is to compute a subnetwork for a given communication
network, that contains a minimum-energy path for every pair of nodes that were also
connected in the original network, that allows to transmit messages between those nodes
with a minimum use of energy. The subgraph produced by SMECN is smaller than the
subgraph by MECN and thus also has a lower link maintenance cost which leads to savings
in the energy usage. Both algorithms assume the presence of a GPS module on all nodes
to be able to determine their position which is needed for the algorithms to work.

Energy-Efficient Multicasting and Broadcasting Protocols

Multicasting as well as broadcasting are popular for wireless networks since they allow
a fast spreading of information to multiple network participants due to the broadcasting
nature of the wireless medium. The general idea behind energy-efficient multicasting
or broadcasting protocols is to build a transmission graph that is able to minimize the
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energy required for transmissions while still reaching all desired receivers. The use of
such algorithms is only viable though if the energy savings in comparison to standard
flooding algorithms are higher than the energy that is required to create and maintain the
minimum energy transmission graph. This also means that energy-efficient multicasting
and broadcasting algorithms are only useful in WSNs with a high amount of data that is
transmitted via broadcasting or multicasting. In networks with high mobility it can also
be unfeasible to use those algorithms since the required frequent updates will counteract
the energy savings of the routing algorithm.

An energy-efficient broadcasting algorithm that is an approximation to the NP-complete
problem of the minimum-energy broadcast tree is proposed in [41]. The problem of finding
a minimum-energy broadcast tree is reduced to the problem of finding a minimum-energy
broadcast tree of an auxiliary graph. The approximate solution of the optimization prob-
lem for the auxiliary graph is then used to find an approximate solution for the original
problem. The proposed algorithm is able to find an approximate solution within a bounded
performance. In [41] also an energy-efficient multicasting algorithm is proposed that is able
to find an approximate solution to the NP-complete problem of finding a minimum-cost
multihop tree, the approach is similar to the approach for the minimum-energy broadcast
tree.

A different approach for energy-efficient broadcasting is proposed in [67]. The proposed
algorithm is called Broadcast Incremental Power (BIP) which builds multi-hop broadcast-
ing trees with the goal to minimize the needed transmission power. The algorithm builds
the broadcasting tree incrementally, after each node that is added to the broadcasting
tree it is evaluated if it is cheaper to increase the transmission power on a node or to
start broadcasting on another node to reach the next node in the network. BIP does not
guarantee that the resulting broadcasting tree is optimal, but this tradeoff has to be made
to keep the algorithm scalable. Based on BIP a multicasting algorithm is also proposed
in [67] which is called Multicast Incremental Power (MIP). MIP starts its operation from
the broadcasting tree created by BIP and prunes it down since only the intended receivers
of the multicast packet need to be reached by the multicast tree.

2.1.3 Energy Harvesting Aware Routing

The last part presented approaches and algorithms for power aware routing. But when
the WSN is powered with an energy harvesting device these algorithms are no longer
optimal since the requirements on the routing algorithms change. In contrast to power
aware routing the goal of EHAR is not to keep the power consumption that is used for
communication as low as possible.

Even when just using power aware routing algorithms, the usage of EHDs in addition
to the normal power supply will increase the total lifetime of the network. But energy
harvesting can not only be used to extend the lifetime provided by the battery. When
the energy consumption stays below the harvested energy, it is theoretically possible to
infinitely increase the lifetime of the network. Thus the goal for EHAR is to provide the
best possible routing without exceeding the amount of energy provided by the EHD over
a given period of time.

For example when a sensor node is equipped with a solar panel as energy harvesting
device, the solar panel will have a typical power curve over the period of a day. The
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energy that is provided by the EHD will not be the same for every day though. The
difference between a sunny and a cloudy day for example will be quite big and results in a
completely different power curve. While a normal battery power supply can compensate
the fluctuations in the power provided by the EHD, this is not an optimal solution since
the power supply will be drained sooner or later. Rather, the algorithm should be able to
adapt to the changing amounts of energy provided by the EHD.

Energy Harvesting Aware Routing by Kansal et al.

In [61] an energy aware routing algorithm was proposed. The algorithm uses probabilistic
forwarding to send traffic on different routes. The cost metric that is used for determining
the probability of the different routes has already been proposed in [7]. The cost metric
consists of the energy that is used to transmit and receive on the link and the residual
energy of the receiver node. While the proposed algorithm does take the residual energy
into account when determining the route in the network, the algorithm is not energy
harvesting aware. In [28] and [29] an energy harvesting aware routing algorithm is proposed
that is based on the algorithm presented in [61], but with a cost metric that takes the
harvested energy of the sensor nodes into account.

Contrary to other routing algorithms, the proposed algorithm does not only store
routing information of the node that is best suited according to a given metric for routing
the packet towards its intended receiver. For the proposed algorithm each node stores the
routing information for all nodes that are as close as or closer to the base station then the
node itself. Each time a packet is transmitted, the node then chooses one of the routing
table entries as the next hop, the probability for each entry to be chosen depends on the
chosen cost metric. With the right cost metric the algorithm is able to determine the next
hop according to the energy harvesting information but the algorithm also guarantees that
not all messages are always routed over the node that has the best value for the chosen
cost metric.

A cost metric that is taking the energy harvested by an EHD into account has been
proposed in [28]. The proposed formula to determine the energy potential of a sensor node
is:

Ei = ω ∗ ρi + (1 − ω) ∗ Bi (2.7)

The energy potential Ei is determined as the weighted sum of two parameters. The
parameter ρi is value for the expected rate of energy harvesting on the sensor node. The
second parameter Bi represents the residual battery level. The weight parameter ω is used
to set the ratio of the factor of influence of the energy harvesting rate and the residual
battery level. The value range of ω is 0 ≤ ω ≤ 1, typically the value of ω is set close to 1.
This means that the focus is set on the expected energy harvesting rate and the battery
should only be used to compensate for fluctuations of the harvesting rate. A low value
of ω might be useful in cases, where the EHD is not able to sustain the workload of the
sensor node and is just used to increase the lifetime of the sensor node. A value of ω of
0 simulates a case without an EHD, then the algorithm is a normal power aware routing
algorithm. When ω is set to 1, the algorithm simulates the case when no battery is present
and the only available energy is the energy gathered by the EHD. This also means that
there is no power available from the battery to compensate for fluctuations of the energy
gathered by the EHD.
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To determine the probabilities of the available routes on a sensor node, the costs for all
the outgoing links of the sensor node have to be calculated. The cost is calculated as the
inverse of the energy potential of the node on the receiving side of the transmission. The
cost is the same for all links that are entering the same node since the cost only depends
on the energy level of this node. This means that in a directed graph where every node
is represented as a vertex νi and each possible hop between any pair of nodes i and j is
represented as an edge eij , the cost for each edge cki that is entering node i can be written
as [28]:

cki(eki) = 1/Ei ∀k ∈ {k|eki ∈ Ecomm} (2.8)

In this equation Ecomm represents the total amount of feasible wireless connections. The
amount of feasible connections depends on the topology and the density of the network
and the characteristics of the radio module of the sensor nodes.

The formula to determine the probability of an outgoing connection was already pro-
posed in [61]. The formula for the probability is:

Pij =
1/cij

∑

k

1/cik
(2.9)

The probability Pij is determined by the inverse of the edge cost cij of the connection
between the nodes i and j divided by the sum of the inverse of the edge costs of all outgoing
connections. Since the probability of a node to be chosen depends directly on the energy
level of the node, the algorithm is able to spread the traffic across the network according
to the energy that is available to the sensor nodes. The algorithm takes only the energy
level of the next hop into account though. Consider two outgoing multi-hop connections
from a node to the base station. The first connection has a node with a high energy level
at the start and only nodes with a low energy level afterwards; the second connection
consists only of nodes with a medium energy level. In the proposed algorithm, the second
connection will have a lower probability even though it is the favorable connection.

Other Work on Energy Harvesting Aware Routing

In [35] Lattanzi et al. present a methodology for the evaluation of the applicability of
routing algorithms for environmentally powered WSNs and use this methodology to com-
pare several routing algorithms. For the comparison of different routing algorithms the
ratio between the maximum energetically sustainable workload of a routing algorithm and
the optimum maximum energetically sustainable workload has to be determined. The
maximum energetically sustainable workload depends not only on the routing algorithm
but also on the network setup and the environmental power constraints.

The maximum energetically sustainable workload is defined as the workload that can
be energetically sustained by every node in the network that is involved in the packet
processing and routing and that cannot be increased without violating the energy sustain-
ability on one or more nodes. The theoretical optimum maximum energetically sustainable
workload is given by the best routing algorithm applicable for the current setup and can
be computed with an extended version of the Ford Fulkerson maxflow algorithm presented
in [5].
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The performance of several routing algorithms is compared for several network setups
with different power maps. The by far best performing algorithm in all setups is the
randomized maxflow algorithm that uses offline calculated routing tables to achieve the
same flow that is used to determine the optimum maximum energetically sustainable
workload. The algorithm with the best results without predetermined routing tables is
randomized minimum path recovery time. Here the path selection on a node is done
randomly; the probability of a path depends on the cumulative recovery time of the path.
The cumulative recovery time is the sum of the recovery times of each edge of the path. The
workload that is achieved by this algorithm is only between 10% and 40% of the optimum
workload though. An interesting discovery is that the randomized maxflow algorithm with
routing tables that are calculated for the inverse power map still outperforms a minimum
path routing algorithm that always chooses the route with the least hops.

In [33] a routing algorithm is presented that implements a maxflow algorithm similar
to the one used to determine the optimum maximum energetically sustainable workflow in
[35]. Since the network should be able to adapt to changing power conditions the network
has to be able to calculate the maxflow. To calculate the maxflow the Push-Relabel
algorithm [9] is used in a distributed implementation. One assumption that is made to
simplify the calculations is that the transmission power is not dynamically adapted to
the actual distance of the receiver. This assumption, that holds true for many real world
implementations of WSNs, means that all outgoing connections from a node will have the
same cost. The biggest downside of the presented algorithm is that the operations and data
transmissions for the periodic recomputation of the maximum energetically sustainable
workload cost energy. This means that there is always a tradeoff between the energy
needed for the recomputations and the optimality of the routing.

In [60] a different implementation of an algorithm that is based on finding the optimum
maximum energetically sustainable workload is presented. They propose an optimum
maxflow routing (OMFR) algorithm that is optimally using the available environmental
power and is able to adapt to time-varying environmental conditions. For the ideal OMFR
algorithm some simplifications have to be made. The ideal algorithm assumes that all
packets have the same size of one bandwidth unit, that each packet is handled at a time
and that each router always has updated information of the best path according to the
residual capacity of the nodes. In [60] it is shown though that these assumptions are not
needed for the algorithm to work. The violation of the first two assumptions does not
lead to a really different behavior. When the third assumption is no longer true and the
routing information is only updated periodically and not after every packet the nodes can
no longer choose the optimal path for every packet. Rather each node will use the same
path for each packet during one update period. While this will lead to imbalanced energy
consumption during one period, it will even out over time as long as the energy supply of
the nodes can power the transmissions occurring during one period. Similar to the routing
maxflow routing algorithm presented by [33] the OMFR algorithm also offers a tradeoff
between optimality of the routing algorithm and frequency of the updates of the routing
information.

Since just finding the most energy efficient route in the network is not sufficient for
energy harvesting WSNs in [25] a distributed energy harvesting aware routing (DEHAR)
algorithm is proposed that is able to adapt to changing energy distributions in the network.
The algorithm that is designed for multi-hop networks with a single data sink is based on
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a shortest path routing algorithm. But instead of just using the path length as routing
metric a distance penalty is added for each hop on the path. The distance penalty of a
hop depends on the available energy at the hop. Thus the new routing metric is defined
as the energy distance. With the use of energy distances as routing metric the routing
algorithm is able to find high energy paths even if they have a far higher path length
then the shortest path to the data sink. The increased cost of transmitting packets to
the data source is traded in here for the higher energy level of the path. To be able to
keep information on the energy distances of all possible paths up to date on all nodes
in the network, every node has to inform its neighbors if its distance penalty grows or
shrinks significantly. When a node finds the current best route towards the data sink it
will transmit all its packets over that route until it is no longer the optimal route due to
changes in the distance penalties. While the algorithm is able to find good routes even
between several low energy areas in a network, the algorithm relies on frequent updates of
the distance penalties to effectively spread the occurring traffic over more than the nodes
on a single path towards the data sink.

In [34] an EHAR scheme that aims at minimizing the latency of the transmitted packets
is proposed. The algorithm assumes that each node in the network uses duty cycling (see
section 2.3.1) where each node chooses its duty cycle according to the harvested energy
to guarantee a perpetual operation of the node. The network is organized as a random
graph, this means that each node can route data to the sink node over different routes if
there is more than one available. The algorithm chooses the next hop not according to
any energy based criteria but chooses the node for the next hop that offers the minimum
latency. While the node that wakes up first would minimize the latency for a single hop,
the situation is not that easy for multiple hops. A metric is proposed that chooses the
next hop for a packet according to the latency of the first hop and an estimated latency
of the remaining hops to the data sink. Nodes with a shorter duty cycle period will most
likely have more data to route, but a shorter duty cycle period also means that the node
has more energy available than others. Thus this algorithm can also lead to a spread of
the network traffic according to the harvested energy.

The routing algorithm proposed in [27] is specifically designed for WSNs that are
equipped with a hybrid energy storage system (HESS) that consists of a supercapacitor
and a rechargeable battery. The battery can only be recharged several hundred times
but it can be used for long time energy storage since the power leakage is low. The
supercapacitor can be recharged a million times but has a high power leakage; its stored
energy should thus be used first. The proposed algorithm is called Communication Using
Hybrid Energy Storage System (CHESS). The selection of a route with CHESS is made
according to the sum of CHESS metrics of all nodes of the route, the route with the
lowest sum value being the best. The CHESS metric depends on the energy level of the
supercapacitor and the rechargeable battery. If the supercapacitor has enough energy to
route a packet then the value of the metric will be zero. If this is not the case then the
metric will be set to a value greater zero according to the energy level of the rechargeable
battery.

Most proposed routing algorithms are always evaluated under perfect conditions in a
network without noise and packet collisions. Furthermore, the cost of keeping the routing
metric updated on all nodes of the network at all times is usually ignored. In [20] three
EHAR algorithms are compared under real world conditions to evaluate the impact on the
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routing algorithms. The first used routing algorithm is the Energy-opportunistic Weighted
Minimum Energy (E-WME) algorithm that is proposed in [42]. The other two algorithms
that are used are randomized maxflow and randomized minimum path recovery time. They
are both proposed in [35] and were already presented at the beginning of this section. The
real world conditions that are evaluated are packet collisions, low power MAC protocols, a
realistic wireless channel, the protocol overhead and different energy harvesting scenarios.
However, the low power MAC protocol that is used for the evaluation does not provide any
mechanism to avoid packet collisions, which leads to a higher packet collision rate than
necessary. The evaluation shows that a modified version of the randomized minimum path
recovery time deals best with the real world conditions while especially the randomized
maxflow algorithm suffers from very high packet loss rates under real world conditions.
In general, the paper shows that good performance of a routing algorithm under perfect
conditions does not guarantee a good performance of the same routing algorithm under
realistic network conditions.

2.2 Network Coding

NC is a hot topic for wired and wireless networks at the moment. In the first part this
section presents the concept of NC. The second part then looks at problems and already
existing implementations of NC for WSNs. The third part presents the idea of ONC.

2.2.1 Basics

NC is a rather new research topic, it was first mentioned in [2] in the year 2000. The
first proposal intended NC to increase multicast throughput in networks and evolved from
the topics of diversity coding and source coding. The idea was to increase the possible
throughput of the network, by combining packets into a single packet with the same length
and reconstructing the original packets again at the receiver side. It is important to note
that when the reconstruction is successful, the data is exactly the same as at the start,
there is no sort data aggregation done.

With the use of NC a step away is made from the way the information flow in networks
was handled until then. All routing schemes so far always left the data part of the packets
untouched. Only on higher network layers methods such as data aggregation tried to
combine the data of packets, but were always accompanied by a loss of information. By
using NC different information flows no longer only share the same network resources,
it allows to move from separate information flows to combined flows that permit better
utilization of the network resources.

Combining and restoring of messages adds some additional computations to the rout-
ing. The use of linear NC allows reducing the computational overhead for using NC. Here
the combining of data, represented as numbers in a finite field, is done by using simple
linear combinations only. [40] shows that linear NC is enough to achieve the max flow
that is possible, there is no need for higher order arithmetic during the combining and
the restoring of the packets. The linear combination of the packets also allows that the
packet length stays the same. If the packets to combine are not all of the same length, the
combined packet will be as long as the longest packet, all shorter packets will be filled up
with zeros before the packets are combined.
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In [11] the formulas that are needed for the implementation of NC are explained. The
operations for NC are all done in a finite field. For linear NC encoding and decoding is
done in the finite field F2s . The s in the definition of the field represents the used symbol
size in bits. The symbol size is the amount of bits that are encoded in one operation. The
amount of different symbols that exist in a finite field is called the order. The order of the
given finite field is 2s. For a symbol size of only one bit, the finite field consists only of
the two elements 0 and 1.

To encode a number of packets M1, ...,M i, ...,Mn each of the packets is combined with
a sequence of coefficients g1, ..., gi, ..., gn in F2s . The encoding of the messages is done on
a per symbol basis, the formula for combining one symbol of the combined message is:

Xk =
n

∑

i=1

giM
i
k (2.10)

In this formula, Xk and M i
k represent the k-th symbol of the corresponding messages X

and M i. To be able to decode the message again, both the encoding vector that contains
the coefficients g1, ..., gi, ..., gn and the information vector X are needed. Thus either the
encoding vector has to be transmitted additionally to the information vector or each sensor
node has to use an encoding vector that is fixed. It is not only possible to encode normal
messages, but also encoded packets can be encoded again. While the encoding of the
message is just the same, the difference when encoding an already encoded packet again
lies in the encoding vector. The new encoding vector is generated by encoding the original
encoding vector with the encoding vector that was used for the encoding of the already
encoded packet.

To be able to read the data of a message, the receiver has to restore the original
message again. Let’s assume that the node that wants to restore a message has received
the set of encoded packets (g1,X1), ..., (gi,Xi), ..., (gm,Xm). To be able to recover the
original packets, the following set of equations has to be solved:

Xj =
n

∑

j=1

gj
i M

i (2.11)

The unknown variables in the equation that shall be discovered are the M i. The amount
of equations in the linear system is m while the amount of unknown variables is n. To have
a chance of solving the system of equations the inequality m ≥ n has to be complied. This
means that the amount of messages that a node needs to receive to restore the original
messages is at least as high as the number of original messages. This requirement is only
sufficient though if all of the equations are not linearly dependent. This can be easily
fulfilled though by choosing the encoding vectors accordingly.

There exist several possible fields of problems that can benefit from the use of NC
[11]. The most prominent application for NC is the throughput increase in both wired
and wireless networks. Figure 2.1 shows a simple butterfly network configuration where
the two sensor nodes A and B both want to transmit data to the sensor nodes E and
F . Without NC the sensor nodes C and D are a bottleneck in the network since they
have to transmit twice as many packets as the other nodes in the network. With the
use of NC, the node C can combine the two packets and just send out one combined
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(a) without NC (b) with NC

Figure 2.1: Simple network setup without and with NC

packet, the original messages can then be restored again on the nodes E and F . Thus,
it is possible to theoretically double the throughput of the presented network. Another
possible application for NC is data distribution. With the use of NC it is possible to
decrease the amount of packets that are needed to transmit large amounts of data to
many nodes at the same time, as is the case in a peer-to-peer network for example. This
is achieved by sending out random linear combinations of the data instead of each part of
the data alone. Further applications for NC include reliable data transmission, network
monitoring, securing of data transmissions against eavesdropping and protection against
modified packets.

2.2.2 Network Coding in WSNs

Most of the research on NC is done for wired networks and wireless networks of the 802.11
family but NC also has some interesting applications for WSNs. This section presents an
overview on already existing approaches for the use of NC in WSNs.

One of the main uses of NC in WSNs is multipath routing which can be used in WSNs
to either increase the resilience or the bandwidth of the connection between a source and
a destination node [51]. In [66] NC is used to find a low cost solution to the construction
of disjoint multipath routes. The proposed efficient multipath routing approach combines
directed diffusion [24] and randomized NC [22] to achieve a low cost solution for finding
disjoint multipath routes in a network. [62] proposes an energy efficient multipath routing
algorithm that uses NC to reduce the necessary amount of paths. This allows decreasing
the energy consumption of multipath routing while still achieving the same reliability. But
to achieve this the transmitted data needs to be extended with some bytes of metadata and
also a small computational overhead is caused by the algorithm. Also in [16] NC is used
reducing the amount of necessary packet transmissions in a multipath sensor network. The
network that the algorithm is designed for is not a normal WSN though, the algorithm is
designed to counter the high error rates that are present in underwater sensor networks.
When using WSNs for medical applications, reliability of the data communication is of
great importance. But since the WSNs for medical applications are usually carried on the
body, the size and thus also the available power is usually quite limited. [47] propose the
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use of NC to be able to cost efficiently increase the reliability of the network by adding
redundancy.

In [68] the use of NC is proposed for intra-cluster information exchange. They propose
the use of NC for scenarios, where each of the nodes in a cluster is a data source that
wants to transmit its data to all other nodes in the network like it can be the case during
route discovery or updating or when congestion control information is distributed inside
the cluster. The use of NC allows to reduce the amount of necessary transmissions for
this kind of all-to-all broadcasting scenarios. [53] also proposes the use of NC to reduce
the amount of packets that are needed for all-to-all broadcasts in a network. All-to-all
broadcasts are usually implemented as store and forward where each node first stores the
packet that it received and then broadcasts it again over the radio interface. With the use
of NC it is possible to combine the received packet with packets that are overheard from
neighboring nodes to reduce the total amount of broadcasts that are needed.

A completely different use for NC in WSNs is shown in[4]. They propose the Location-
aware Network Coding Security (LNCS) protocol that provides security services like data
confidentiality, authenticity and availability with the use of NC. LNCS divides the network
into cells, where nodes of a cell are close to each other. If an event occurs in a cell
aggregated information from the nodes in the cell will be partitioned using a secret sharing
algorithm and forwarded to the receiver. Random NC is used to generate redundant
information which makes it possible to recover from packets that are lost by the radio or
dropped by malicious nodes.

2.2.3 Opportunistic Network Coding

So far the research on NC was always focused on scenarios where it was always clear where
and which packets would be combined. ONC tries to move away from this scheme and
introduce NC to normal network communication where the decision if NC can be used or
not depends on the actual traffic. The idea of ONC is to exploit the broadcasting nature
of the wireless medium to detect coding opportunities and use them to forward multiple
independent packets with a single transmission [31].

One of the first algorithms that proposed the idea of ONC was COPE [31]. COPE was
developed for the use in 802.11 wireless networks and is operating between the MAC layer
and the IP layer. The mechanics of COPE can generally be separated into three main
techniques, opportunistic listening, opportunistic coding and the learning of the state of
the neighboring nodes.

For the first task which is opportunistic listening, all nodes have to be in promiscuous
mode. The COPE algorithm then tries to receive all possible packets that it can hear on
the radio and stores the overheard packets for a limited period of time. To inform the
other nodes in the network on the packets that a node was able to overhear, the nodes
broadcast reception reports. Those reports are either attached to normal data packets or
periodically transmitted on their own if no other data packets are sent.

The second task is opportunistic coding which focuses on deciding about which packets
are encoded. The goal is to maximize the number of packets that are transmitted with
a single transmission while ensuring that all intended next hops have enough information
that they can recover the packet that was intended for them. When a node wants to
combine three packets that are intended for different receivers this means that each of the
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receivers needs to have the other two packets to be able to recover the packet that was
intended for this receiver. Or in general, if there are n packets combined then each of the
n receivers needs to have the other n − 1 packets to be able to decode his native packet.
Thus the goal of ONC is to find the maximal possible n that still allows all receivers to
decode their packets.

The third task is the learning of the neighbor states. This is very important since
without knowing which packets are available to the other nodes in range, the node cannot
decide which packets it is allowed to combine. As already mentioned before, reception
reports tell the other nodes which packets a node received. A node can not only rely
on reception reports though, since they can get lost due to congestion when there is high
traffic or they might arrive too late when the traffic is low. When a node does not know for
sure whether a node was able to receive a certain packet or not, it has to guess. To enable
an intelligent guessing, each node computes and broadcasts the delivery probability that is
computed by wireless routing protocols, for each of its links. COPE uses these probabilities
to estimate whether a node was able to receive a packet or not. In the occasional case
that a wrong guess was made and one of the next hops is unable to decode the packet
only the native packet for that node has to be retransmitted.

One big downside of the COPE algorithm is that the coding is limited to only one hop.
Each encoded packet is decoded again at the next hop and the node retrieves its native
packet which might get encoded again with different packets for the next hop. There
is no transmission of encoded packets over more than one hop. This means that a lot
of computational overhead is needed on every hop for encoding and decoding. Another
downside of COPE is its dependency on the data routes that are chosen outside the domain
of COPE. To find ways around these limitations, [36] proposes DCAR (Distributed Coding-
Aware Routing). DCAR offers mechanisms for the discovery of paths between source and
destination nodes and also for the detection of opportunities for NC over much wider parts
of the network. This allows DCAR to find specific routes in the network that offer a high
throughput with the use of NC that would not have been found by conventional wireless
routing protocols that do not consider the use of NC.

2.3 Node Power Saving Strategies

The previous two sections presented routing algorithms with the goal of increasing the
lifetime of the total network. The approaches presented in this section try to reduce the
energy consumption of the single nodes and thus increasing the network lifetime. This
section presents the concept of duty cycling in the first part. The second part then presents
the concept of low power listening, which is a special case of duty cycling.

2.3.1 Duty Cycling

One of the biggest problems of WSNs is their limited power supply. While the previous
chapters proposed networking strategies to reduce the power consumption in the network,
there are also possibilities to reduce the power consumption on the nodes. Even if a node
currently has nothing to do and is just operating in idle mode, some modules of the node
will still consume a considerable amount of power. The basic idea behind duty cycling is
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to periodically turn modules on and off to reduce the power that is wasted while there is
nothing to do and thus also reduce the average power consumption.

The possible energy savings with duty cycling depend on the relation between the on
time and the off time. In [10] an overview is given on the formulas that are relevant for
duty cycling. The period of a duty cycle TDC is given by the sum of the on time Ton and
the off time Toff .

TDC = Ton + Toff (2.12)

The duty cycle DC is defined by the ratio of the on time Ton and the period of the duty
cycle TDC .

DC =
Ton

Ton + Toff
(2.13)

The values for Ton and for Toff cannot be chosen completely free, there are some con-
straints. For the minimum value of the on time Ton the startup latency Tstartup of the
module has to be considered. Additionally the module should be turned on at least for
the minimum task time Ttask that the module needs to perform its task, for example the
time needed to read the temperature when duty cycling the temperature sensor. The on
time Ton needs to be at least as long as the sum of those two.

Ton ≥ Tstartup + Ttask (2.14)

The off time Toff is determined by the on time Ton and the chosen duty cycle. The
computation of the reduced averaged power Pavg of the module can be calculated by
averaging the needed power over a duty cycle period TDC .

Poweravg =
1

TDC

∫

TDC

Power(t)dt (2.15)

Another big influence on the energy savings that are made possible by duty cycling is the
ratio between the power that is consumed by a turned on module and the power that is
still consumed by the module when it is turned off.

For battery powered WSNs the selection of the desired duty cycle depends mainly on
the minimum duty cycle value that still allows the application that is running on the sensor
nodes to fulfill its job. The chosen duty cycle might be a bit above the minimum value to
be able to handle some unexpected events but other than that any increase of the duty
cycle leads to a reduced lifetime of the sensor nodes. For energy harvesting powered WSNs
the situation is a bit different though. The optimal duty cycle here is one that allows the
node to consume exactly the amount of energy provided by the energy harvesting device
thus achieving energy neutral operation.

Determining the Maximum Sustainable Duty Cycle

To be able to determine the duty cycle for a sensor node that is sustainable with the power
that is provided by the EHD, the power output of the EHD and the power consumption of
the sensor node have to be characterized first, a model for this characterization is presented
in [30]. The power output of the EHD of a sensor node at time t is given as Ps(t) and the
power that is consumed of the sensor node at time t is given as Pc(t). To allow energy
neutral operation, the consumed power has to be lower than or equal to the harvested
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power. Thus the condition for energy neutral operation without any energy storage buffer
is given by:

Pc(t) ≤ Ps(t) (2.16)

An energy buffer is useful for energy harvesting though since else all harvested energy that
is not needed to fulfill equation 2.16 is wasted. When adding an energy storage buffer to
the condition of energy neutral operation, the characteristics of the energy buffer need to
be considered too since an energy buffer is never optimal. Just like a battery an energy
storage buffer can be characterized by its charging efficiency η, its leakage power pleak

and its capacity limit B. With these parameters of the used energy storage buffer the
condition for energy neutral operation is given by:

B0 + η

T
∫

0

[Ps(t)−Pc(t)]
+dt−

T
∫

0

[Pc(t)−Ps(t)]
+dt−

T
∫

0

Pleak(t)dt ≥ 0 ∀ T ∈ [0,∞) (2.17)

In this equation B0 denotes the initial energy level of the energy storage buffer at time
t ≤ 0 and [x]+ is a rectifier function with [x]+ = x for x > 0 and 0 for x ≤ 0. Equation
2.17 does not consider the capacity limit of the used energy buffer though. If the value
on the left side of the equation exceeds the capacity limit B of the energy storage buffer,
the excess energy will be dissipated as heat. This excess energy needs to be added to the
right hand side of equation 2.17 to correct the criteria for energy neutral operation.

The power consumption of an active sensor node will in almost all cases be above the
maximum possible value for Pc(t). The goal now is to find a duty cycle that allows a
sensor node to stay in energy neutral operation. The chosen duty cycle is also relevant for
the utility that an application on a sensor node can offer. If the duty cycle is too low, the
application will not be able to do its job and will produce no output and thus be useless.
There is also an upper bound for the duty cycle where a longer active period will no longer
increase the utility of an application since all work can get fully completed during each
period. In [30] [23] the utility of an application U(D) that is depending on the duty cycle
D is defined by:

U(D) = 0 if D < Dmin (2.18)

U(D) = k1 + k2D if Dmin ≤ D ≤ Dmax (2.19)

U(D) = k3 if D > Dmax (2.20)

When the duty cycle is below the lower bound for the duty cycle Dmin the utility of the
application is 0. If the duty cycle is higher than the upper bound for the duty cycle Dmax

the utility of the application is at the maximum value k3 and a higher value for the duty
cycle will no longer increase the utility. If the duty cycle is between the two bounds then
the utility of the application is given by the two constants k1 and k2 that define the initial
utility at Dmin and the rise of the utility value as a function of the duty cycle.

Since the energy that is provided by the EHD is continuously changing, an optimal
duty cycling algorithm must be able to adapt the duty cycle according to the provided
power. The goal is to choose the duty cycle D(i) for each time slot i ∈ {1, ..., Nw} of
a periodic time window Nw to maximize the total utility U(D) over the total period of
time. The harvested power in a time slot is given by Ps(i) while the power consumption
of the active node is given by Pc, the power consumption in sleep mode is close to 0 and
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is ignored. The residual energy of the energy storage at the start of a time slot is given
by B(i), the residual energy at the end of the time slot is thus B(i+ 1). The battery used
in any time slot i can then by calculated as:

B(i) − B(i− 1) = ∆TD(i)[Pc −Ps(i)]
+ − η∆TPs(i){1−D(i)}− η∆TD(i)[Ps(i)−Pc)]

+

(2.21)
For an energy neutral operation the battery level B(Nw) at the end of the time window
Nw needs to be at least as high as the battery level B(1) at the start of the time window.
With the knowledge of the complete energy availability profile of a sensor node including
future energy values it is possible to calculate the optimal duty cycle. Finding the optimal
duty cycles D(i) for each time slot is done by solving the following optimization problem:

max

Nw
∑

i=1

D(i) (2.22)

B(1) = B0 (2.23)

B(Nw + 1) ≥ B0

Dmin ≤ D(i) ≤ Dmax ∀i ∈ {1, ..., Nw}

The initial energy level of the battery is given by B0, all further battery levels are calculated
according to equation 2.21. Since the energy of future time slots is not available in real
implementations, a duty cycling algorithm has to be able to predict the future harvested
energy and adapt to unexpected changes.

The harvesting-aware power management that is proposed in [30] [23] consists of three
parts, the energy generation model, the calculation of the optimal duty cycle based on the
predicted energy and the real time adaption of the duty cycle to observed changes in the
energy generation profile.

The prediction of future harvested energy by the energy generation model is based on
Exponentially Weighted Moving-Average (EWMA) that is able to adapt to changes in the
profile of the harvested energy. The number of historic values that are needed to calculate
the average is given by the number of slots w that the time window Nw is split into. The
time window for a solar panel for example would be 24 hours; the amount of time slots
depends on the desired duration of the time slots. The saved historic values are an average
of all historic observations in that time slot and are calculated according to:

x(i) = αx(i − 1) + (1 − α)x(i) (2.24)

The historical average for slot i is given by x(i), the generated energy for slot i is given by
x(i) and α is a weighting factor that determines the influence of current generated energy
on the historical average.

The calculation of the optimal duty cycle for the next time window is based on the
predicted energy values for the slots of the time window Nw that were calculated by the
energy generation model. These values are used to solve the optimization problem that
was defined in equation 2.22 and 2.23. The results from the optimization problem are used
as duty cycle values for the next time window. While the calculated duty cycle values are
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optimal for the predicted energy values, the real energy values that are observed during a
time slot can differ greatly from the predicted value.

The deviation between the predicted harvesting power level Ps(i) and the observed
power level P ′

s(i) necessitate a real time adaption of the duty cycle. The real time adaption
is needed both to prevent the sensor nodes from running out of energy if the real values
are lower than the predicted values and to make use of any additionally available energy
if the real values are higher than the predicted ones. The actual difference in available
energy also depends on whether the consumed power is higher than the harvested power
or not. This excess energy X for a time slot i can be calculated by:

X =

{

Ps(i) − P ′
s(i) if P ′

s(i) > Pc

Ps(i) − P ′
s(i) − D(i)[Ps(i) − P ′

s(i)](1 − 1

η ) if P ′
s(i) ≤ Pc

(2.25)

If the excess energy X is below 0 in a time slot i then the energy that is available at
the end of the time slot is lower than the predicted value. To remain energy neutral, the
duty cycles of future time slots need to be lowered. To reduce the losses by the non-ideal
energy storage, the duty cycles of the time slots with the lowest predicted power levels
Ps(i) should be lowered first. If the excess energy X is greater than 0 this means that
the duty cycles of future time slots can be increased. Here the duty cycles of the time
slots with the lowest consumed power Pc should be increased first to maximize the total
throughput.

In [50] an energy harvesting aware power management algorithm is proposed that
adapts the energy consumption of a sensor node according to the expected harvested
energy. The proposed algorithm consists of two software tasks, an estimator to predict
the future harvested energy and a controller to adapt application parameters based on
the results of the estimator. One difference of the proposed algorithm to other work
on the topic is that all harvested energy is always stored first; a direct consumption of
the harvested energy bypassing the energy storage would require a change in the system
concept.

To be able to estimate future energy values the used power model has to be defined
first. For modeling the time is separated into time slots t with duration T . The energy
from the EHD is not modeled as a continuous function, since sensing is only done at the
start of each time slot t ∈ Z≥0, the harvested energy in a time interval [t, t + 1) is given
by Es(t). The estimator uses the available data of the harvested energy from all already
passed time slots. With these values the estimator predicts the amount of energy that
will be gathered in the future N estimation time slots L. The actually used estimation
algorithm is not defined in [50]

The energy consumption of a sensor node is separated into the energy consumed by
each task that is running on the sensor node. A single instance of a task τi needs the energy
ei from the energy storage during its execution. The time-variant rate si(t) determines
how often a task is executed during each time period T . The energy Ei(t) that a task
needs during an interval [t1, t2) with t1, t2 ∈ Z≥0 is given by:

Ei(t1, t2) =
∑

t1≤u<t2

ei · si(u) (2.26)

Each application that is running on a sensor node consists of several tasks, the dependen-
cies of the tasks and their activation intervals are modeled in a rate graph. The activation
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rates of the tasks on an application are not fixed though. The controller is responsible
for adapting the activation intervals of the different tasks to optimally use the predicted
available energy.

2.3.2 Low Power Listening

The radio module is usually the module of a sensor node with the highest energy consump-
tion. There are two main reasons for that. The first is that both sending and receiving
have a high energy cost. The second reason is that even when transmissions happen rarely,
the radio module always has to be in listening mode to be able to receive a packet in case
a transmission is happening. In 802.11 networks the cost of idle listening can be as high
as 50% to 100% of the energy required for receiving according to measurements [71].

The idea of low power listening is to apply duty cycling to the radio module [55]. While
the duty cycling of modules like a sensor does not necessitate any additional logic, the
case is not that simple for the radio module. Since the sensor nodes still need to be able
to communicate with each other, the low power listening algorithm has to ensure that
both receiver and sender are awake at the same time to enable communication. To enable
this, low power listening is implemented on the MAC layer. The algorithms can be put in
two categories, synchronous and asynchronous approaches. The idea of the synchronous
approach is to synchronize the sleep cycles of nodes that want to send data to each other
to guarantee that both nodes are awake when a transmission is happening. Asynchronous
algorithms on the other hand send a preamble before the actual packet to ensure that the
receiver is awake when the actual packet is transmitted.

S-MAC

One of the first low power listening MAC protocols that have been specifically designed
for WSNs is Sensor-MAC or short S-MAC [71]. To reduce the energy usage during the
idle listening times, the scheme proposes a periodic listen and sleep cycle. To enable the
nodes to transmit data to each other, S-MAC uses a synchronous approach.

Theoretically each node is able to choose its own listen and sleep schedule. But to
reduce the overhead required for synchronization the nodes try to keep the same schedules.
To enable this nodes broadcast their own schedule. Before a node chooses its schedule,
it first waits if it receives any schedules from neighboring nodes. A node only chooses a
schedule on its own if it does not receive a schedule from any neighboring node; otherwise
it chooses the received schedule. If a node receives more than one schedule, there are two
ways to handle this. Either it adapts to both schedules or it stays with the schedule it
received first. The disadvantage of the first case is less sleeping time since it has to be
awake for both schedules. While the node in the second case only has to be awake for one
schedule, there is another disadvantage. While the node can still talk to the nodes with
the other schedule, if the node wants to broadcast packets to nodes from both broadcasts,
it has to transmit the broadcast packet twice to enable all nodes to receive the packet.

To keep the nodes synchronized to be able to transmit messages to each other, the
nodes have to transmit synchronization messages to counteract the different clock drifts
of the nodes. The synchronization packets are pretty small and have to be transmitted
periodically. The update period can be in the order of tens of seconds. In WSNs with very
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infrequent data transmissions this will still lead to a pretty high overhead, even though
the synchronization packets are pretty small. The update packets also allow new nodes to
adapt to the schedule of the other nodes, thus the initial listening period should be long
enough to receive and adapt to an already existing schedule before choosing one itself. If
S-MAC is used in combination with duty cycling it can happen that the off time of the
duty cycle is longer than the synchronization interval of S-MAC. If this is the case then a
time synchronization phase is necessary at the start of each duty cycle on phase.

One additional feature of S-MAC is the integrated collision and overhearing avoidance.
For collision avoidance, the S-MAC implementation uses RTS (Ready To Send) and CTS
(Clear To Send) packets. This helps to overcome the hidden station problem that occurs
when two nodes that cannot hear each other try to transmit data to the same node at
the same time. Furthermore, each packet in S-MAC also has a duration field. This field
indicates the length of the remaining transmission. On the one hand this is used to indicate
to other packets how long they have to wait until the transmission of the other node is
finished and the node is able to request to transmit its own packets. On the other hand
this information can also be used to implement overhearing avoidance. When a node
receives either a RTS or a CTS message and it is not the intended receiver then it goes to
sleep for the duration of the transmission.

B-MAC

B-MAC [54] which is the short for Berkeley-MAC has been developed at the University of
California in Berkeley, as the name already implies. Unlike the S-MAC protocol that was
presented before, B-MAC is an asynchronous low power listening protocol. To enable the
reception of packets without using time synchronization, a preamble has to be sent before
each data packet.

To guarantee that the intended receiver is awake when a data packet is transmitted,
the preamble has to match the sleeping interval. This means that the preamble must
be at least as long as the time between two awake phases of the receiver node. For the
implementation of B-MAC in TinyOS for the Mica2 platform that uses the CC1000 radio
controller, the preamble for a duty cycle of 11.5% has to be 250 bytes long. For a duty
cycle of 2.22% the preamble even has to be 1212 bytes long [13]. The maximum length of
the payload in TinyOS is only 29 bytes though. This means that the reduction of the idle
listening time comes at the cost of an increased cost for transmitting packets. This also
means that a lower duty cycle does not always lead to lower energy consumption, rather
the duty cycle should be chosen according to the expected traffic profile of the network.

The B-MAC protocol does not provide an implementation for collision avoidance. Be-
fore transmitting a packet or when checking if there is a packet to receive on the air,
B-MAC uses clear channel assessment (CCA) to check if the radio channel is currently
free or if a transmission is currently happening. B-MAC provides the possibility to de-
activate the CCA for the transmission part though. This allows the implementation of
collision avoidance protocols like RTS\CTS on top of the B-MAC protocol. The nonexis-
tent implementation of a collision avoidance protocol and an efficient implementation of
the B-MAC protocol lead to a much smaller implementation size of B-MAC compared to
S-MAC, leaving more of the limited memory of a sensor node to the implementation of
the application itself.
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One advantage of B-MAC is that the duty cycle of the implementation is not fixed.
Not only can it be changed during runtime, but the B-MAC implementation provides an
interface that allows the application that is running on top of B-MAC to set the duty
cycle. Thus it is possible for the application to set the duty cycle to the value that is
optimal for the traffic profile of the application and to change the duty cycle if the traffic
profile should change.

UBMAC

Just like B-MAC, UBMAC [13] has also been developed at the University of California
in Berkley. UBMAC is the abbreviation for uncertainty-driven BMAC. This protocol is
a derivative of the standard B-MAC protocol. It is a hybrid protocol that estimates the
clock drift between the nodes to be able to drastically reduce the required preamble.

The basis of UBMAC is the rate adaptive time synchronization (RATS) protocol that is
proposed in [13]. In theory, the RATS protocol only needs to send a time synchronization
packet about every 50 minutes to keep the time drift between two nodes below 90µs with
a faulty rate below 5%. In the test implementation in TinyOS that was made for the
Mica2 sensor board that is using the CC1000 radio interface, it was possible to keep two
nodes within 225µs with sending a time synchronization packet about every 30 minutes
and still keeping the faulty rate below 5%.

The estimated clock drift between the two nodes that want to communicate with each
other is determining the length of the necessary preamble for packets sent with UBMAC.
When both nodes are perfectly synchronized, the shortest possible preamble length that
enables a successful communication is four bytes. The first two of those bytes are the
minimum preamble size, the other two bytes are necessary to compensate for delays caused
by software variations, by the radio on/off time and other unpredictable short delays. Each
further byte added to the preamble increases the possible time difference between sender
and receiver by 416µs. The only packets that are sent with a preamble length that matches
the sleep period are the time synchronization packets. This is necessary to guarantee that
they arrive at their destination even if the drift between the nodes has suddenly changed.

UBMAC provides two different modes of operation that differ in the preamble. The
first mode of operation is with a fixed preamble. To be able to keep the length of the
preamble fixed, the RATS protocol has to keep the time uncertainty below the threshold
that is determined by the byte length of the preamble. The second mode of operation
uses a variable preamble. Here the RATS protocol just has to determine the time drift;
UBMAC then sets the preamble length according to the time uncertainty. Which mode
is suited better for a network depends on the amount of network traffic. For frequent
data transmissions, the fixed preamble is better since the possible shorter preamble can
outweigh the cost for the synchronization packets. With a variable preamble, the amount
of synchronization packets can be reduced to one every few hours which will be better
suited for networks with sparse network traffic.

Crankshaft

The Crankshaft MAC protocol [19] was specifically designed to deal with the problems
of dense sensor networks. While most MAC protocols are designed for about five to
ten neighbors, real-world deployments of WSNs can have fifteen or more neighbors. The
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high connectivity of dense networks leads to problems for MAC protocols that are either
less severe or not even existent in sensor networks, where every node only has a few
neighbors. These problems are overhearing, communication grouping, over-provisioning
and the saving of the neighbor states.

Overhearing is already a problem in sparse sensor networks since every overheard
packet is costing energy. In dense energy networks there are far more neighbors and
thus also more packets that are overheard by a sensor node and more sensor nodes that
overhear a packet. Communication grouping is used in some MAC protocols like S-MAC
to separate communication frames into active and inactive parts. This allows the nodes to
sleep in inactive parts of a frame but it increases contention and collisions in the network,
especially if the sensor nodes have more neighbors then the amount that the MAC protocol
was designed for. Over-provisioning occurs in MAC protocols that schedule sent-slots for
all participating nodes. In dense networks each frame has to be split into many slots
that will go to waste if a node has nothing to transmit. This increases latency because
nodes have to wait for their transmit slots and wastes energy because nodes have to wake
up at every slot and listen if the sender is using its slot and if the data is for them.
Memory space is limited on sensor nodes, thus MAC protocols that have to save a state
for each of their neighbors can lead to problems in dense networks. Reducing the needed
memory by discarding the states of some of the neighbors also leads to problems since it
can hinder communication and cause problems with the routing layer that keeps its own
list of neighbors.

The basic principle of the Crankshaft MAC protocol is that instead of dividing a frame
into sender slots, a frame is divided into receiver slots. The receiving slot of a node always
has the same offset from the frame start. Since nodes only listen in their own receiving
slot and those are different between nodes this greatly reduces overhearing. To keep the
size of the frames low, a frame has a limited amount n of unicast slots. Since there are
more than n nodes in a dense network, there is not a unique slot for each node of the
network. The nodes have to share slots, which slot a node is using is determined by its
MAC address modulo n. Each slot starts with a congestion window to decide which node
is allowed to transit if more than one node wants to send data to the current receiving
node. When the receiving node wakes up the node that won the contention for the slot
starts transmitting its data. Since the unicast slots are not suited for broadcasting each
frame also has some broadcasting slots where all nodes are awake for receiving. Since each
node needs to know exactly when a frame starts Crankshaft requires time synchronization
amongst the sensor nodes which could be achieved through a reference node for example.

2.3.3 Balancing Residual Energy Amongst Sensor Nodes

When a node gets completely turned off during duty cycling which includes turning off the
power supply for the volatile memory of the node, all temporary data of the node needs
to be stored in non-volatile memory of the node and then be read out again when the
data is needed. When using NC in a network, the nodes in the network will often have
to wait for packets from other nodes in the network before they can combine the packets
and transmit them again. If the node gets duty cycled between the reception of those two
packets the packet that is received first has to be stored in the non-volatile memory and
read out again afterwards which leads to an increased power consumption.
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In [14] an energy management approach is proposed that allows trading in additional
transmission on one node to avoid having to store packets in the non volatile storage on
another node. Instead of storing a packet in the non-volatile memory it is also possible that
the sender of the packet just retransmits the packet again in the duty cycle period during
which the node also receives the other packet so that the node can immediately send out
the combined packet. While this might seem counterproductive since the total amount
of energy that is needed in the network may be increased there is one big advantage of
this approach. When the sensor network is powered by an EHD the amount of energy
that is available to the nodes in the network will differ. The proposed energy management
allows reducing the energy consumption on nodes with a worse energy harvesting profile
by increasing the energy consumption on nodes in the network with a higher amount of
harvested energy thus allowing the implementation of NC to adapt its power consumption
in the network to the harvesting profile of the network.

2.4 Existing Middleware Implementations

The development of applications for WSNs can be quite time consuming. One reason
for this is that standard application parts like networking, data aggregation, data fusion
or power management have to be implemented again for every new application. Even
hardware interaction can be part of the software development if the application is not built
upon a simple operating system for WSNs such as TinyOS. The purpose of a middleware is
to operate between the sensor node hardware or the operating system and the application
and provide standard applications to the software running on top.

The already existing middleware do not offer the same amount of functionality though,
they differ in the type and amount of services that are provided. An overview on the
challenges that have to be addressed by middleware for WSNs are presented in [17][18].
Sensor nodes are usually limited in available energy, memory, bandwidth and computa-
tional power. A middleware should provide ways for the efficient use of the resources while
using the available resources efficiently itself. Another important part of a middleware is
network communication. There are several requirements for the routing implementation
of a middleware. The middleware should offer good scalability and offer a robust network
communication that is able to cope with problems like device failures, interferences and
packet loss. Since not all nodes of a WSN have to be of the same type, a middleware
should be able to deal with heterogeneous sensor nodes and provide a hardware indepen-
dent interface to the applications running on top of the middleware. Further requirements
on a middleware include handling of interactions with real world applications, providing
means of data aggregation, offering the mechanisms for QoS, provide some means for an
application to gain knowledge about network parameters and offer some security features.

Middleware can be classified into five main categories [17][18]. The first category
of middleware is virtual machines. This type of middleware lets the user write their
applications in separate, small modules that can be uploaded onto the sensor nodes over the
network. The virtual machine on the sensor node then interprets the module and executes
the application. The downside of this approach is the overhead that is introduced by
the virtual machine. The second category is modular programming also known as mobile
agents. The idea behind this approach is to make applications as modular as possible.
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This allows an easy injection and distribution of new code without the need to replace
the whole application. The update with modular programming consumes far less energy
than always replacing whole applications since the modules are much smaller than whole
applications. The third category of middleware is based on a database approach. Here
the whole network is considered as a virtual database. This provides an easy interface
to the user that allows data acquisition over the network by using queries just like in
normal databases. The disadvantages are that only approximate results are provided
and that there is no possibility for the detection of spatio-temporal relationships between
events. The fourth category is application driven middleware. The main difference to
other middleware approaches is that application driven middleware allows the application
running on top of the middleware to interact with the network layer. The disadvantage of
letting the user control the network operations management is that this requires a tight
coupling between the middleware and the applications which might result in specialized
middleware that is not suited for other applications. The last category is message-oriented
middleware. This approach is based on the publish-subscribe mechanism that simplifies the
message exchange between source and sink nodes. It also naturally supports asynchronous
communication that allows a loose coupling between sender and receiver nodes which is
well suited for event based applications like they are common in WSNs. The rest of this
section presents the most popular middleware approaches of the presented categories with
a special focus on implemented power management strategies.

2.4.1 Maté

The Maté middleware [37] is developed at the University of California in Berkeley and is
a representative of the virtual machine category. Maté is a byte code interpreter that is
running on top of TinyOS on the wireless sensor nodes. It is built as a single component
in TinyOS that sits on top of several system components. These components include the
sensors, the network stack and the non-volatile storage. Maté is mainly aimed at sensor
networks that require frequent reprogramming of the sensor nodes. The concept of Maté is
to lessen the constraints by the limited bandwidth and the high cost of communication for
application updates by offering a flexible reprogrammability of the applications that are
running on the virtual machine. Maté has a built-in routing algorithm but it is possible to
implement own routing algorithms on top of the virtual machine. One interesting concept
of Maté is that it hides all asynchronicity from the user applications. For example it will
suspend an application when sending a message until the sending event is completed. This
simplifies application development on the user side and makes it less prune to bugs.

The code that is running on top of the virtual machine in Maté is broken up into
small capsules. Each capsule consists of up to 24 instructions; larger applications can be
composed of multiple capsules. The reason for 24 instructions is that this allows a capsule
to fit into a single packet in TinyOS. For updating, each capsule of an application can be
updated independently. This allows updating parts of an application without having to
transmit the whole application again thus keeping the overhead small.

The downside of the virtual machine approach is that Maté adds some computational
overhead to the execution of an application since Maté has to execute additional instruc-
tions for the interpretation of the byte code. The computational overhead can be compen-
sated though by the reduced cost for application updating when frequent updates of the



CHAPTER 2. RELATED WORK 38

running application are necessary. Maté does not provide any power management strate-
gies to the user applications, though it might be possible to realize power management on
the user side.

2.4.2 Impala

The Impala middleware [43] was designed as part of the ZebraNet project [26], a wildlife
tracking project, but can also be applied to other types of sensor networks. The Impala
middleware belongs to the category of modular programming. The system architecture of
the middleware is separated into two layers. The upper layer contains the applications;
only one application can run at a time. The lower layer contains the three middleware
agents called application adapter, application updater and event filter. The application
adapter is responsible for adapting the applications to certain runtime conditions to enable
better performance, energy efficiency or robustness. The application updater handles the
reception and propagation of software updates over the radio module and the installation
of the updates. The event filter is responsible for the dispatching and processing of events
from the hardware. Processing is done sequentially to reduce the programming complexity
for the applications.

Power management in Impala is handled by the application adapter. The sensor nodes
can be loaded with multiple applications to handle the same task, for example multiple
routing algorithms that are preferable under different conditions of the sensor node and the
network. The runtime states of a sensor node are represented by application parameters
of a specific application and system parameters of Impala itself. Application parameters
for a routing algorithm can for example be the number of neighbors or the amount of
data that was successfully transmitted, system parameters could be the battery level
or the transmitter power. The decisions of the application adapter are based on these
parameters, like changing to a routing algorithm with lower energy consumption if the
battery level drops under a certain threshold. One downside of the application adapter is
that it is currently only based on local parameters and does not support adaption based on
global parameters of the network. The application adapter also allows reacting to device
failures in the same way by changing to an application that does not need the device, if
possible.

2.4.3 SINA

The SINA middleware [63] was developed at the University of Delaware, the abbreviation
stands for Sensor Information Network Architecture. SINA belongs to the category of
database based middleware, modeling the sensor network as a distributed database. The
sensor network in SINA can be seen as a collection of datasheets where each sensor node is
representing a datasheet. A datasheet itself contains a collection of attributes, also called
cells that represent the state of the sensor node and its sensors. The architecture of SINA
relies on three concepts for its operation. The first concept is hierarchical clustering that
aggregates sensor nodes in clusters according to location and power levels of the sensor
nodes. A cluster head is elected in each cluster that is responsible for information filtering,
fusion and aggregation. The second concept is attribute-based naming. To increase the
scalability, SINA does not address sensor nodes directly but rather addresses nodes by
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properties like their location or a sensor value. The third concept is location awareness
which is needed to enable regional data queries.

The query mechanic of the data gathering in SINA hides the actual network com-
munication from the user, when submitting a query it is not required to define how the
information will be collected inside the network. The only power management that is
offered by SINA is hierarchical clustering. This allows to reduce energy consumption since
the cluster head can collect data and only the combined data has to be sent to the base
station thus reducing the necessary transmissions. While the cluster head can be chosen
according to the energy level of the sensor nodes, SINA also supports reinitiating of the
clustering if a cluster head runs low on power or fails completely. This can lead to a fair
spreading of the additional energy cost of being the cluster head according to the energy
that is available to the sensor nodes in the network.

2.4.4 MiLAN

The MiLAN middleware [21] is developed at the University of Manchester and belongs
to the category of application driven middleware. The abbreviation MiLAN stands for
Middleware Linking Applications and Networks. The MiLAN middleware uses the de-
scription of the application requirements that it receives and the information that it can
gather about the network conditions to optimize the sensor and network configurations
of the whole network. Unlike other middleware, MiLAN is not only situated between the
operating system and the application layer, instead the architecture of MiLAN is extended
into the network protocol stack. To enable the support of different physical networks, Mi-
LAN provides a high-level abstraction layer that converts the middleware commands to
the protocol specific commands for the used network type.

Power management in MiLAN is handled by adapting the configurations of the sensors
and the network. The general goal here is to configure the sensors and the network to
optimize the application lifetime while still meeting the QoS that is requested by the
application. This means intelligently choosing how long each feasible set of sensors is used.
To further increase the lifetime of the application MiLAN offers the possibility to trade off
QoS for an increased lifetime. By setting the QoS requirements for an application MiLAN
allows the user to have influence on the power management of the sensor network in a
relative simple way without having to deal with in-depth knowledge on power management
algorithms.

2.4.5 Mires

Mires [64] is an example of a message-oriented middleware that is running on top of TinyOS
and is implementing a publish/subscribe communication for WSNs. The Mires middleware
consists of several services, namely the publish/subscribe service, the routing service and
possible additional services. The general idea of publish/subscribe is that information is
published by suppliers and forwarded to the one or more subscribers. To make it possible
to only subscribe to the data of a supplier that is of interest for a certain subscriber, the
published information can be associated to a certain topic that can be subscribed individ-
ually. Informing the subscribers of a new message is done by the notification service that
is buffering the messages in the meanwhile; this allows an asynchronous communication
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between data producers and consumers. The flow of publish/subscribe consists of three
phases. In the first phase the nodes in the network have to advertise their available topics.
In the next phase the advertising messages have to be routed to the sink nodes to allow
them to choose the topics that they want to subscribe. In the last phase the sink nodes
then have to broadcast their subscribed messages to inform the nodes which topics they
have to publish to which nodes.

The Mires middleware does not provide any power management strategies but it offers
some ways for the user to influence the energy consumption. The first way of influence is
the routing algorithm. While Mires offers a built in routing algorithm it also offers the
possibility to use a different routing algorithm as long as it implements the interface that is
required by Mires. The second way of influence are the possible additional services. They
can be easily incorporated into Mires through interfaces that define notification events.
This allows the user to add services like data aggregation to existing middleware.

2.5 Summary

This chapter presented related work on different topics that each have in common that
they deal with WSNs. While there already exists a lot of work on the general topics that
were presented in this chapter, the situation changes when looking at related work that
specifically deals with the problems of energy harvesting powered WSNs. While there is
some work on routing and duty cycling that specifically deals with the problems of energy
harvesting powered WSNs, the section on existing middleware implementations reveals
that there is not yet any middleware that is specifically designed for this problem setting.
In this thesis a networking framework is proposed that aims at combining and adapting
existing work on energy harvesting powered WSNs to release designers of an application
for an energy harvesting powered WSN from having to deal with routing and energy
management. The proposed networking framework also implements NC as a possibility to
reduce the amount of necessary data transmissions in a network in comparison to simple
data routing. ONC being a new topic of research for 802.11 networks to increase the
throughput of networks, this framework will port ONC for WSNs to explore its possibilities
to reduce the energy consumption of data routing.



Chapter 3

Design

The last chapter gave on overview on already existing approaches for several technologies
that are of interest for energy harvesting WSNs. While many of the ideas presented in
the last chapter show great potential for the use in energy harvesting WSNs there is not
yet a framework that provides a combined implementation of the presented technologies.
This chapter presents the design of a networking framework for energy harvesting WSNs.

Each of the following sections focuses on a different aspect of the design. The first
section presents the basic design of the implementation, a short overview of the parts
required for the networking framework and the constraints of the proposed framework.
The second section focuses on the design of the chosen EHAR algorithm. The third section
proposes a design for the use of NC in energy harvesting WSNs and the possibility of using
ONC on top of EHAR. The next two sections present the design of a duty cycling scheme
and additional low power listening that operates on top of the duty cycling algorithm. The
last section presents the tests that are done to evaluate the performance of the framework.

3.1 Basic Design

To be able to design the different parts necessary for the proposed networking framework,
the problem settings and the goals of the framework need to be defined first. This section
presents the overall design and defines the problems that have to be addressed by the
framework as well as the goals that the framework aims to solve according to its overall
design. These considerations are then used to select the necessary parts that are presented
in further detail in the following sections.

The network setup that is taken as a basis for the framework is a WSN with an energy
harvesting device as power supply on each node of the network. The networking framework
is not designed for a random deployment of the sensor nodes as the underlying structure
of the network, but the structure of the network is a grid of sensor nodes as can be seen
in Figure 3.1. The network consists of a grid of n × n sensor nodes, where each node can
communicate directly with all of its up to 8 neighboring sensor nodes. The network is not
designed as a classical WSN where every node is sensing data and sending that data to one
base station. Rather, the nodes on the top and on the left of the network are sensing data
and the nodes on the bottom and on the right of the network are receiving the sensed data.
An exception are the sensor nodes on the edges of the network, which are neither sensing
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nor receiving data but just participate in data routing. They are not actually needed; the
networking framework is also able to perform correctly without these nodes. Each sensing
node has a corresponding destination node that it is sending its data to. The node Ai on
the left side of the network is transmitting its sensed data to the node Ci on the right
side of the network for example. So the nodes A2, ..., Ai, ..., An−1 on the left side of the
network transmit data to the corresponding nodes C2, ..., Ci, ..., Cn−1 on the right side of
the network and the nodes B2, ..., Bi, ..., Bn−1 on the top of the network transmit data to
the corresponding nodes D2, ...,Di, ...,Dn−1 on the bottom of the network. For testing
purposes the network configuration can also be adapted to a single data sink network. In
this case, node Dn−1 acts as data sink and all other nodes in the network are data sources
that transmit their data to node Dn−1.

Figure 3.1: Network configuration for n × n nodes

3.1.1 Problems

While the problems for networking of energy harvesting WSNs have similarities to the
problems of other wireless networks like 802.11 and the problems of battery powered
WSNs, they are not the same. This section presents the problems that need to be solved
by a networking framework for energy harvesting WSNs but also looks at challenges that
are not addressed by the framework.
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As can be seen from the network setup in Figure 3.1 the network consists of several
data sources and data sinks. This also means that each node in the network needs to keep
routing information for several data sinks. But each node only keeps routing information
for the nodes of the network that act as data sinks and all data destined for other nodes
of the network has to be transmitted via broadcasting. The topology also defines that
each node in the network can only transmit data directly to its neighbors. This means
that packets from data sources to data sinks have to be transmitted via the nodes that lie
between thus making it necessary that the network framework supports multi hop routing.
Since the network setup does not define the amount of sensor nodes in the network, the
networking framework has to be able to work both in small and large versions of the
presented network setup. Since in large setups most of the nodes in the network will
have 8 neighbors that all use the radio interface, packet collisions will be a big problem
for the networking framework. Therefore the networking framework has to implement
some sort of collision avoidance mechanism. Furthermore, the routing algorithms that are
implemented in the framework need to be fault tolerant to transmission errors since even
without packet collisions transmission errors will occur.

All sensor nodes of the network are of the same type, there are no nodes with a better
EHD, larger energy storage or a faster processor. This means that there are no nodes that
could effectively take the role of a cluster head without running out of energy much faster
than the rest of the network. Moreover, since the transmission range of the sensor nodes is
rather limited, a large portion of the network would have to be cluster heads or at least still
participate in routing. Thus the networking framework does not use hierarchical-based
routing.

All nodes in the network are powered with an EHD as their power supply. While the
EHD of each node has limited energy storage, the main power for operating the node is
the harvested power. The energy storage is only meant to be able to deal with fluctuations
in the harvested energy and not as main power supply that is supported by the harvesting
device to increase the node survival time. Since the energy storage of a node is limited,
the networking framework has to be able to adapt its power consumption to the amount
of harvested energy to prevent the node from running out of power. Due to the use of
energy harvesting the available amount of power on each node of the network is different.
The differences in the provided power from the EHD between the nodes of the network are
caused to a small extent by the differences of component properties, but to a much larger
extent by properties of the used energy harvesting source. For an EHD with a solar panel
for example, the harvested energy will greatly differ whether a node is in the sun or in
the shade or whether the sun is hidden behind clouds or not. Specially in large networks
the terms for energy harvesting will never be the same for all nodes in the network. The
networking framework needs to balance network traffic according to the energy level of all
nodes of the network and be able to adapt to changing energy level distributions in the
network.

Another problem for the networking framework is the energy consumption of the nodes
while they are in idle mode. Even if the modules of a node have nothing to do at the
moment they still consume power. For sensor nodes with a very constrained amount of
available power, as is the case for nodes powered by energy harvesting, the idle power
consumption can cause that nodes no longer have enough power available to fulfill their
actual tasks. The radio module for example will still check the radio interface for packets
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all the time even if there are no incoming transmissions in the near future, which leads to
a huge idle power consumption.

There are also some aspects that are not addressed by the networking framework, for
example mobility, quality of service and latency. While sensor nodes are mobile in several
already implemented WSNs, this is not the case for all WSNs. For the proposed setup,
the networking framework assumes that all nodes are stationary. QoS and latency are
usually very important for 802.11 networks, but of lesser importance for most WSNs. The
focus of the networking framework lies in an energy efficient communication specifically
addressing the problems arising by an energy harvesting power supply. The energy efficient
communication of the networking framework accepts an increased latency and a worse QoS
in order to handle other problems of the framework more efficiently.

3.1.2 Goals

While the last section focused on the problems that have to be addressed by the networking
framework, this section presents the goals that should be achieved by the networking
framework. And it also takes a look at common goals that are not in the focus of the
networking framework as well as the reasons for that.

The biggest goal for the networking framework is to achieve energy neutral operation
within the whole network. Due to limited energy storage on the nodes, designed to only
compensate for fluctuations in the harvested energy but not to power a sensor node over
a longer period of time, the possible power consumption of the nodes strongly depends
on the power provided by the EHD. This means that the node has to be able to adapt
its power consumption to changes in the provided energy. The goal for the networking
framework is not only to enable a long lifetime of the total network, but also to keep all
sensor nodes in the network alive infinitely as long as there are no technical defects.

The differences in the amount of harvested power between different nodes in the net-
work leads to a different energy potential of the nodes. The networking frameworks has
to balance network traffic according to the pattern of the energy harvesting potential of
the different nodes in the network. Since the differences in harvested energy between the
nodes change over time, the networking framework also has to be able to change the rout-
ing distribution to adapt to the changing harvesting profiles. The goal for the networking
framework is to balance the network traffic amongst the sensor nodes as good as possible
to prevent any node of the network from having to route more packets than it can sustain
with its harvested energy.

But even if the traffic is spread optimally over the network according to the harvested
energy, each transmitted packet still consumes a reasonable amount of available power.
Another goal for the networking framework thus is to keep the amount of packet trans-
missions as low as possible. The networking framework has no influence on the amount of
data packets sent out by the source nodes since this is controlled by the user applications
that are using the framework. But even if the networking framework has no influence on
the amount of data packets that are sent out by the data sources the framework should
aim at reducing the necessary transmissions to send all data to its intended data sink. The
networking framework can also influence the amount of transmissions that are necessary
to distribute control information in the network.
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Another goal of the networking framework is to reduce the idle power consumption
of the different modules of a sensor node. Every module of a sensor node still consumes
power even if it has nothing to do, with power consumption depending on the module. For
example, an idle temperature sensor consumes far less power than an idle radio module
that constantly checks the radio interface for incoming packet transmissions. The net-
working framework has to implement a method to reduce the idle power consumption of
the different modules to lower overall idle power consumption. The radio module poses
a special challenge here since all nodes still need to be able to communicate with the
other nodes in the network. But since the radio module is also amongst the modules with
the highest idle power consumption the benefits outweigh the increase in complexity for
overcoming these challenges.

To be able to achieve the aforementioned goals the networking framework has to deal
with some restrictions for other features of the framework. Due to the limited amount of
available energy the achievable data rates of the framework will be rather low. Optimizing
the data rates would lead to a great increase in energy consumption and would not permit
an energy neutral operation of the network. While spreading the network traffic is good for
balancing the energy consumption required by data routing it might increase the latency of
the data packets. Optimizing the networking framework for low latency would reduce the
flexibility of the framework and might overuse single nodes that offer good possibilities for
low latency values. A tradeoff has to be made here between flexibility and latency. While
the main goal is to allow flexible data transmissions for a better spread of the network
traffic and a lower energy consumption of the nodes, the latency increase should still not
be completely ignored, otherwise transmitted data might no longer be of any use when it
finally arrives at its destination.

3.1.3 Parts of the Networking Framework

The last two sections presented the problems that have to be solved by the networking
framework and the goals to be achieved. These problems and goals are the basis for
selecting the algorithms of the networking framework and for their detailed design. This
section presents the algorithms that are part of the networking framework and the reasons
for choosing them. The following sections will then go into further details on the specific
algorithms.

To solve the problem of spreading the network traffic and enabling a balanced com-
munication in the network according to the energy harvesting profile of the network the
network framework uses EHAR. The used EHAR protocol will apply probabilistic forward-
ing with probabilities that are related to the power delivered by the EHD of the nodes for
spreading the traffic according to the energy harvesting profile of the network.

The networking framework will also implement NC to be able to combine packet trans-
missions and reduce the total amount of needed transmissions. Two variants of NC will be
provided by the networking framework. The first variant is normal NC that will replace
EHAR if it is activated. NC will allow to considerably reduce the amount of necessary
transmission to get all data to its destination, but the flexibility of EHAR is then lost.
The second variant is ONC which is operating on top of the used EHAR protocol. The
goal for ONC is to detect possibilities to send out combined data packets instead of single
packets during normal routing to save some data transmissions.



CHAPTER 3. DESIGN 46

To overcome the problem of power consumption in idle mode that is draining the
available power and preventing energy neutral operation of the network, the framework
will implement duty cycling. By periodically turning off the different modules of the
sensor nodes when they have nothing to do the power drain of idle modules can be greatly
reduced. To further reduce the idle power consumption of the rather power hungry radio
module the networking framework will also implement a low power listening scheme on
top of the duty cycling of the radio module.

The problem of transmission errors can be divided into two main categories, packet
collisions and lost packets. To prevent the occurrence of packet collisions on the radio
interface the networking framework will implement a time slotted transmission scheme for
the nodes in the network. This means that in each time slot only one sensor node is allowed
to send, which removes the possibility of packet collisions if the nodes in the network are
correctly time synchronized. The time frames will be chosen slightly larger than needed
to remove the need for very accurate time synchronization which would lead to very high
overhead to remain accurate. The detection of lost packets is a bit more complicated, since
most packets are sent in broadcasting mode where packet acknowledging is not supported.
The networking framework will provide possibilities for NC and ONC to detect if they
miss a packet that they need for decoding and will allow to request the retransmission of
the missing packets.

Figure 3.2: Layer model of the networking framework

Figure 3.2 presents the layer model of the proposed networking framework. The lowest
layer is the physical layer. In the MAC layer that lies above the physical layer, low power
listening is implemented. The network layer consists of two independent implementations,
NC and EHAR. ONC is built upon EHAR since it does not change the routing itself
but just the content of the actually transmitted packets. Duty Cycling is situated on
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top of the implemented routing algorithms. Furthermore, the networking framework also
provides interfaces to a user application that is running on top of the framework and a
controller outside the network. The interfaces that are provided to a user application are
send data, receive data and a duty cycling interface. The controller node can influence
duty cycling, low power listening and the routing algorithms of the networking framework
via the provided interfaces.

The networking framework also provides an interface for communication with a base
station outside of the basic network structure. The interface provides mechanisms to
control the functionality of the framework and change parameters during runtime. The
communication with the base station is done by one of the nodes of the network that
operates as a controller node. This node is responsible for gathering data needed data
from the network and for starting the distribution of commands and parameter changes
from the base station over the network. This allows to reconfigure some aspects of the
networking framework without having to collect all nodes of the network, reprogram them
and then deploy them again.

3.2 Energy Harvesting Aware Routing

The routing of data packets in the networking framework is handled by an EHAR algo-
rithm. This section presents the design for the chosen algorithm, based on the approaches
for EHAR presented in section 2.1.3.

The chosen algorithm is based on the EHAR algorithm by Kansal et al. that was
proposed in [28] [29]. They propose a probabilistic routing scheme to balance the energy
cost of transmitting over different nodes in the network. The probabilities of the possible
next hops for a packet are based on the energy potentials of the next hop nodes. The
energy potential of a node depends on the harvesting rate of the EHD and the energy
level of the energy storage. But for routing packets first the routing information and the
energy potential of the nodes has to be distributed over the network.

To be able to route data from its source to its destination, every node on the routing
path needs to have routing information for the destination stored in its routing table. This
means that since each node in the network has to be capable to forward data to every
destination node, each node in the network also has to store routing information for every
destination node in its routing table. Therefore each node has to store routing information
for the destination nodes C2, ..., Ci, ..., Cn−1 and D2, ...,Di, ...,Dn−1 from Figure 3.1. Since
the used routing scheme is a probabilistic routing scheme every node has to store the
routing information for all possible next hops that can route packets to the destination
within a certain threshold of the costs of the optimal path.

To be able to find the optimal path and set the threshold for the deviations from the
optimal path the criteria for the optimal path has to be defined first. For the networking
framework the optimality criteria for routing will be the hop count. So the optimal path
between a node and a destination node is always the path with the lowest hop count which
equals to the fewest needed transmissions to send a packet from the current node to the
destination node. For EHAR a node will not only save routing information for the path
that offers the lowest hop counts though. To enable probabilistic routing a node needs to
have multiple entries for each destination. Each sensor node stores routing information
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for all paths that either have a hop count equal to the optimal path or not larger than the
optimal hop count plus a fixed threshold value.

Before being able to route data, each node needs to build up its routing table. The
distribution of the routing information is done by broadcasting and needs to be done sep-
arately for each destination node. For constructing the routing tables each node needs
a defined set of information about the possible routes to the destinations. The routing
information packets that are used to exchange routing information thus consist of the des-
tination ID, the next hop ID, the hop count, the energy potential and a sequence number.
While the destination ID does not change when a node receives a routing information
packet and broadcasts it again, all other values change for each new broadcast. The next
hop ID is set to the ID of the current node that is broadcasting the packet, the hop count
is simply increased by one and the energy potential is set to the energy potential of the
current node. The value of the energy potential is determined according to equation 2.7.
The sequence number is used to determine if a routing information packet is fresh and is
only increased by the destination node when it starts broadcasting its routing information
again to enforce a routing table update.

The exchanging of routing information is started by the destination that wants to
distribute its routing information or update the routing information that the nodes have
already saved. To inform the other nodes that there is a destination, a routing information
packet is broadcasted where the destination ID is set to the ID of the current node. Since
the current node is also the destination node, the value of the next hop ID is equal to
the destination ID value. The hop count is initialized to one and the energy potential
is set to the energy potential of the destination node. If this is the first distribution of
routing information from this destination node then the sequence number is initialized to
an arbitrary value, if the routing information is sent out to update routing tables then the
new sequence number is set to a value higher than the sequence number used last.

When a node receives a routing information packet, it first checks its routing table
whether there is already an entry for the destination ID of the routing information packet
or not. If the node does not yet have an entry in its routing table for that destination ID
then a new entry is created. Since this is the first entry for that destination ID the hop
count of the received routing information will now also be the new minimum value for the
hop count to this destination. After saving the routing information in its routing table the
node needs to update the routing information packet and then broadcast it again. The
next hop ID is set to the ID of the current node, the hop count is increased by one and the
energy potential value is set to the energy potential of the current node, all other values
of the packet stay the same. This updated routing information packet is then broadcasted
out again to spread the information over the network.

If a node already has an entry in its routing table for a destination node, further checks
need to be done to decide whether the received routing information should be stored in
the routing table or not. If the node already has an entry for the same destination ID and
the same next hop ID, the node compares the hop count of the new routing information
to the already stored hop count value. If the new hop count is lower than the one already
stored, the stored routing information is overwritten with the new routing information,
else the new routing information is discarded. If there is no entry yet in the routing table
for the next hop ID of the received routing information then the node has to decide if
the new information is worth storing or not. Thus the node compares the hop count of



CHAPTER 3. DESIGN 49

the received routing information with the minimum hop count of already stored routing
information for the destination ID. If the hop count of the new routing information is
within a fixed threshold of the minimum hop count then the information is stored in the
routing table, else it is discarded. Since the routing table already contained an entry for
the destination ID the node only broadcasts the routing information packet again if the
hop count of the received routing information is below the old minimum hop count of the
node.

The value of the threshold has a major influence on the amount of possible different
routes from a node to a destination node. To keep the detours of a packet on its way to its
destination within limits, the threshold for the hop count for the networking framework
will be set to one. This still allows to route packets around areas with low energy while it
prevents that a packet can actually take longer detours in the wrong direction on its way
to its destination. To further limit the detours of a packet on its way to its destination,
the amount of times a packet is allowed to be routed over next hops above the minimum
hop count is limited. Each packet is only allowed to take one additional hop on its way to
the destination. For data transmissions from node A2 to node C2 in Figure 3.1 without
any additional hops there are only 18 different paths. With the one additional hop that
a packet is allowed to take somewhere along the route to its destination, the amount of
possible routes increases to 108.

When the sequence number of a received routing information packet is higher than
the previous sequence number, the stored routing information is outdated. Since there is
no way for a node to know whether the stored information is still valid, the old routing
information for that destination ID has to be dropped. This holds true even if the hop
count of the new routing information is above the value of the stored minimum hop count
plus the threshold, because the node does not know if the route with the old minimum
hop count is still valid. The received routing information is then entered as the first entry
for the destination ID in the routing table. After that the received routing information
packet is updated and broadcasted again. From now on all packets with the new sequence
number are treated as the active routing information packets by the current node, all
routing information packets with a lower sequence number are immediately dropped.

As soon as a node has at least one entry for a destination ID it can forward packets to
that destination node. But to be able to take advantage of the probabilistic property of
the routing algorithm, a node needs more than one entry for a destination ID in its routing
table. The probabilities of the different paths to be chosen for the next hop depend on
the energy potential of the next hop. In Figure 3.3 node A wants to transmit a packet to
node B. Since it cannot send the packet directly, it has to forward it via one of the nodes
C, D and E.

As can be seen in Figure 3.3 the three possible nodes for relaying packets all have
different values for the harvesting rate of the EHD and the power that is currently stored
in the battery. This means that they will also have different values for the energy potential.
As can be seen in equation 3.1, the energy potential Ei of node i not only depends on the
harvesting rate of the EHD ρi and the residual battery level Bi but also on a weighting
factor ω.

Ei = ω ∗ ρi + (1 − ω) ∗ Bi (3.1)
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Figure 3.3: Example setup for EHAR

To analyze the influence of the weighting factor ω on the energy potential of a node, three
cases will be compared. For the first case, ω is set to 0.9 which means that the harvesting
rate of the EHD will have the main influence on the energy potential of the node. For
node C this leads to a value for the energy potential EC of:

EC = 0.9 ∗ 90 + 0.1 ∗ 10 = 82 (3.2)

Inserting the numbers for the nodes D and E into equation 3.1 results in an energy
potential ED for node D of 50 and an energy potential EE for node E of 18. Here it
can clearly be seen that the node with the highest harvesting rate of the EHD also has
the highest energy potential. When the weighting factor ω is changed to 0.5 the energy
potential for all three nodes C, D and E is the same EC = ED = EE = 50. Since the
sum of the values for the harvesting rate of the EHD and the residual battery level are
the same for all three nodes the energy potential is also the same for all three nodes with
a weighting factor ω of 0.5. When the weighting factor is lowered to 0.1 the residual
battery level becomes the main influence of the energy potential of the nodes. The energy
potential EC of node C is lowered to 18 while the energy potential ED of node D stays
constant at 50. But the node with the highest energy potential now is node E with an
energy potential value EE of 82.

One of the main goals of the networking framework is energy neutral operation. For
the routing protocol this means that it is favorable to transmit packets via nodes that have
an EHD with a high energy harvesting rate since they can recover faster from the power
that they have to spend on transmitting a packet. This means for the selection of the
weighting factor ω for the calculation of the energy potential for the EHAR protocol that
a value close to one is preferential. With a value close to one, the nodes with a high energy
harvesting rate will have a higher energy potential than nodes with a low harvesting rate
even if they have a worse residual battery level.

To calculate the probabilities of the three different next hops for transmitting the
packet at node A, the edge costs of the three connections have to be calculated first. Since
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Node Energy Potential Edge Cost Probability

C 82 0.012195 0.543

D 50 0.02 0.331

E 19 0.05 0.126

Table 3.1: Example values for EHAR in Figure 3.3

a weighting factor ω close to one is preferential for the problem setting of the networking
framework the values for ω will be set to 0.9 for the networking framework. As defined
in equation 2.8 the edge cost of a connection between two nodes is the inverse of the
energy potential of the receiver node. For the edge eAC that represents the communication
link between the sender node A and the receiver node C the edge cost cAC(eAC) can be
calculated as:

cAC(eAC) = 1/82 = 0.012195 (3.3)

The edge cost cAD(eAD) for the receiver node D amounts to 0.02 and the edge cost
cAE(eAE) for the receiver node E amounts to 0.05.

With the edge costs of the three possible connections, node A is now able to calculate
the probabilities for choosing node C, D or E for the next hop. The probabilities depend
both on the edge cost of the used connection and on the sum of the cost of all edges.
Inserting the values for the edge eAC into equation 2.9 gives the following probability PAC

for the connection from node A to node C:

PAC =
1

0.012195
1

0.012195
+ 1

0.02 + 1

0.05

=
82

151
= 0.543 (3.4)

Inserting the values for the edge eAD between the nodes A and D gives a probability PAD

of 0.331 and the probability PAE for the edge eAE between the nodes A and E is 0.126.
This means that more than half of the packets will be routed via node C and only about
an eighth of the packets are routed via node E, the node with the lowest energy harvesting
rate. Table 3.1 gives an overview on the values for the energy potentials of the different
nodes as well as the edge costs and probabilities of the different connections.

3.3 Network Coding

Since data transmissions are very expensive regarding energy, the networking framework
uses NC to reduce the amount of messages that need to be transmitted. The networking
framework implements two different versions of NC. The first version is normal NC that
replaces EHAR for data transmission. The encoding of the packets is not only done for
single hop transmissions, but the encoding scheme is based on the routes of all data flows
in the network. The design is presented in detail in the following paragraphs. The second
version is ONC which is operating on top of the implemented EHAR algorithm. The
goal is to find opportunities for NC during routing to reduce the necessary amount of
transmissions to forward all packets on a node. The detailed design is presented in the
following subsection.

When all sensing nodes are sensing and sending data to its destination, each of the
intermediate nodes in the network has to transmit two packets per sensing cycle if the
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traffic is spread evenly across the network. This means that all nodes in the middle
have to send twice the amount of packets that are sent out by the sensing nodes. When
looking at the bandwidth this means that when the relaying nodes are completely utilizing
their available bandwidth the sensing nodes are only able to utilize half of their available
bandwidth. The same happens when we assume that all nodes are having the same
available energy and relaying nodes are sending as much packets as they can sustain
with their available energy. Here the sensing nodes will only be able to utilize half of
their available energy without depleting the energy storage of the relaying nodes and thus
causing the network to fail. By using NC it is possible to reduce the amount of packages
that each of the relaying nodes has to transmit to one packet per cycle.

For encoding the data the NC implementation of the networking framework uses a
symbol size s of one bit. This means that the order of the finite field F2s = F2 is 2 and
thus the finite field only consists of two possible symbols {0, 1}. Furthermore, the encoding
coefficients gi are all equal and set to 1 to simplify the needed operations. This means that
the combining of two messages M1 and M2 is reduced to a bitwise addition in the field
F2, which is equal to the XOR operation. Thus it is possible to simplify the formula from
equation 2.10 for combining the symbols M i

k from different messages into the combined
symbol Xk to:

Xk =
n

∑

i=1

giM
i
k =

n
∑

i=1

M i
k = M1

k ⊕ M2
k ⊕ ... ⊕ Mn

k (3.5)

But the use of XOR operations for the encoding of packets does not only simplify the
encoding part of the NC operations. One major advantage of using XOR operations for
combining the packets is that the restoring of the original messages can be done the same
way. For a node to be able to recover the original message Mx from an encoded message
X, the node needs to have all the other messages {M1, ...,Mn}\{Mx} that were combined
in the message X. The original packet can then be restored by XORing each symbol Xk

of the encoded message with the corresponding symbols M i
k of the messages that were

combined with the message Mx to be recovered.
Figure 2.1 already showed a simple example for the use of NC. The situation for using

NC with the setup of the networking framework is a bit different since there are more
than two communication paths crossing in the network. Figure 3.4 shows a 4 × 4 nodes
network setup where all source nodes are transmitting data and NC is used in the whole
network to reduce the amount of packets.

As can be seen in Figure 3.4 each of the intermediate nodes uses NC to combine the
packets that it has to forward. Thus every intermediate node also has to transmit only one
packet during each session, just like all the data source nodes. To be able to decode the
packets again, the intermediate nodes have to combine three packets from the three nodes
on the upper left side of the node before they forward the packet again. The intermediate
node in the upper left corner is an exception here. Since there is no packet from the
corner node this node only has to combine the packets from node A and C. To allow
all destination nodes to decode their packets, it is important that all destination nodes
that still have another destination node either to their right or below also broadcast their
message again after they have restored it. Otherwise the other receivers are not able to
restore their messages.
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Figure 3.4: Example setup for NC with data flows and delays of the packets

But Figure 3.1 not only shows the data flows for one round of data sending with NC.
For each of the four data flows from source to data sink there is also a number next to
each hop of the flow. This number indicates the highest amount of hops that any of
the packets combined by the sender of this hop has taken so far including the current
transmission. When packets with different amounts of hops are combined, the amount
of hops of the new packet will be the set to the highest amount of hops of any of the
combined packets. This means that the packets on some of the data flows will be delayed
since they have to wait for the arrival of packets from other data flows before they can be
combined and transmitted out again. The delay of a data flow due to waiting for other
packets is indicated in Figure 3.1 with red arrows for the data flow, green arrows indicate
that there is no delay yet. As can be seen in Figure 3.1, this means that while the data
flows for the data sources on nodes A and C will arrive at their destination without any
additional delay, the packets from nodes B and D will be delayed by one additional hop.
For larger networks the delay will increase, if there was another receiver to the right of
node D then its data flow would already be delayed by two additional hops. This clearly
indicates that the use of NC in the whole network leads to increased latency for some of
its data flows to reduce the amount of necessary data transmissions.

3.3.1 Opportunistic Network Coding

While classical NC is well suited to reduce the amount of packets needed to transmit data
over the network it has one major disadvantage that can be a problem for the networking
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framework. Since the NC implementation does not use any energy harvesting aware mech-
anisms it is not possible to relieve nodes with low energy harvesting rates from parts of
their transmissions to facilitate for them to maintain energy neutral operation. While this
might not be a problem in networks with a quite balanced energy harvesting rate between
the different nodes in the network, this can be fatal for networks with bigger differences
in energy harvesting rates. Another advantage of being able to use a routing algorithm
underneath ONC is the flexibility that can be provided by a routing algorithm. NC on
the other hand trades in the flexibility for its reduced amount of packet transmissions.

In contrast to classical NC ONC does not replace EHAR, it is on the contrary operating
on top of the routing algorithm. Due to the probabilistic component of the used EHAR
algorithm a NC algorithm that is build on top of it cannot rely on a fixed traffic pattern
to find possibilities for using NC in advance. Since a node needs to have to transmit at
least two packets to be able to make use of NC, ONC relies on detecting these crossings
in data flows between different data sources and destinations. Not every crossing of data
flows is suited for using NC though, the next hops of the combined packet have to be able
to recover their messages from the combined packets.

Section 2.2.3 presented several approaches for the implementation of ONC. The used
ONC scheme for the networking framework is based on the COPE algorithm proposed in
[31]. To be able to combine packets from different data flows at a crossing, all intended
next hops of the combined data flows have to be able to overhear enough packets that each
of the next hops is able to reconstruct its intended message. This means that for example
a node cannot combine two packets if not at least one of the next hops of the packets is
able to restore its original message from the combined packet. For the COPE algorithm
this is the case when one of the receiver nodes of the combined packet is out of range
of both nodes that sent one of the packets that are being combined to the current node.
For the proposed ONC scheme another possible way of receiving the packets needed for
restoring the original message has to be considered. The node can also receive the packet
needed to restore its message from the other receiver of the combined packet. Only if this
is also not possible a node is not able to combine the packets of the two different data
flows.

The possibilities for ONC depend on the relative positions of the previous hop nodes
that sent the packets that are being combined to the current node and the intended next
hop nodes of the packets. Since the networking framework uses a fixed network setup the
positions of the nodes are known. This allows to determine whether a node is able to
overhear a packet or not. But the relative positions of the next hops for the combined
packet can also be of importance, depending on the current data flow. There are three
eligible scenarios for using ONC at a node to combine two packets.

The simplest case is when both of the next hops for the combined packet were able
to overhear at least one of transmissions from the previous hop node. For reconstructing
the original messages it does not matter if a node was able to overhear the message that
is designated to the other next hop node or if it was able to overhear the message that
it actually wants to recover from the combined packet. An example for this can be seen
in Figure 3.5a. The second possible case, which is a special case of the first one, can be
seen in Figure 3.5b. Here the next hop of both packets is the same node. In this case it
is sufficient if the next hop node was able to overhear only one of the transmissions from
the previous hop nodes.
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(a) Case 1 (b) Case 2 (c) Case 3

Figure 3.5: Possible cases for using ONC with two packets

The third and last case is a bit more complicated and does not allow an immediate
reconstruction of the original packet by both receiver nodes. An example for this can be
seen in Figure 3.5c. It can be sufficient if only one of the two next hop nodes is in range of
one of the previous hop nodes. This is the case when the next hop node that is out of range
of both previous hop nodes is able to overhear the other next hop node when transmitting
its message recovered from the combined packet. However, this is only possible if the
next hop node that is able to restore its message is not the destination of the restored
packet because then the node would no longer send out its restored message again. One
exception for combining of the EHAR packet being sent out is if it was already restored
from a combined packet by the current node. Since this packet was received combined
with another packet, the other nodes in the network were not able to overhear this packet.
Thus all packets that were restored from a combined packet by the current node are sent
out immediately without trying to combine them with other available packets. While it is
also possible to combine more than two packets at a node, it is not viable for most WSNs.
Not only are the scenarios that allow combining three or more packets very specific but it
will also further increase the latency that is caused by ONC. If the nodes have to be able
to combine three or more packets they can no longer send out a combined packet as soon
as they are able to combine any two data packets.

When a node receives an encoded packet it has to determine whether it has to restore
a packet from the combined packet and which of the packets that it could overhear should
be used to restore the original information. For this the header of each encoded packet
has two bitmaps, one bitmap indicates the origin of the packets that were combined in the
message and the other bitmap determines the intended receivers for the combined packet.

Since the underlying routing scheme is probabilistic, when a node receives a packet it
can never know for sure if there are more packets incoming that can be combined through
ONC. If the node would just immediately forward all received packets, there would never
be any chance for using ONC. Thus after receiving a packet a node has to wait some time
before sending the packet out again to wait for other packets to enable NC. If the node
does not have any other packets to combine with the first packet when the maximum delay
timer for the first packet runs out, the packet is sent out uncombined. As can clearly be
seen, a major disadvantage of the use of ONC is increased latency. Thus a tradeoff has to
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be found for the maximum wait time before sending out a packet uncombined that allows
to combine as many packets as possible on one hand, but does not increase the latency of
the packet transmission too much on the other hand.

3.4 Duty Cycling

Since the energy consumption of a sensor node where all modules are active is too high to be
sustained with the power that is provided by the EHD ,duty cycling is used to periodically
turn off some modules of the sensor node. Since the modules that are periodically turned
off spend most of their time in idle mode, duty cycling is able to reduce the power that
is wasted in idle mode while still being able to fulfill all tasks. To maximize the on
time of the modules of a node while keeping the power consumption sustainable with the
power provided by the EHD, the maximum sustainable duty cycle needs to be determined.
This section presents the design challenges for the duty cycling implementation of the
networking framework and the chosen algorithm to determine the maximum sustainable
duty cycle.

One of the modules with the highest power consumption in idle mode is the radio
module. While this makes duty cycling of the radio module really interesting for reducing
the power consumption of a sensor node, it also causes some problems that are not present
when duty cycling for example one of the sensor modules of a node. Since a node is not
able to receive any packets while its radio module is turned off, the on times need to
be synchronized between the nodes to allow communication. To allow all nodes in the
network to communicate with each of its neighbors it is preferable to synchronize the on
times of all the nodes in the network. Otherwise all the nodes in the network would need to
keep track of the duty cycles of all of its neighbors and turn its radio module on according
to the node that it wants to communicate with, which would lead to a computational and
communication overhead for keeping track of all duty cycles. Additionally it would render
the broadcasting of packets to all neighbors of a node impossible. Nodes would have to
transmit a packet multiple times to allow for all its neighbors to receive the packet.

Since the duty cycle will be the same for all nodes in the network, the maximum
sustainable duty cycle has to be chosen according to the energy profile of the node in the
network with the least amount of available energy. Any higher duty cycle would lead to
a power consumption on this node that can not be sustained by the power provided by
the EHD and any power that is still available from the energy storage. To be able to
determine the maximum duty cycle that is sustainable by all nodes in the network either
the energy profile or the maximum sustainable duty cycle of all nodes in the network has
to be known. Since distributing the duty cycle information of every node to all nodes in
the network would lead to a huge communication overhead, a controller node is collecting
information from all sensor nodes. This controller node can then either directly determine
the maximum sustainable duty cycle and distribute it to all nodes in the network or forward
the data to a base station outside the network that handles the computations and then
sends the results back to the controller node again for broadcasting to the network. Since
the maximum sustainable duty cycle is smaller in regard to memory than the complete
energy profile of a sensor node it is preferable that each node calculates its maximum
sustainable duty cycle locally and then just transmits its duty cycle to the controller node
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instead of its complete power profile . While this leads to a computational overhead since
now every node has to calculate its own duty cycle instead of just calculating it once for
the lowest energy profile on the controller node, the saved energy due to the smaller data
packets outweighs the increased local computation costs. To allow the controller node or
a controlling base station to react to changes in the energy profile of the network and to
adapt the duty cycle accordingly all nodes have to inform the controller node if they are
no longer able to sustain the current duty cycle with their changed energy profile. The
controller node also has to periodically initialize an update of the duty cycle information
that it has stored for all the nodes in the network to check if it is possible to increase the
used duty cycle and thus also increase the possible performance of the application that is
running on the nodes.

In [30] [23] Hsu, Kansal et al. proposed an adaptive duty cycling algorithm that is able
to operate a sensor node in energy neutral mode. The algorithm is designed to determine
and adapt the duty cycle for energy neutral operation for a singe sensor node but not
for a whole network of sensor nodes. The calculation of the maximum sustainable duty
cycle of each sensor node which is then transmitted to the controller node is based on
this algorithm. But the adaption of the duty cycle has to be handled different for the
given scenario since changes of the duty cycle depend on information from all nodes in the
network.

The parameters that have to be considered for choosing the maximum sustainable duty
cycle of a sensor network are the energy profile of the EHD, properties of the chosen power
source for the EHD, the characteristics of the used energy storage and the average power
consumption both in on and in off state. The average energy consumption of a sensor
node with duty cycling is calculated by the average power consumption in on and off state
weighted by the durations of the on and off times. While it is important that the average
energy consumption of a sensor node during one period stays below the energy that is
provided by the EHD during this period to enable longtime survivability of the node it
is not sufficient to guarantee that the node never runs out of power. It is also important
that a node is not able to consume energy before it is gathered. For example a node with
a solar panel cannot consume the energy during the night that will be gathered by the
EHD in the following day. For the energy profile of the EHD the maximum load rate and
the size of the energy storage are also important, peaks in the energy profile that exceed
the limits of the storage will just go to waste and have to be ignored when calculating the
maximum sustainable duty cycle.

Adapting to changes in the provided energy of the duty cycling in [30] [23] is solved by
changing the duty cycle during different time slots to maximize the utility of the application
that is running on the nodes. While this works great for single nodes without network
communication, simply changing the duty cycle for a short time slot is not preferable
for larger networks of nodes since the cost of updating the duty cycle would negate the
savings of a lower duty cycle or make a higher duty cycle no longer viable for energy neutral
operation. Thus updating the duty cycle is only viable if the changes are big enough to
overweight the communication costs that are needed for updating the duty cycle or if a
node would run out of power with the current duty cycle. Since it is not viable to update
the duty cycle due to small fluctuations of the energy profile it is preferable to set the
actual duty cycle to a value below the maximum sustainable duty cycle of the node with
the lowest energy profile. Otherwise a small decrease in the energy provided by the EHD
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of this node would already make an update of the duty cycle necessary or would risk that
the node runs out of power and fails.

This leaves two cases when the updating of the current duty cycle is viable and may
even be necessary. When the maximum sustainable duty cycle of a node in the network
drops below a threshold determined by the current duty cycle, or if the maximum sus-
tainable duty cycle of all nodes in the network is above a threshold determined by the
current duty cycle. To be able to detect that a node can no longer sustain the current duty
cycle, each node in the network has to regularly check if the energy profile of the EHD has
changed and if the changed maximum sustainable duty cycle is above the threshold. If a
node is no longer able to sustain the current duty cycle, the node has to transmit a packet
to the controller node to demand a duty cycle update. The packet to the controller node
has to contain the maximum sustainable duty cycle of this node which will be the foun-
dation for a new duty cycle for the network that has to be distributed to all nodes before
it becomes active. To detect if a higher duty cycle would be possible the complete duty
cycle information of all nodes in the network saved at the controller node or a controlling
base station has to be updated. Since this is a high energy task it is not viable to regularly
adapt the duty cycle. The frequency of the update also depends on the energy gathering
profile of the chosen EHD. For a solar panel for example an update every few days can be
useful since the provided energy may vary quite a lot depending on the weather conditions
of each day.

3.5 Low Power Listening

While duty cycling is able to reduce the energy consumption of the radio module and also
the rest of the sensor node, the radio module is still constantly in listening mode during
the on times of the duty cycle. This means that there is still a lot of energy simply wasted
because the radio module is constantly checking the air interface for transmissions even if
there are no data transmissions. Especially when only few data transmissions with long
periods of time between each transmission take place, there is still a lot of energy wasted.
However, just turning off the radio module when there are no data transmissions expected
is also not viable because then the node is also not able to receive control messages or
react to unexpected messages. With the use of low power listening a sensor node is able
to reduce the energy consumed while listening for messages and still able to receive and
react to messages. The networking framework will not implement its own LPL algorithm
but will use the already existing implementation of B-MAC in TinyOS 2. Since B-MAC
is an asynchronous LPL that does not need any time synchronization between the nodes
in the network it is well suited to be used along with duty cycling.

3.6 Testing

While the previous sections focused on the design of the networking framework, this section
presents the tests that will be made to evaluate the networking framework. The testing
can be separated into tests showing the functionality of the networking framework on real
hardware and tests performed in a simulator to evaluate the performance of the networking
framework and the implemented algorithms.
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The tests on hardware will be performed on a network of Mica2 sensor nodes. The
amount of available sensor nodes allows to test the networking framework in a network
configuration with 3 × 3 nodes. There are two tests that will be performed on hardware,
a functionality test and power profiling of the networking framework. The purpose of
the functionality test is to proof that the implemented networking framework is not only
working properly in a simulator but is also running correctly on real hardware. The
purpose of the power profiling is to be able to analyze the power consumption of the
networking framework on real hardware.

The performance tests of the networking framework are implemented in the TOSSIM
simulation environment. The performance tests can be separated into tests to evaluate the
different implemented networking algorithms and the tests for the power saving strategies
that are implemented. For the networking tests three modes of data forwarding will be
compared, EHAR, NC and ONC running on top of EHAR. The properties that will be used
to compare the different algorithms are the amount of packets that need to be transmitted
for a fixed amount of data flows, the average latency for the different data flows and
end-to-end packet loss for different reception strengths. Additional to the comparison of
the different algorithms according to these properties, a stress test will be performed to
compare the limitations of the algorithms and to analyze their performance under these
conditions. Another goal of testing is to evaluate the performance of EHAR in networks
with different energy profiles on the nodes in the network. The second part of the tests
done in the simulation environment will focus on duty cycling. Since the available Mica2
sensor nodes are not supplied with an EHD the tests will only be done in the simulation
environment. The tests for duty cycling can be separated into determining the appropriate
duty cycle for a given network and adapting the duty cycle. For adapting the tests will
differentiate between two cases. The first is to check whether a node appropriately informs
the controller to change the current duty cycle if it can no longer sustain the current duty
cycle. The second case is to update the duty cycling information that the controller has
of all the nodes in the network and to check if a different duty cycle should be used. For
a simpler evaluation of the performance the testing will be done with simplified values for
the power that is provided by the EHD.



Chapter 4

Implementation

This chapter focuses on the implementation of the energy harvesting networking frame-
work in TinyOS 2. The different parts of the networking framework are all implemented
in separate modules that will be presented in detail in this chapter. The first section
of the chapter presents an overview of the implementation which includes the structure
of the framework, the interfaces that are provided by the framework and the test sce-
narios for the framework. The second section presents the design of the EHAR module.
The third section focuses on the implementation of the NC module. The fourth section
presents the implementation of the ONC module and the fifth and last section presents
the implementation of duty cycling and low power listening.

4.1 Implementation Scheme

The aim of this section is to give an overview of the implementation of the networking
framework which includes the structure of the implementation, the interfaces that are
provided by the networking framework and also the test scenarios for the networking
framework.

4.1.1 Structure

The implementation of the networking framework is segmented into several modules that
are interacting with each other to be able to provide the functionality of the framework.
Figure 4.1 presents an overview of the different modules of the networking framework and
the existing interactions between the modules.

The central module of the implementation is the framework control. The most im-
portant part of the module is the processing of the packets that are received over the
radio interface. Every received packet passes through the framework control module that
distributes the packets to their appropriate modules according to the types of the packets.
The framework control also provides the control interface that allows changing some of
the parameters of the framework during runtime. The only other module that interacts
directly with the radio interface is the send buffer module. Whenever a module wants to
send out a packet over the radio interface, it passes its packet to the send buffer module
that enqueues the packet in its buffer. The send buffer uses a time slotted sending scheme
to avoid packet collisions between the different nodes in the network. As long as there are
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Figure 4.1: Interactions between the modules of the framework

packets in the send queue of a node the send buffer module sends out one packet during
each time slot of the node.

The data module provides the data interface to the user application that is running
on the nodes in the network. It is responsible for transforming data provided by the user
application on the source side into actual data packets and for extracting the data from
these packets again when they have reached their destination. The data module is not
responsible for the actual routing of the data packets though. Depending on the chosen
routing type, the data module forwards the data packets either to the EHAR module or
the NC module. When the active routing module receives a packet that has reached its
destination node then the module forwards the packet to the data module again. A special
case is the ONC module. It is not an independent routing module but it is operating on top
of the EHAR module. When ONC is activated, the EHAR module forwards its packets
that it wants to send out to the ONC module instead of the send buffer module. The
ONC module then tries to combine the packets before forwarding them to the send buffer
module itself. When the ONC module restores a packet from a received combined packet it
forwards the packet to the EHAR module again, the ONC module never interacts directly
with the data handling module.

The duty cycling module is responsible for all operations that are necessary for the
implementation of duty cycling on the nodes in the network. This includes not only
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the duty cycling of the node but also calculating the energy profile and the maximum
sustainable duty cycle of the sensor node. The duty cycling module also provides the duty
cycling interface to the user application that is running on the node which allows the user
application to adapt its behavior to the current duty cycle.

4.1.2 Interfaces

The networking framework provides interfaces both for the user application that is running
on top of the networking framework and a controlling base station that is connected to
one of the nodes in the network. The functionality that is provided to the user application
implemented on top of the networking framework is separated into two interfaces, the
data interface and the duty cycling interface. Additionally the networking framework uses
the radio interface for all communication that is taking place between the nodes in the
network.

The data interface provides all methods that are needed to send and receive data on
the user application. Before a user application can start sending data, the application
needs to know that the networking framework has finished its setup phase and is ready
to route data over the network. This is signaled to the user application with the start
event of the data interface. When a user application is started and has collected some
data for transmitting to a receiver node in the network it can call the sendData() method
that is provided by the data interface with the data that it wants to send and the ID of
the destination node of the packet. When a packet reaches its destination node then the
framework forwards the data contained in the received packet and the ID of the source of
the packet to the user application with the dataReceived() event.

To allow the user application to adapt its behavior to the current duty cycle of the
networking framework the duty cycling interface is provided to the user applications.
Every time the duty cycle used by the node is changed the dutyCycleChanged() event
informs the user application of the new duty cycle. The information that is passed to the
user application is the duration of a full duty cycling period and the ratio between the
on period of the duty cycle and the off period of the duty cycle. Furthermore, the duty
cycling interface also provides methods to the user applications to obtain the values of the
duty cycle period and the duty cycle ratio that are currently on use on the node.

The controlling interface allows a base station connected to a network using the net-
working framework to change some parameters of the networking framework. The control-
ling interface allows the base station to change the data routing type used in the network.
Furthermore, the controlling interface informs a connected base station of the maximum
sustainable duty cycles of all the nodes in the network which allows the base station to
set the duty cycle used in the network. The base station can also initiate the request to
update the information on the maximum sustainable duty cycles of all the nodes in the
network.

4.1.3 Test Scenarios

In order to assess the behavior of the implemented energy harvesting networking frame-
work and to evaluate the performance of the different parts of the framework some test
applications are implemented. The application SimpleDataSendingApp is just a small
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application that counts the amount of received data packet at each destination. The ap-
plication EndToEndDelayApp is used to measure the time it takes between creating a
packet on a data source and the arrival of the packet on its destination. To be able to
measure the delay the message of the packet is set to the creation time of the packet which
allows the receiver of the packet to calculate the time it took the packet from source to
destination. The last application is called SingleDataSinkApp and is a changed version of
the EndToEndDelayApp where all nodes in the network except one are data sources that
send data to one data sink in the network which is the only node that is not sending data.

4.1.4 Installation

To be able to run the networking framework some prerequisites have to be fulfilled. The
framework is implemented in TinyOS in version 2.1.0-2. To be able to run the networking
framework without any changes the TinyOS version has to be below 2.1.1 because with
this version the low power listening interface is changed. Furthermore the framework
requires the Java JDK in version 1.6 and Cygwin if the networking framework shall be
used on a Windows computer. Before TinyOS can be installed on a computer the native
compilers and the TinyOS toolchain needs to be installed first. After the installation of
TinyOS it is important that the location of the tinyos.jar file is added to the classpath
and that the environment variables for TinyOS are set correctly. Detailed instructions on
the installation of TinyOS can be found at [1]. To be able to run the evaluations of the
networking framework Matlab needs to be installed in version R2008a or newer.

4.2 Energy Harvesting Aware Routing

This sections focuses on the implementation of the EHAR module. The functionality of
this module can generally be split into two parts, the setup of the routing tables and the
routing of data packets. An overview on the different states of the module and the flow
of operations is given in Figure 4.2. To be able to send data forward to one of the data
sinks in the network a node needs to know to which node it has to send a packet next.
This means that each node in the network needs to have a routing table with entries for
all the data sinks of the network. Generating these routing tables on all the nodes is the
purpose of the setup phase. The second part is responsible for the actual forwarding of the
data that is sent out by the data source nodes. Whenever the module receives a packet to
forward it has to choose one of the entries it has for the destination of the current packet
to transmit the packet towards its destination.

Each time a node wants to send a packet to one of the data sinks in the network the
node first has to determine the next hop for the packet. To find the next hop for a packet,
no matter if the packet originates from the node or is just being relayed, the node has to
check its routing table for an entry for the destination of the packet. To be able to look
for an entry in the routing table, the routing table has to be built first since at startup
each node has no information about the data sinks in the network and the possible routes
towards them.

Because EHAR is a probabilistic routing scheme, it is not enough to just store the
routing information for the next hop that is optimal for routing a packet towards its
destination. Rather each node stores all routing information that is within a threshold of
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Figure 4.2: Flow diagram of the EHAR module

the routing criteria. The routing criteria here is the hop count of the shortest route from
the current node to the data sink. The threshold determines the amount of hops that
the minimum hop count of a next hop can be above the lowest minimum hop count of all
next hops to a destination from the current node. The routing information that is stored
for each of the entries in the routing table consists of five elements. The first element is
the ID of the data sink that the routing information is for. The second element is the ID
of the next hop that a packet to the data sink is sent to. The third element is the hop
count that indicates the minimum amount of hops that a packet needs to the data sink
when it is sent via the next hop of the routing information. The fourth element is the
energy level of the next hop node. The energy level of the node is necessary to choose the
next hop when there are multiple entries for a data sink. The higher the energy level of a
next hop, the higher is the probability that the node is chosen as next hop. The fifth and
last element is the sequence number of the routing information. Sequence numbers are
added to the routing information to be able do differentiate between old and new routing
information when updating the routing information tables.

The construction of the routing tables is initiated by the data sinks in the network.
Each node that wants that all the other nodes in the network are able to route data
towards them has to start the setup phase for the routing tables by broadcasting its own
routing information. For this start packet the base ID and the next hop ID are the same,
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they both contain the ID of the node that is sending out the packet. The energy level is
set to the energy level of the node and the hop count is set to one since all nodes that
receive this packet can directly transmit data to this node. Each node has a sequence
number for its routing information. If the data sink sends out its routing information for
the first time the sequence number of the routing packet can be set to an arbitrary value,
if the data sink wants to update its routing information then the sequence number needs
to be set to a value greater than the sequence number of the last routing information that
was broadcasted by this data sink.

Each time a node receives a routing information packet, it has to determine whether
the received routing information needs to be stored in the routing table or not. The first
check the node has to make is to determine if it already has an entry for the data sink
that sent out the received routing information packet or not. If there is no entry yet for
the ID of the data sink, the routing information is entered into the routing table. Since
it is the first routing information for this data sink, the hop count of the received routing
information will now also be the current minimum hop count for transmitting data to this
data sink.

If the node already has an entry for the ID of the data sink then the next step is to check
if the node already has an entry for the next hop of the routing information. If the node
does not yet have an entry for this next hop for the data sink of the routing information
then the node has to compare the hop count of the routing information to the minimum
hop count of all the entries in the routing table for this data sink. If the hop count of the
routing information is within the threshold of the minimum hop count then the routing
information is added to the routing table, otherwise the information is discarded. If the
node already has an entry for the next hop then the hop count is compared to the hop
count of the entry that is already in the routing table. If the new hop count is lower than
the hop count in the routing table the already stored entry in the routing table is replaced
with the new one. A special case is when the sequence number of the received routing
information is higher than the already stored routing information for the data sink. This
indicates that the data sink initiated a routing table update. In this case the node first
deletes all its entries for the data sink of the received routing information and then adds
the received routing information to the routing table as if it were the first entry for this
data sink.

To be able to distribute routing information in the whole network, each node also has
to broadcast routing information again so the other nodes in the network can construct
their routing tables. Not every routing information that is added to the routing table
also needs to be broadcasted again afterwards. Routing information is only broadcasted
again if it is the first entry in the routing table for a data sink or if there was already
an entry in the routing table for the data sink and the hop count of the new routing
information is below the old minimum hop count for this data sink. Some of the values of
the received routing information packet need to be updated first though before the routing
information packet is broadcasted again. While the ID of the data sink and the sequence
number stay the same is the ID of the next hop changed to the ID of the current node.
Also the energy level has to be set to the energy level of the current node and the old hop
count is increased by one. This new routing information is then broadcasted out for the
other nodes to create their routing tables. When none of the nodes in the network are
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broadcasting routing information anymore then the routing tables on all nodes should be
complete.

The second part of the EHAR module deals with the actual routing of the data packets
towards their destinations. Since the protocol uses no fixed routes each time the module
is sending out a packet is has to choose a next hop first. To achieve a balanced spreading
of the traffic according to the available power of the next hop nodes the probabilities for
choosing an entry in the routing table as next hop depend on the energy level of the next
hop nodes in the routing table entry. Thus a node with a higher amount of available power
will route more packets over time than a node with a low amount of available power.

When the EHAR module receives a packet the first thing it does is updating the energy
level in the routing table entries for the sender with the new energy level from the packet.
The next step a node does is to check if the packet is actually intended for the current
node or not. If the packet is really for the node and was not just overheard then the next
check is whether the current node is the destination of the received packet. If this is the
case then the packet is forwarded to the data handling module which is responsible for
the data interface that is provided to the user applications. If the current node is not the
destination of the packet then the module has to check if it has an entry in its routing
table for the destination of the packet. If there is an entry in the routing table for the
destination then the node has to select the next hop for the packet from the possible next
hops that it has stored for this destination. Listing 4.1 shows how a node picks the next
hop for a data packet.

1 for ( i = 0 ; i < num rece iv e r s ; i++){
2 i f ( r o u t i n g t ab l e [ i ] [ 0 ] . b a s e i d == r e c e i v e r i d ){
3 for ( j = 0 ; j < NUMBER ENTRIES; j++){
4 i f ( r o u t i n g t ab l e [ i ] [ j ] . n ex t hop id != 0){
5 t o t a l en e r gy = to t a l en e r gy + r ou t i n g t ab l e [ i ] [ j ] . e n e r g y l e v e l ;
6 }
7 }
8 rand nr = c a l l Random. rand16 ( ) ;
9 rand nr = rand nr % to t a l en e r gy ;

10 t o t a l en e r gy = 0 ;
11 for ( j = 0 ; j < NUMBER ENTRIES; j++){
12 i f ( r o u t i n g t ab l e [ i ] [ j ] . n ex t hop id != 0){
13 t o t a l en e r gy = to t a l en e r gy + r ou t i n g t ab l e [ i ] [ j ] . e n e r g y l e v e l ;
14 }
15 i f ( rand nr < t o t a l en e r gy ){
16 address = r ou t i n g t ab l e [ i ] [ j ] . n ex t hop id ;
17 i f ( address == sende r i d && sende r i d != 0){
18 i f ( j > 0){
19 address = r ou t i n g t ab l e [ i ] [ j −1] . n ex t hop id ;
20 } else{
21 address = r ou t i n g t ab l e [ i ] [ j +1] . n ex t hop id ;
22 }
23 }
24 break ;
25 }
26 }
27 }
28 }

Listing 4.1: Get the next hop for a packet from the routing table
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Before being able to choose, the node has to find the entries for the ID of the destination
of the data packet. If an entry is found then the node has to add the energy levels of all the
entries it has for the ID of the destination. This is needed to be able to choose one of the
entries. Since the module wants to pick one of the entries according to their probabilities
and not always pick the same entry or just cycle between them, a random element is
needed. Thus in the next step a random number is generated that is the foundation for
choosing the next hop. This random number is taken modulo the sum of the energy values
of all the entries for the destination to reduce the random number to a value between 0
and total energy− 1. Now to pick the entry in the routing table according to the random
number, the sum of all energy values is calculated again. But this time the addition stops
when the sum of the energy values exceeds the value of the random number. The entry
where the sum exceeds the random number is the entry in the routing table that is chosen
for the next hop.

A special case is when the ID of the sender, that sent the packet to the current
node, matches the ID of the chosen next hop. Since this would mean that the packet is
transmitted in a circle, the next hop needs to be changed. If the chosen next hop is not
the first entry in the routing table, then the entry before the chosen entry is selected as
next hop, otherwise the entry after the chosen entry is selected as the new next hop. And
there is another special case for the selection of the next hop. Since the hop count of a
routing information only needs to be within the threshold of the minimum amount of hops
towards the data sink, each routing packet also has an add hops field that indicates the
maximum amount of additional hops that a packet is allowed to take on its way to the data
sink. If the chosen next hop is above the minimum hop count then the value is decreased
by one. When the next hop for a packet is selected and the add hops field is already 0
then next hop can only be set to one of the possible next hops that can reach the data
sink within the minimum amount of possible hops for this node. When the module was
able to successfully find a next hop for the packet, the routing values of the data packet
are changed, the energy level field of the packet is set to the energy level of the current
node and the packet is forwarded to the sending buffer. If the node was not able to find
an entry for the destination of the packet in its routing table then the packet is discarded
since the node is not able to successfully transmit it closer to its destination.

4.3 Network Coding

In this section the implementation of the NC module is presented. Unlike the EHAR
module the NC module does not build up a routing table before being started since the
positions of the nodes in the network are fixed and there is no additional information about
the nodes in the network needed by the NC implementation. The functionality of the mod-
ule consists of the processing of received packets which includes combining data packets,
restoring data from combined packets and requesting and processing retransmits of data
packets. An overview on the different states of the module and the flow of operations is
given in Figure 4.3.

When the NC module receives a NC packet by the framework control then the first
step is to check the position of the sender of the packet in relation to the current node. If
the received packet is not from one of the three nodes that are located to the left, the top
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Figure 4.3: Flow diagram of the NC module

or the top left of the current node then the packet is discarded. The next step for a node
is to check how many of the packets to be combined already have been received. Because
the node is only able to construct its new packet and send it out again if it has received
the packets from all the data flows that shall be combined. Normally a node needs to have
the packets from the nodes at the three mentioned positions to continue, only the most
left lower receiver node, the most upper right receiver node and the node most upper left
inner network node need the packets from just two nodes to continue. If the node does
not yet have all the required packets to continue then the received packet is stored in a
buffer.

When a node has received all the required packets it can combine the received packets.
But not all fields of the received packets are combined, only the source ID, the destination
ID and the message are actually combined by the NC module. If the current node is one
of the data sink nodes in the network then the new combined source ID and the new
combined message actually contain the data intended for this data sink, this data is then
forwarded to the data handling module. Afterwards the new combined packet is forwarded
to the send buffer module which broadcasts the packet again except if the current node is
the most right lower receiver or the bottom right receiver node.

Each time a packet is added to the buffer of the received packets the NC module also
starts a timer. This timer is used to monitor the amount of time that the packet has
already spent in the buffer. The value of the timer is chosen according to the expected
amount of time until all packets that should be combined should have arrived at the
current node. When this timer fires the node sends out a retransmit request to all the
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nodes whose packets are still missing, since this means that these packets have most likely
been lost due to noise. When a node receives a retransmit request it checks its sent buffer
if the requested packet has already been transmitted. If this is the case then the packet is
retransmitted.

4.4 Opportunistic Network Coding

The following section presents the implementation of the ONC module. The implemen-
tation of ONC can be separated into three main parts. The first part is the processing
of packets that the underlying EHAR algorithm wants to transmit. The goal is to find
possibilities to combine some of the packets and save transmissions. The second part deals
with all overheard packets. These packets need to be stored to be able to restore combined
packets again on the receiver side of their transmission. The third part is responsible for
processing all received packets that were encoded with ONC. The goal of this part is to
correctly restore the original packet that is intended for the current node from the com-
bined packet and to request packet retransmits if necessary. Figure 4.4 gives an overview
of the implementation of the ONC module and the flow of event ins the module.

Figure 4.4: Flow diagram of the ONC module

The first part of the ONC module is dealing with the packets received from the EHAR
module. When ONC is enabled, each packet that is sent out by the EHAR module passes
through the ONC module before it is sent out. To be able to detect possibilities for
ONC, the packets have to be stored in a buffer before they are sent out. But each packet
is only stored in the buffer for a limited time, either until the packet can be combined
with another packet or the packet exceeds its maximum time in the buffer. If a packet
in the buffer exceeds its maximum delay time the packet is sent out even if there is no
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possibility to combine the packet. When the maximum delay time of a packet is reached
or a new packet is added to the buffer the ONC module checks if there is any possibility to
combine the packets in the buffer. When a possibility exists the combined packet is sent
out immediately and the two packets that were combined are removed from the buffer.
The third reason for sending out a packet is when the buffer is full. Then the oldest packet
in the queue is sent out and removed from the queue, even if the packet has to be sent
out uncombined. Each packet that is sent out uncombined by the ONC module is added
to its sent out queue to be able to react to retransmit requests from other nodes. If there
is already an entry in the sent out queue for the same next hop, the old entry is deleted
first since the node can not distinguish between those two messages in case of a retransmit
request.

To determine if two packets can be combined the current node needs to check the
position of the senders that transmitted the packets to the current node and the intended
receivers of the packets when transmitted again by the current node. Listing 4.3 shows
the simplest case that allows the combining of two packets. If the receiver of the second
packet is within receiving range of the sender of the first packet, the receiver of the second
packet is able to restore its intended packet from the combined packet. If the receiver
of the first packet is also within receiving range of the sender of the second packet, both
receivers are able to restore their packets from the combined packet. This means that the
current node can combine the two packets that it needs to send out.

1 i f ( checkForOverhearing ( sender 1 , r e c e i v e r 2 ) == TRUE){
2 i f ( checkForOverhearing ( sender 2 , r e c e i v e r 1 ) == TRUE){
3 //Both r e c e i v e r s can overhear the other sender
4 combine = TRUE;
5 }
6 }

Listing 4.2: Simplest case for combining two packets from the buffer

However, the example from listing 4.2 only covers the simplest possibility that allows
the combining of two packets. To further increase the possible gain from using ONC on
top of EHAR there are more cases that have to be checked since they also allow combining
two packets. In listing 4.3 all possible combinations are checked that allow the combining
of packets if the second receiver is able to overhear the packet from the first sender.

The first case that is checked is if the first receiver is also able to overhear the second
sender just like in the simple example from listing 4.2. If the first receiver is not able to
overhear the second sender the next check that is made is whether the first receiver is able
to overhear the packet from the first sender. If this is the case then it is also possible to
combine the packets since the first receiver can just use the information from the overheard
packet from sender one instead of having to restore it from the combined packet. If both
other cases are not fulfilled, there is one more possibility that allows combining the packets
if the second receiver is within range of the first sender. Since the first receiver is out of
range from both senders it has to receive the packet needed for restoring its packet from
the other receiver node. But here it is not enough that the receiver nodes are within range
of each other. It is also necessary that receiver two is not the destination of its packet
because then receiver two does not send out again the packet needed by receiver one to
restore its packet.
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1 i f ( checkForOverhearing ( sender 1 , r e c e i v e r 2 ) == TRUE){
2 i f ( checkForOverhearing ( sender 2 , r e c e i v e r 1 ) == TRUE){
3 //Both r e c e i v e r s can overhear the other sender
4 combine = TRUE;
5 } else i f ( checkForOverhearing ( sender 1 , r e c e i v e r 1 ) == TRUE){
6 //Both r e c e i v e r s can overhear at l e a s t one sender
7 combine = TRUE;
8 } else i f ( checkForOverhearing ( r e c e i v e r 2 , r e c e i v e r 1 ) == TRUE){
9 //One r e c e i v e r can overhear a sender and

10 // both r e c e i v e r s can overhear each other
11 i f ( r e c e i v e r 2 != packet 2 . d e s t i n a t i on ){
12 //Only combine the packets i f the next hop that needs to
13 // re t ransmit the packet i s not the d e s t i n a t i on o f the packet
14 combine = TRUE;
15 }
16 }
17 }

Listing 4.3: Try to combine two packets from the buffer

While these three cases cover all possibilities that allow to combine two packets if the
packet from the first sender can be overheard by the second receiver, these are not all
possible combinations yet. The same checks need to be made when the packet from the
second sender can be overheard from the first receiver. If none of the receivers is able
to overhear the sender of the other packet, it might still be possible to combine the two
packets if the receivers are able to overhear the senders of their packet. If both receivers
are able to overhear the transmission from the sender of their own packet then the two
packets can be combined. If only one receiver is able to overhear the packet from its own
sender then it is still possible to combine the packets, provided the receivers can overhear
each other and the receiver that is able to overhear its sender is not the final receiver
of its packet. If those conditions are fulfilled the receiver will transmit the packet that
it received again and the other receiver is able to overhear the transmission and use the
packet to restore its packet from the combined packet.

But before being able to send out a combined packet, the ONC packet must be gen-
erated. For the fields message, source, destination and sequence number of the pack-
ets combining is quite simple. The data of these fields can be combined with a sim-
ple XOR operation of the entries of the two packets that are being combined. For the
combined packet.add data field it is not enough to simply combine the entries of the two
packets. The combined packet.add data field is used to determine which of the com-
bined packets is destined to which receiver of the combined packet. This is achieved by
combining the ID of the receiver with the smaller ID with the ID of the source of the
packet for this receiver. The previous hops that sent the packets to the current node
determine which packets have to be used to restore the original packets. Each bit of the
combined packet.previous hops represents one of the eight possible neighbors of the cur-
rent node. If the previous hops are the same for both packets only the bit for this previous
hop is set. Otherwise the according bit is set to 1 for both of the previous hops . The
same is done with the next hops of the two packets that are needed to determine if a node
has to try to restore a packet from the combined packet or not. The energy level field of
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the new packet is set to the energy level of the current node and the add hops field is set
to the lower value of the field from the two packets being combined. This has to be done
because the node cannot differentiate which of the add hops fields is for which next hop
since the value of the field could have changed on the current node. At last, the type of
the new combined packet is set to recognize the packet as an ONC packet.

Not every data packet sent out by the EHAR algorithm is eligible to be combined by
the ONC module. There are two exceptions that prevent the combining of a packet. The
first reason to not encode a packet is if the current node already had to restore the current
packet from a combined packet. This means that the other nodes that would have been
able to overhear the packet if it was transmitted uncoded have not been able to receive
it and thus can not use the packet for restoring the original messages again. The second
reason is a special case of the first reason. If the other receiver of the combined packet
that the current packet was restored from needs this packet to be able to restore its part
of the combined packet then the packet can not be sent out encoded to guarantee that the
other receiver is able to successfully receive it and restore its packet. In both cases the
packets are sent out immediately without adding them to the sending buffer of the ONC
module to check for coding possibilities.

To be able to successfully restore messages from combined packets each node needs to
have at least one of the EHAR packets that were combined in a packet. The second part
of the ONC module deals with the storage of overheard EHAR packets that are needed
for restoring combined packets. However, to be able to restore packets for possibilities
that allow the combining of packets, it is not enough to just store all overheard packets in
the buffer. Each node also needs to store all EHAR packets that were either sent out or
received by the node in the overhearing buffer. The packets that are sent to the current
node also include the packets that the node was able to restore from combined packets.

To determine if there is a packet in the overhearing buffer that can be used to restore
a packet from a combined packet two parameters need to be checked to see if it is the
correct packet. These parameters are the sender of the packet in the overhearing queue,
and the receiver of the packet. But this means that if there is more than one packet in the
queue that has the same sender and receiver, there is no way to determine which of the
two packets is the correct packet for restoring information from a combined packet. Thus
before adding a new packet to the overhearing buffer, for each entry in the overhearing
buffer it is checked if the entry has the same sender and receiver as the packet that is to
be added to the overhearing queue. The code for this can be seen in listing 4.4. If this is
the case for an entry all data of this entry is set to 0.

When a node was not able to restore its packet from a received combined packet, the
packet is added to the decoding buffer of the ONC module. Before adding an overheard
packet to the overhearing buffer a node has to check if there are currently entries in its
decoding queue and if the packet that it just received is the packet needed for restoring
the packet of an entry.

The third part of the ONC module deals with received combined packets. Not every
ONC packet received by a node is actually intended to be restored at that node. Before
a node tries to restore its intended packet from a received combined packet it has to
determine if it actually has to do anything with the received packet. If the current node is
one of the intended receivers it then has to check whether it can restore the original packet
with one of its overheard packets, it has to wait for the transmission of a packet from the
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1 for ( i = overhear ing head ; i < overhear ing head + ov e r h e a r i n g s i z e ; i++){
2 entry = ( i % ONC QUEUE SIZE) ;
3 i f ( overhear ing queue sender s [ entry ] == send e r i d ){
4 i f ( overhear ing queue [ entry ] . r e c e i v e r i d == msg−>r e c e i v e r i d ){
5 //Entry in the queue with same s end e r i d and r e c e i v e r i d
6 //Can ’ t d i f f e r e n t i a t e between those packets thus s e t o ld entry to 0
7 overhear ing queue sender s [ entry ] = 0 ;
8 overhear ing queue [ entry ] . r e c e i v e r i d = 0 ;
9 overhear ing queue [ entry ] . s ou r c e i d = 0 ;

10 % }
11 % }
12 %}

Listing 4.4: Check for entries in the overhearing buffer matching the current packet

other receiver to restore its packet or it has to request a retransmission of a packet because
it has no entry to be able to decode the packet.

When the ONC module receives a combined packet, the first step is to check whether
the current node is one of the intended next hops of the packet. If this is not the case
the packet is discarded, or else the node determines the ID of the other next hop of the
packet. The ID of the other next hop is needed for two reasons. First to determine if the
other node needs the packet from the current node to restore its packet from the combined
packet. Second to determine which of the two packets that were combined in the received
packet is intended for the current node.

To be able to determine which of the two packets is the intended packet a node first
has to find a packet in its queue of overheard packets that could be used to restore a
packet from the combined packet. Before searching the queue of overheard packets the
node determines the data to check if the packet can be used for decoding. Thus the node
first checks the previous hops of the received packets. If a previous hop is in overhearing
range of the current node the node checks whether it has an entry in its overhearing queue
that can be used to decode the packet. For a packet to be eligible for decoding the sender
and receiver of the overheard packet have to match the previous hop and the sender of the
combined packet. This does not guarantee though that the packet is actually the correct
packet to restore information from the combined packet.

To be able to continue decoding the packet the node has to determine which of the
two packets that are combined in the received packet it is intended to receive and further
process. This also allows to check if the current packet from the overhearing queue is
actually suitable to restore information from the combined packet. Listing 4.5 shows the
code to determine the correct packet. First the node has to determine if its ID is smaller
than the ID of the other next hop node or not. The data that is encoded in the add data
field of an ONC packet consists of the ID of the next hop with the smaller ID and the
ID of the source of the packet for this ID. This field is used to determine whether the
node can recover the data from the combined packet by using XOR on the data from the
overheard packet and the combined packet or if the node can use the data directly from
the overheard packet since the overheard packet already contains the data of the packet
that is intended for the current node.
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1 i f ( o th e r n ex t hop id < TOS NODE ID){
2 sma l l e r i d = oth e r n ex t hop id ;
3 i d i s s m a l l e r = FALSE;
4 }
5 check va lue = msg−>add data ˆ sma l l e r i d ;
6 i f ( check va lue == (msg−>s ou r c e i d ˆ overheard packet . s ou r c e i d ) ){
7 i f ( i d i s sm a l l e r == FALSE){
8 use overheard packet = TRUE;
9 }

10 } else i f ( check va lue == overheard packet . s ou r c e i d ){
11 i f ( i d i s sm a l l e r == TRUE){
12 use overheard packet = TRUE;
13 }
14 } else{
15 //The message i s not c o r r e c t f o r r e s t o r i n g
16 co r r e c t pack e t = FALSE;
17 }

Listing 4.5: Determine how to restore the original message with the overheard packet

To determine this, a check value has to be generated first by using XOR on the
add data field of the received combined packet and the smaller ID of the two next hops
of the packet. This means that the check value now matches the source of the packet
that is intended for the node with the smaller ID. If the XOR combined source IDs of the
combined packet and the overheard packet match the check value then the node has to
use XOR if it has the smaller ID or just the overheard packet if the other next hop has
the smaller ID. If the check value matches the source ID of the overheard packet then the
node has to use the data from the overheard packet if it has the smaller ID or combine
the overheard packet with the received combined packet if the ID of the other next hop
is smaller. If the check value does not match any of those two conditions then it is not
suitable to recover data from the received ONC packet.

If the overheard packet is suitable for restoring and the node has determined which of
the two packets that were combined it is intended to receive it can actually restore its data.
Listing 4.6 shows the code to restore the data from the combined packet by using XOR
on the received packet and the overheard packet. While restoring of source, destination,
message and sequence number is achieved by using XOR the entries of the other data
fields of the restored packet are not restored from the combined packet. The value of the
is combined field is used as a helper to forward information to the ONC module for when
the packet is sent out again. If the packet is needed by the other next hop to restore its
data from the combined packet then the field is set to the ID of the other next hop. If the
packet is not needed for restoring the field is set to 255. This indicates to the ONC module
that this packet was restored from a combined packet and is not eligible for ONC when it
is sent out again by the node. Furthermore, the type of the packet is set to EHAR, the
energy level and the add hops fields are set to the values from the combined packet and
the value of the add data field is set to the ID of the current node since the EHAR module
uses this field to store the receiver of a packet. This restored packet is then forwarded to
the EHAR module for further processing.
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1 r e s t o r ed pk t . s ou r c e i d = msg−>s ou r c e i d ˆ overheard packet . s ou r c e i d ;
2 r e s t o r ed pk t . d e s t i n a t i on = msg−>de s t i n a t i on ˆ overheard packet . d e s t i n a t i on ;
3 r e s t o r ed pk t . message = msg−>message ˆ overheard packet . message ;
4 r e s t o r ed pk t . s eq nr = msg−>s eq nr ˆ overheard packet . s eq nr ;
5 i f ( needed for other nex t hop == FALSE){
6 r e s t o r ed pk t . i s combined = 255 ;
7 } else{
8 // Set i s combined to the ID of the hop that needs t h i s packet f o r decoding
9 r e s t o r ed pk t . i s combined = hop id ;

10 }
11 r e s t o r ed pk t . type = MSG TYPE EHA ROUTING;
12 r e s t o r ed pk t . add data = TOS NODE ID;

Listing 4.6: Restore data from a combined packet

One special case is when the current node is actually the receiver of both packets that
were combined. Then the node also has to restore the second packet and forward it to the
EHAR module. If none of the previous hops of the received encoded packet are in range of
the current node then the node is not able to immediately restore the data since it needs
the restored packet from the other next hop to restore its data. If this is the case then the
packet is added to the decoding queue. If one of the previous hops is in range of the current
node and the node still has no packet in its overhearing queue to restore its message from
the combined packet, the packet is added to the overhearing queue and the node requests
a retransmit of the packet that it needs to restore its packet from one of the previous hops
in range of the node. The node that receives the retransmission request checks if it has
an entry in its sent out queue where the receiver is the sender of the combined packet and
transmits the packet again if it is found. When the node receives the retransmission of
the requested packet, it tries to recover its message from the combined packet with the
received packet. If the packet is not correct to restore its message this means that the
previous hop has already overwritten the packet needed for the restoration in its sent out
queue.

4.5 Duty Cycling

This section presents the implementation of the duty cycling module of the networking
framework that periodically turns off the radio module to reduce the power consumption
on all sensor nodes in the network. An overview of the flow between the different methods
of the duty cycling module is given in Figure 4.5. Furthermore, this section presents the
details for LPL which uses the existing implementation in TinyOS 2.

The functionality of the duty cycling module can be separated into two main parts,
determining and distributing the maximum sustainable duty cycle that can be sustained
by all nodes in the network and the actual duty cycling of a node. The tasks of the
first part not only consist of determining and distributing an initial duty cycle, but also
include checking locally if a node can still maintain the used duty cycle or if a higher
duty cycle would be possible. Since the used sensor nodes do not actually possess an
energy harvesting device the duty cycling module also implements a simple simulation of
an energy harvesting device and the power consumption of the sensor node.
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Figure 4.5: Flow diagram of the duty cycling module

The most important part of the module is calculating the maximum sustainable duty
cycle that is made on all nodes in the network as can be seen in listing 4.7. The maximum
sustainable duty cycle of the individual nodes is needed to determine the duty cycle for
the whole network that allows the networking framework to run the network without
exceeding the available power in parts of the network. The maximum sustainable duty
cycle of a node depends both on the amount of energy that is provided by the energy
harvesting device, and the power that is consumed by the node in on and off mode of the
duty cycle. The power provided by the EHD and the power consumption of the nodes are
simulated by the implementation. The power consumed in off mode of duty cycling is set
to 0 to reduce the complexity. Furthermore, it is assumed that the radio module is the
biggest power consumer of a node and that simple sensor readings and computations can
be ignored. More complex sensor readings like a video camera would have to be added to
the calculations.

The power consumed by a node is influenced by four main factors: the cost of sending
a packet, the cost of receiving a packet, the cost of overhearing a packet and the cost of an
active radio module. The cost of the active radio module is not a fixed value but depends
on the time that the radio module is actually turned on. The values for these four factors
that are used in the implementation are taken from hardware measurements of a Mica2
sensor node. When duty cycling is activated the node periodically calculates the power
that was consumed during the last period and the mean value over several periods then
indicates the average power consumption of a node with the current duty cycle. From the
average power consumption during an update period the average power consumption for
one duty cycling period is calculated. But at the start, there is not yet any duty cycle
running and there are no values for the average power consumption of the node. Thus the
duty cycling module calculates the worst case energy consumption of a node during a duty
cycling active period. For the worst case it is assumed that the node sends out a packet at
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each of its sending time slots during the active period and that the nodes either overhear
or receive a packet from all of its neighbors at all of their sending time slots. The costs of
overhearing and receiving of a packet are averaged in case the values are different. Since
the energy consumption also depends on the packets received from the neighboring nodes
the power consumption of nodes on the outer edges of the network will be lower than of
those in the middle of the network.

1 max energy used = SENDS PER DC∗SENDING COST + SENDS PER DC∗num neighbors ∗
2 (RECEIVING COST+OVERHEARING COST)/2 + dc on t ime /RADIO MODULE ON COST;
3 for ( i = 0 ; i < ENERGY TABLE SIZE ; i ++){
4 avg energy gathered = avg energy gathered + ene r gy ga th e r ed t ab l e [ i ] ;
5 avg energy used = avg energy used + ene r gy u s ed t ab l e [ i ] ;
6 i f ( en e r gy u s ed t ab l e [ i ] != 0){
7 en e r gy u s ed en t r i e s++;
8 }
9 }

10 i f ( en e r gy u s ed en t r i e s > 0){
11 // Ca lcu la t e average energy used f o r one duty cy c l e
12 avg energy used = avg energy used / en e r gy u s ed en t r i e s ;
13 avg energy used = avg energy used ∗dc on t ime ∗( o f f c y c l e s + 1 ) ;
14 avg energy used = avg energy used /ENERGY UPDATE INTERVAL;
15 } else{
16 //There i s no data from duty cy c l i n g yet
17 // Ca lcu la t e duty cy c l e f o r worst case e s t imate
18 avg energy used = max energy used ;
19 }
20 avg energy gathered = avg energy gathered / ENERGY TABLE SIZE ;
21 // Ca lcu la t e the r a t i o between the gathered energy and
22 // the average energy used in one duty cy c l e per iod
23 en e r gy r a t i o = ( f loat ) avg energy gathered / ( f loat ) avg energy used ;
24 du ty cy c l e p e r i od = ( f loat ) ENERGY UPDATE INTERVAL / en e r gy r a t i o ;
25 // Ca lcu la t e the durat ion o f the s l e ep time in mu l t i p l e s o f the on time
26 n ew s l e ep cy c l e s = du ty cy c l e p e r i od / ( f loat ) dc on t ime − ( f loat ) 1 ;

Listing 4.7: Calculation of the maximum sustainable duty cycle

To reduce the influence of short fluctuations of the power provided by the EHD but
still being able to adapt to long time changes in the provided power the gathered power
is averaged over several time slots. To be able to already calculate a duty cycle at the
start of the node the buffer that is used to store the gathered energy for each time slot
is initialized with the expected values of the gathered energy for the simulation. For the
calculation of the duty cycle the ratio between the harvested power during an update
period and the average power consumption for one duty cycling period is calculated first.
The result is then used to determine the duration of one duty cycling period for the
maximum sustainable duty cycle. Since the on period of the duty cycle is fixed the factor
for the ratio between the sleep period and the active period of the duty cycle can be
calculated as well.

Before the duty cycling module can start with duty cycling the radio module the
maximum sustainable duty cycle of the network needs to be determined, which is started
by the controller node. This node also provides an interface to a connected base station.
The controller nodes broadcasts a request over the network for all the nodes in the network
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to send their maximum sustainable duty cycle to the controller node. When the controller
node has received the maximum sustainable duty cycle of all nodes in the network it can
either determine the duty cycle for the network locally or forward the data to the base
station to perform the calculations. If the controller node determines the duty cycle locally
then the new duty cycle for the network is the worst duty cycle that was received from any
of the nodes in the network. This broadcast is then started again to the network together
with a start time for the duty cycle. The start time is used to ensure that all nodes in the
network will start using the new duty cycle at the same time.

Since the power provided by the EHD or the power consumption of a node can change
over time it might be necessary to update the used duty cycle. There can be two reasons for
updating the used duty cycle, either because a node can no longer sustain the current duty
cycle or because all nodes in the network could sustain a higher duty cycle. To determine
if the nodes can still sustain the current duty cycle all nodes periodically calculate their
maximum sustainable duty cycle. If a node can no longer sustain the current duty cycle
and the energy that is stored in its energy buffer is below the update limit then it sends
its new maximum sustainable duty cycle to the controller node. If there is a base station
controlling the duty cycling the new duty cycle is forwarded to the base station. Otherwise
the controller node broadcasts the new maximum sustainable duty cycle in the network
with a corresponding start time that guarantees that all nodes have received the new
duty cycle until then. To determine if all nodes in the network could sustain a higher
duty cycle the controller node periodically initiates a request for all nodes to send their
current maximum sustainable duty cycle to the controller node like it is done for setting
the initial duty cycle. This data is then either forwarded to a base station or the controller
node itself checks if the current duty cycle needs to be changed and distributes the new
maximum sustainable duty as well as the start time for the new duty cycle to all nodes in
the network.

1 //Turn on the rad io module
2 c a l l AMControl . s t a r t ( ) ;
3 i f ( c a l l SendTimer . isRunning ( ) == TRUE){
4 //Stop the cur ren t SendTimer to be ab le to s t a r t i t synced with the DC
5 c a l l SendTimer . stop ( ) ;
6 }
7 // Star t the send timer o f the send bu f f e r module
8 s t a r t t ime = c a l l SendTimer . getNow ( ) + TOS NODE ID∗WAITMULT + TIMER OFFSET;
9 c a l l SendTimer . s t a r tPe r i od i cA t ( s tar t t ime , NETWORK SIZE∗WAITMULT) ;

10 i f ( c a l l DCTimerTurnOff . isRunning ( ) == FALSE){
11 c a l l DCTimerTurnOff . startOneShot ( dc on t ime ) ;
12 }
13 i f ( c a l l EnergyUsageTimer . isRunning ( ) == FALSE){
14 c a l l EnergyUsageTimer . s t a r tP e r i o d i c (ENERGY UPDATE INTERVAL) ;
15 }

Listing 4.8: Starting the active period of the duty cycle

The second part of the module is responsible for the actual duty cycling of the nodes
of in the network. The duty cycling on a node is started when the node receives its first
duty cycle. If a node receives a new duty cycling update when duty cycling is already
activated the duty cycle needs to be changed accordingly. Since the duty cycling turns
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off the nodes’ radio module it is necessary that the active and sleep phases of the duty
cycles of all nodes in the network are synchronized to allow radio communication during
the nodes active phases of the duty cycle.

The basic behavior of the duty cycling can be separated into firing the on timer and
firing the sleep timer. When the on timer of the duty cycle is fired, the node has to
activate all necessary modules of the sensor node and the networking framework to enable
the correct operation of the node. The behavior when the on timer is fired can be seen
in listing 4.8. At first the duty cycling module has to turn on the radio module to enable
receiving and sending of packets on the node again. Afterwards the module also has to
start the send timer of the send buffer module again for starting the actual transmission
of the packets that the node queued in its send buffer while the duty cycle was in sleep
mode. If all modules are started again the timer is started for starting the sleep period
of the duty cycle. At the end the node checks if the timer for periodically updating the
power consumption is already running and starts the periodic timer if not.

1 //Turn o f f the rad io and stop the send timer
2 i f ( c a l l SendTimer . isRunning ( ) == TRUE){
3 c a l l SendTimer . stop ( ) ;
4 }
5 c a l l AMControl . s top ( ) ;
6 //Check i f the re i s a new duty cy c l e
7 t im e r o f f s e t = c a l l SendBuffer . getTimerOffset ( ) ;
8 i f ( c a l l LocalTime . get ( ) >= update t ime−t im e r o f f s e t && update t ime != 0){
9 duty cyc l e = updated dc ;

10 update t ime = 0 ;
11 i f ( c a l l EnergyUsageTimer . isRunning ( ) ){
12 c a l l EnergyUsageTimer . stop ( ) ;
13 }
14 // Delete a l l e n t r i e s in the en e r gy u s ed t ab l e and shor t energy used
15 // s i n c e they are f o r the old DC
16 shor t energy used = 0 ;
17 for ( i = 0 ; i < ENERGY TABLE SIZE ; i++){
18 en e r gy u s ed t ab l e [ i ] = 0 ;
19 }
20 en e r gy u s ed cu r r en t en t r y = 0 ;
21 }
22 i f ( c a l l DCTimerTurnOn . isRunning ( ) == FALSE){
23 c a l l DCTimerTurnOn . startOneShot ( dc on t ime ∗ duty cyc l e ) ;
24 }

Listing 4.9: Starting the off period of the duty cycle

When the sleep timer for the duty cycle fires its time to turn the modules off again
that were started when the on timer for the duty cycle fired as it can be seen in listing
4.9. First the duty cycling module deactivates the send timer of the send buffer module to
stop all transmissions by the node. Then the module can turn off the radio module which
will make it impossible to receive or transmit packets on the node during the duty cycling
sleep period. Before the module starts the timer for the active period of the duty cycle
the module has to check if it needs to update the current duty cycle. If there is a start
time for a new duty cycle and the current time is larger than the start time then the used
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duty cycle is changed to the updated duty cycle. Furthermore, the timer for periodically
updating the node’s power consumption is stopped and all previous buffered values for
the power consumption are deleted since they are no longer valid for the new duty cycle.
The timer will be started again at the start of the next active phase of the duty cycle.
The cycle of turning some modules of the node on and off will be repeated until the node
is turned off completely.

4.5.1 Low Power Listening

The networking framework uses the implementation of the B-MAC LPL algorithm that is
standard in TinyOS 2.1 for Mica2 nodes. The sleep interval between two listening periods
for the networking framework is set to 100ms. If LPL is activated in the network, the
time periods for the time slotted sending and the active period of the duty cycle need to
be changed to match the new increased transmission times.



Chapter 5

Results

This section presents the results for the performance of the implemented networking al-
gorithms and the energy management of the networking framework.

5.1 Comparison of the three Networking Types

To route data from data sources to data sinks the networking framework has implemented
three different networking algorithms, NC, EHAR and ONC that is running on top of
the EHAR algorithm. This section presents a comparison of the performance of the
implementation of the three networking algorithms. For all tests that are presented in
this section each of the data source nodes sends out 100 data packets to its corresponding
data sink.
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Figure 5.1: Total amount of packets sent, received and overheard per node with NC with
activated duty cycling

Figure 5.1 gives an overview on the packets that each of the nodes in the network is
processing during one full run of the NC algorithm for a 4 × 4 network with activated
duty cycling. Figure 5.1a and 5.1b show the total amount of packets that each node in the
network is sending out, receiving and overhearing. Here it can be seen that the amount
of sent out packets is pretty similar on all nodes that have to transmit packets for NC to
work, while the other nodes only have to transmit some control messages. It can also be
seen that the amount of overheard packets is higher than the amount of received packets.
Figure 5.1c presents a more detailed view of the packets that are sent out by each of the
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(c) Sent packets per type

Figure 5.2: Total amount of packets sent, received and overheard per node with EHAR
with activated duty cycling
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(c) Sent packets per type

Figure 5.3: Total amount of packets sent, received and overheard per node with ONC with
activated duty cycling

nodes in the network according to the different packet types. The total amount of NC
packets that are sent out by all the nodes in the network in a 4 × 4 network is 1000, the
amount of sent out NC packets is the same for all 10 nodes that participate in the NC
algorithm. This figure also shows that the amount of packets sent out for routing table
construction and duty cycling are very similar for all nodes.

Figure 5.2 presents the same overview on the packets for each node in the network for
EHAR. The overview on the sent, received and overheard packets for each node in the
network in Figure 5.2a and 5.2b shows that the amount of packets for all three types is
larger than with NC, specially the amount of overheard packets. The detailed overview
on the sent out packets per node in Figure 5.2c shows that the amount of transmitted
EHAR packets is highest for the data source nodes and the nodes 6, 7, 10 and 11 that are
located in the middle of the network. The total amount of sent out EHAR packets adds
up to 1473 which is nearly 50% higher than the amount of packets needed by NC. Figure
5.2c also shows that except of node 16 all nodes in the network are participating in data
routing.

The overview on the packets for each node in the network for ONC can be seen in
Figure 5.3. The distribution of the sent, received and overheard packets with ONC which
can be seen in Figure 5.3a and 5.3b is quite similar to the distribution with EHAR but
the total amount of sent, received and overheard packets is lower than with EHAR. The
reason for this can be seen in Figure 5.3c. With the use of ONC the amount of transmitted
EHAR packets reduces to 1334 which is about 10% less than with EHAR. With the 65
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Figure 5.4: Average delay between enqueuing a packet on a source node and the packet
arriving at its destination depending on the used networking type with activated duty
cycling

ONC packets that are also being transmitted the total amount of needed data packet
transmissions in a 4 × 4 network can be reduced by 5% with the use of ONC.

But the amount of sent, received and overheard packets is not the only criteria for the
comparison of the networking algorithms. Figure 5.4 shows the average amount of time
that passes between the generation of a data packet at a data source and the arrival of this
packet at the corresponding data sink. As can be seen in Figure 5.4b with only 5000ms
NC has the lowest average end-to-end delay while ONC needs the longest to transmit data
packets to their destination with an average end-to-end delay of nearly 14000ms. This
is caused by the time that a packet needs to wait at a node to find possibilities to send
out the packet combined. The average end-to-end delay of EHAR is 7000ms. Figure 5.4a
shows that the average delay of a packet also depends on the data flow since it is not the
same for all destination nodes for EHAR and ONC. These deviations are caused by the
time slotted sending and the chosen routes.

To compare the scalability of the presented networking types and compare their per-
formance under different network sizes, Figure 5.5 gives an overview on the amount of
sent, received and overheard packets for each node in a 6× 6 network with activated duty
cycling for the three presented networking types. The distribution of the amount of sent,
received and overheard packets for NC that can be seen in Figure 5.5a and 5.5b looks
quite similar to the one for a 4× 4 network. Figure 5.5c shows that the amount of control
messages that are necessary for routing table creation and duty cycling increased and that
the nodes that are closer to the controller node have to transmit more control packets.
This trend can also be seen in the listing of the sent packets with EHAR in Figure 5.5f
and in Figure 5.5i for ONC. The total amount of NC packets needed to transmit all data
to its destination nodes has increased to 3000 for a 6 × 6 network. The total amount
of packets needed by the EHAR algorithm has increased to 4706. For ONC the amount
of EHAR packets reduces to 4289 and the amount of transmitted ONC packets is 198.
ONC is able to reduce the amount of EHAR packets by about 9% and the total amount
of packets needed for data routing can be reduces by 5% with the use of ONC as it was
also the case for a 4 × 4 network.
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(c) NC - Sent packets per type
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(d) EHAR - Normal
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(e) EHAR - Stacked
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(f) EHAR - Sent packets per
type
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(i) ONC - Sent packets per type

Figure 5.5: Comparison of the sent, received and overheard packets per node in a 6 × 6
network with activated duty cycling for NC, EHAR and ONC

Figure 5.6 shows the average time that a data packet needs from its source to its desti-
nation in a 6x network. Again, NC has the lowest end-to-end delay of the three networking
implementations with only 10000ms. The average end-to-end delay for EHAR increases
to 25000ms and ONC again has the highest end-to-end delay with nearly 115000ms. The
large increase in the average end-to-end delay for ONC is also caused by an increase of the
used maximum wait. In Figure 5.6a it is interesting that the average delay with EHAR
is quite different between the different data sinks. The packets to the data sinks at the
bottom of the network take about 5 to 10 seconds longer than the packets to the data
sinks at the right side of the network. This is caused by the time slotted sending that
favors data flows from the left side of the network to the right side of the network.
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Figure 5.6: Average delay between enqueuing a packet on a source node and the packet
arriving at its destination depending on the used networking type with activated duty
cycling for a network with 6 × 6 nodes

5.1.1 Comparison without Duty Cycling

To reduce the power consumption of the nodes all nodes in the network are using duty
cycling. To check the influence of duty cycling on the implemented networking algorithms
Figure 5.7 gives an overview on the total amount of sent, received and overheard packets
in a 4×4 network with deactivated duty cycling for all three networking implementations.
The only difference there is between the results that are shown in Figure 5.7 and the results
for the three networking implementations with activated duty cycling is that without duty
cycling there are no duty cycling control packets which reduces the total amount of packets
a little bit. For the actual data routing there are no significant differences in the amount of
packets. The results for EHAR and ONC can vary slightly because of the used probabilistic
routing scheme.

But the use of duty cycling has a great influence on the average end-to-end delay.
Figure 5.8 shows the average end-to-end delay in a 4 × 4 network without duty cycling.
Just like with activated duty cycling NC has the shortest delay and ONC the highest, the
values for the average end-to-end delay are by far lower though. While the total average
delay for NC with duty cycling was about 5000ms the total average delay without duty
cycling that can be seen in Figure 5.8b is now slightly below 600ms. The average end-
to-end delay varies a bit for the different destinations as can be seen in 5.8a, for packets
to node 8 the average end-to-end delay is even only 450ms long. This is even below the
duration of one transmission period which is 480ms long for a 4 × 4 network. For EHAR
the total average end-to-end delay is reduced from 7000ms to only slightly above 1000ms.
It is interesting to see in Figure 5.8a that the average delay for the most left bottom
destination node 8 and the upper right destination node 14 is higher than the delay to the
other two destinations while with duty cycling both bottom destination nodes 8 and 12
had a higher delay than the right destination nodes. For ONC the total average end-to-end
delay reduces from 14000ms to only 2000ms. Here the average delay is pretty even for all
the destination nodes, only the most left bottom destination node 8 has a slightly higher
average end-to-end delay.



CHAPTER 5. RESULTS 86

0 2 4 6 8 10 12 14 16 18
0

50

100

150

200

250

300

350

400

450

500

N
um

 P
ac

ke
ts

mote [i]

 

 

Sent Packets
Received Packets
Overheard Packets

(a) NC - Normal

0 2 4 6 8 10 12 14 16 18
0

100

200

300

400

500

600

700

800

900

 

mote [i]

 

N
um

 P
ac

ke
ts

Sent Packets
Received Packets
Overheard Packets

(b) NC - Stacked

0 2 4 6 8 10 12 14 16 18
0

20

40

60

80

100

120

mote [i]

m
es

sa
ge

 ty
pe

[i]

 

 

Data Request
Routing Table
EHA Routing
Duty Cycling
Network Coding
Unused
External Init
Opportunistic NC
Packet Retransmit

(c) NC - Sent packets per type
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(d) EHAR - Normal
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(e) EHAR - Stacked
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(f) EHAR - Sent packets per
type

0 2 4 6 8 10 12 14 16 18
0

100

200

300

400

500

600

700

800

900

1000

N
um

 P
ac

ke
ts

mote [i]

 

 

Sent Packets
Received Packets
Overheard Packets
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(h) ONC - Stacked
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Figure 5.7: Comparison of the sent, received and overheard packets per node in a 4 × 4
network without duty cycling for NC, EHAR and ONC

5.1.2 Measurements of data sending on intermediate node

To be able to compare the actual power consumption of three networking types, the
networking framework was deployed on Mica2 sensor nodes. Due to the limited amount
of available nodes the tests were performed in a 3x3 network. The measurements that
are presented in this section were all made on node 5 that is located in the center of the
network.

Figure 5.9 shows the measurement for one data flow with NC where the node first
receives the two packets, that it shall combine and then sends out the combined packet.
The first packet is received from 9220ms until 9320ms, the second packet is received
from 9515ms until 9585ms. The receiving of the second packet is 30ms shorter than the
receiving of the first packet. This is caused by LPL and means that the listening for
a packet transmission of node 5 occurred at a later moment of the transmission of the
preamble for the second packet. From 9830ms until 10000ms the node is then sending out
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Figure 5.8: Average delay between enqueuing a packet on a source node and the packet
arriving at its destination depending on the used networking type without duty cycling
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Figure 5.9: Data flow on intermediate node with NC

the combined packet again. The average amount of power that is needed during the 100ms
of the reception of the first packets is 39.92mW which leads to an energy cost of 3.99mJ
for the reception of the first packet. The average power consumption for the reception of
the second packet is 38.83mW which leads to an energy cost of 2.72mJ for the 70ms that
the reception of the second packet takes. The sending of the NC packet takes 170ms and
has an average power consumption of 50.05mW which leads to an energy cost of 8.51mJ
for sending the NC packet.

The measurement for one data flow with EHAR can be seen in Figure 5.10. Unlike
with NC, the node here only receives one data packet that it then sends out again. To
forward the same amount of data as was forwarded by NC in the measurement from
Figure 5.9 the sequence that is shown in Figure 5.10 needs to be done two times. The
node is receiving data from 22730ms until 22980ms which is far longer than the receiving
times that were measured with NC. This is caused because the node is here actually also
receiving two packets, but the second packet is discarded afterwards because it was only
overheard. The retransmission of the received packet is then happening from 23140ms
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Figure 5.10: Data flow on intermediate node with EHAR

until 23310ms which is as long as it took with NC. The average power consumption for
the 250ms of data receiving is 41.46mW which leads to an energy cost of 10.37mJ . For
the sending of the data packets the average power consumption during the 170ms that it
takes is 51.3mW and the energy cost is 8.72mJ .
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Figure 5.11: Data flow on intermediate node with ONC

The third measurement which can be seen in Figure 5.11 shows one data flow with
ONC. The measured data flow shows the case where the node receives packets from two
data flows that it is able to combine and thus only needs to send out one packet to forward
the data. The first packet is received from 10630ms until 10760ms and the second packet
is received from 10960ms until 11090ms. The transmission of the combined packet is
happening from 11550ms until 11720ms. This shows that the actual transmitting of a
data packet takes the same time for all the three networking types types. The average
consumed power during the 130ms of the reception of the first packet is 40.69mW and
the energy cost is 5.29mJ . For the second received packet the duration stays the same,
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the consumed power changes to 41.56mW and the energy cost to 5.4mJ . The sending of
the ONC packet takes 170ms and has an average power consumption of 50.48mW and an
energy cost of 8.58mJ . In summary it can be seen that while the energy cost of receiving
is different for the measurements, the average consumed power during receiving is pretty
similar. The differences in the energy cost are caused by the different durations of receiving
which is causes by LPL. If a packet starts listening to the preamble later then the duration
of the receiving process will also be shorter. The duration of data sending is the same for
all three networking types and also the energy cost of data sending is pretty similar for
all three implementations.

5.1.3 Influence of the data sending rate
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Figure 5.12: Influence of the sending rate of the user application on the amount of received
packets and the total average delay for NC, EHAR and ONC in a 4 × 4 network with
activated duty cycling

For the comparison of the different networking types the interval between data trans-
missions of the user application was chosen so high that it does not influence the tests.
To be able to compare the performance of the three implemented networking protocols
for different workloads Figure 5.12 shows the percentage of received data packets and the
total average end-to-end delay for different data sending intervals. For data sending rates
above 10000ms there are no differences on both the percentage of the received packets
and the total average end-to-end delay. At a data sending rate of 10000ms the percentage
of received packets is still the same but the delay for EHAR and ONC increases slightly.
For a data sending rate of 5000ms the percentage of received packets for EHAR reduces
to 90% and for ONC it reduces to 75% while it does not change for NC. Also the total
average delay does not change for NC while it increases dramatically to nearly 50000ms
for EHAR and ONC. This is caused by the higher amount of packets that have to be
transmitted with EHAR and ONC in contrast to NC.

5.1.4 Performance under different reception strengths

In the TOSSIM simulation environment that was used for most of the results presented
in this chapter the reception strength between two nodes is given in dB, a value close
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Figure 5.13: Influence of the reception strength in the network on the amount of received
packets on their destination for the different networking types with activated duty cycling

to 0dB means that nearly all packets arrive while a value below −100dB means that the
nodes are not able to hear each other. Figure 5.13 compares the performance of the three
implemented networking types for different reception strengths. For a reception strength
of −40dB or higher there is no change in the percentage of received data packets for any
of the networking types. For a reception strength of −60dB the percentage of successfully
received packets for NC reduces to 70% while it stays at 90% for EHAR and ONC. For
a reception strenght of −80dB the percentage of received packets reduces significantly for
EHAR and ONC, only 40% of the sent out data packets can be successfully received at
the corresponding data sink. While NC is able to keep the percentage of received packets
at 70%, this causes a significant amount of retransmit packets. The amount of retransmit
packets only at −80dB for NC is already double the amount of NC packets for a normal
run. The error rate for packet transmissions at −80dB is already so high though, that
not even for every test run the request for starting data sending, that is broadcasted
by every node in the network can be successfully received at all data sources. The worse
performance of EHAR and ONC compared to NC is because the implementation of EHAR
does not use acknowledgments and is thus not able to detect when a packet is lost. But
it is interesting to see that ONC is able to keep its error rate at the same level as EHAR
alone.

5.1.5 Changing the networking type

Since the networking framework is designed for long running WSNs it can be favorable to
change the used networking type during run time. Figure 5.14 shows a short example that
it is possible to change the used networking type of the framework during runtime. In this
short example each of the 4 data sources in the 4× 4 network sends out 20 data messages,
the first 10 messages are sent with EHAR and the other 10 messages are transmitted to
their data sinks with NC. Figure 5.14b shows the amount of packets that each node in the
network transmitted of each packet type. Figure 5.14a shows a timeline of the transmitted
packets of each node in the network, the values of the packets are corresponding to the
types in Figure 5.14b, for example 3 means an EHAR packet and 5 a NC packet. The
timeline shows that at about 75s a data request packet is broadcasted, this packet is the
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Figure 5.14: Timeline of sent packets and total amount of sent packets per type per node
for changing the networking type from EHAR to NC in a 4 × 4 network with activated
duty cycling

request to change the used networking type. This packet also contains a time for when the
used networking type shall be changed. Short after the broadcasting of the data request
packet the networking type that is used by the nodes in the network changes to NC. The
timeline always displays the last transmitted packet, this is why the nodes that do not
have to send packets with NC still show that they are currently transmitting EHAR or
even data request packets until the end of the simulation.

5.1.6 Influence of the sending order on the average delay

To avoid packet collisions in the network the networking framework uses time slotted
sending. The order of the time slots of the different nodes in the network influences
the end-to-end delay for transmitting a packet from source to destination. To test this
influence the sending order in the network has been inverted. This means that the time
slot that follows the time slot of node n is now the time slot of node n−1 and not of node
n + 1.
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Figure 5.15: Average delay between enqueuing a packet on a source node and the packet
arriving at its destination depending on the used networking type with inverted sending
order and activated duty cycling
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Figure 5.15 shows the time a packet needs from its source to its destination with
activated duty cycling in a 4 × 4 network with an inverted sending order. Figure 5.15a
shows that with the inverted sending order the total average end-to-end delay of a packet
with EHAR and with ONC increases by about 5000ms and that the average delay is now
pretty similar for the bottom and the right receiver nodes. The total average end-to-end
delay for NC more than doubles and is now very close to the delay for EHAR with nearly
12000ms. Figure 5.15a shows that for NC the average end-to-end delay depends highly
on the position of the receiver node. While the delay on the most left bottom receiver
and the top right receiver does not change much, increases the delay for the other two
receivers nearly to the end-to-end delay values of ONC.

5.2 Energy Harvesting Aware Routing

5.2.1 Energy Level Adaption
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(b) Lower energy level at node 10

Figure 5.16: Comparison of the amount of sent, received and overheard packet for a
network with the same energy level on all nodes and a network with one node with a lower
energy value

The energy level of a node determines the probability that other nodes are routing
their data packets via this node. Figure 5.16 compares the amount of sent, received and
overheard packets per node in a 4 × 4 network for a setup where all nodes have the same
energy level and a setup where node 10 has a lower energy level. The amount of sent
and received packets at node 10 are significantly reduced with a lower energy level. The
amount of overheard packets on node 10 increases by quite a lot though. This means
that the sum of all sent, received and overheard packets on node 10 is only reduced by
less than 10%. This means that also the power that is consumed on node 10 does not
change significantly. For EHAR to be able to have an influence on the consumed power
on a node the energy level needs to be lower for a region of nodes instead of just a single
node. Even then EHAR can only influence the power consumption of sending, receiving
and overhearing, the power consumption that is caused by listening for transmissions can
not be influenced by EHAR.
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5.3 Opportunistic Network Coding

5.3.1 Influence of the Maximum Wait Time

The ONC module stores the packets that it receives from the EHAR module in a buffer to
check for coding possibilities. If the module receives no other packet within the maximum
wait time of the buffered packet the packet is sent out uncombined. The influence of the
maximum wait time that a packet can spend in the buffer to check for coding possibilities
on the average end-to-end delay of the packets in the network and the amount of packets
that can be combined by the ONC module is analyzed in this section.
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Figure 5.17: Average delay between enqueuing a packet at the source and receiving the
packet at the destination depending on the maximum wait time for ONC before transmit-
ting a packet uncombined with activated duty cycling
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Figure 5.18: Average delay between enqueuing a packet at the source and receiving the
packet at the destination depending on the maximum wait time for ONC before transmit-
ting a packet uncombined without duty cycling

Figure 5.17 shows the average end-to-end delay in a 4× 4 network with activated duty
cycling as a function of the maximum wait time of the ONC module. It is interesting to
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see that for a maximum wait time per node of 1500ms or more the average end-to-end
delay does no longer change. Here the influence of the duty cycling on the average delay is
higher than the influence of the maximum wait time. The duration of one active period of
duty cycling is set to 4 complete transmission periods which means that the active period
of a duty cycle is 1920ms long in a 4 × 4 network. This means that the maximum wait
time only has an influence on the average end-to-end delay if it stays at least beneath
3/4 active period of the duty cycle. Figure 5.18 shows the same scenario with deactivated
duty cycling. Here the influence of the maximum wait time on the average delay is pretty
constant, an increase of the maximum wait time by 500ms leads to an increase of the
average delay of about 1000ms.

50010001500200025003000350040004500500055006000

0
5

10
15

20

0

5

10

15

20

25

30

mote [1]max wait [ms]

O
N

C
 p

ac
ke

ts
 [1

]

(a) Combined packets per node

500 100015002000250030003500400045005000550060000

10

20

30

40

50

60

70

max wait [ms]

O
N

C
 p

ac
ke

ts
 [1

]

(b) Total combined packets

Figure 5.19: Amount of packets that were sent out combined by opportunistic network
coding depending on the maximum wait time for ONC with activated duty cycling
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Figure 5.20: Amount of packets that were sent out combined by opportunistic network
coding depending on the maximum wait time for ONC without duty cycling

The maximum wait time at a node does not only influence the average end-to-end
delay of a data packet though, it also has an influence on the total amount of packets that
can be combined by the ONC module. Figure 5.19 shows the amount of packets that are
sent out combined by the ONC for one full run in a 4 × 4 network with activated duty



CHAPTER 5. RESULTS 95

cycling where each data source sends out 100 data packets. While the total amount of
combined packets is the same for all maximum wait times above 1500ms the amount of
combined packets varies for maximum wait times below that. The most combined packets
can be achieved with a maximum wait time of only 500ms which almost matches the
duration of one full transmission period which is 480ms long for a 4 × 4 network. Figure
5.19a shows that also the distribution of the combined packets over the network varies
with the maximum wait times. Figure 5.20 shows the amount of combined packets for a
4× 4 network without duty cycling. Here the maximum amount of combined packets can
be achieved with a maximum wait time of 1500ms.
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Figure 5.21: Influence of the maximum wait time on the total amount of combined packets
and average delay for ONC in a 5 × 5 network with activated duty cycling

To check the influence of the network size on the optimal value for the maximum wait
time Figure 5.21 shows the total amount of combined packets sent out by the ONC module
and the average end-to-end delay for different maximum wait times in a 5×5 network with
activated duty cycling. Figure 5.21a shows that a maximum wait time of 1500ms leads to
the highest amount of combined packets. A maximum wait time of only 500ms achieves
the lowest amount of combined packets for a 5×5. Since the duration of one transmission
period for a 5 × 5 network is 750ms this shows that the maximum wait time of the ONC
module should be higher than the duration of one transmission period. Just like in a
4 × 4 network the average end-to-end delay stays the same above a certain value of the
maximum wait time, for a 5 × 5 the average delay does no longer change for a maximum
wait time of 2000ms. The duration of one active period of duty cycling for a 5×5 network
is 3000ms, this means that a maximum wait time that is above 2/3 of the duration of an
active period of duty cycling no longer changes the average end-to-end delay for a 5 × 5
network. For a 8×8 network the optimal maximum wait time increases again, the highest
amount of combined packets can be achieved with a maximum wait time of 3500ms.

5.4 Comparison of EHAR and ONC in a single data sink

network

While the NC coding implementation is specifically designed for the presented mesh net-
work layout, the implementations of EHAR and ONC are both also working in a network
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(b) EHAR - Stacked
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(c) EHAR - Sent packets per
type
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(d) ONC - Normal
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(e) ONC - Stacked

0 2 4 6 8 10 12 14 16 18
0

100

200

300

400

500

600

mote [i]

m
es

sa
ge

 ty
pe

[i]

 

 

Data Request
Routing Table
EHA Routing
Duty Cycling
Network Coding
Unused
External Init
Opportunistic NC
Packet Retransmit

(f) ONC - Sent packets per type

Figure 5.22: Total amount of packets sent, received and overheard per node with ONC
with activated duty cycling in a network with a single data sink

with a single data sink. To be able to compare the performance of the two networking
types in a single data sink network, the most right bottom receiver node acts as data sink
while all other nodes in the network periodically send data to this node. Figure 5.22 gives
an overview on the total amount of packets that were sent, received and overheard by each
node in the network for both networking types. With EHAR the amount of transmitted
EHAR packets is 3450. ONC is able to reduce the amount of EHAR packets to 3136 with
an additional 158 ONC packets and 29 packets for retransmitting. Similar to the results
for crossing data flows ONC is able to reduce the amount of packets but only by about 4%.
The amount of sent out EHAR packets is reduced by 9% with the use of ONC. Without
counting packets from the 5 data sources that can transmit their data packets directly to
the data sinks which do not allow the use of ONC the percentage of combined packets
increases to 4.5%. The optimum value for the maximum wait time for ONC is the same
for a network with a single data sink as it is for a mesh network. One little drawback is
there for the use of ONC though, because of the high amount of data flows not all packets
can be recovered correctly because the node no longer has the correct packet for restoring
in its overhearing queue. While some packets can be recovered after the retransmit of the
necessary packet, using ONC adds an error rate of about 1% for a 4 × 4 network.

Figure 5.23 shows the average end-to-end delay for EHAR and ONC in a 4×4 network
with a single data sink with activated duty cycling. While the difference in the end-to-
end delay for crossing data flows as it can be seen in Figure 5.4 was about 5000ms for a
network setup with only a single data sink the total average end-to-end for ONC is with
10000ms only 1000ms higher than with EHAR. For data sources that are within one hop
of the data sink the average end-to-end delay is even the same as with EHAR. This is
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Figure 5.23: Average delay between enqueuing a packet on a source node and the packet
arriving at its destination depending on the used networking type with activated duty
cycling in a network with a single data sink

because these packets are immediately forwarded to the send module by the ONC module
because they can not be combined with other packets.

To evaluate the possible performance of ONC in larger single data sink networks the
tests have also been made for 6×6 and 8×8 networks. For a 6×6 network EHAR transmits
13147 packets to forward all data to its destination while ONC is able to reduce the amount
of EHAR packets to 10999. The amount of ONC is 860 and the amount of sent retransmit
packets is 457. ONC is able to reduce the amount of EHAR packets by 16.5% and the
total amount of transmitted packets by 6.5%. But the percentage of successfully received
packets at their destination reduces by 3% with ONC. In a 8×8 network EHAR transmits
29038 packets while ONC is able to reduce the amount of EHAR packets to 23962 for
an additional 1955 ONC packets and 1193 retransmit packets. With ONC the amount
of EHAR packets is reduced by 17.5% while the total amount of transmitted packet is
reduces by 6.5%. Also for a 8 × 8 network the percentage of successfully received packets
reduces by 3% with ONC. Additionally it is to note that due to the increased amount
of needed packet transmissions coupled with the increased duration of a full transmission
period the networking framework is not able to successfully transmit all data packets to
their destination in networks with a single data sink for network sizes of 6 × 6 or larger.
In a 6 × 6 network only about 90% of the packets can be received successfully and in a
8 × 8 network even only 60% of the sent out data packets arrive at their destination.

5.5 Duty Cycling and Low Power Listening

The networking framework has implemented a duty cycling scheme that periodically turns
off the radio module to reduce the energy consumption of the nodes. Furthermore, the
framework uses the already existing implementation of B-MAC in TinyOS 2 to reduce
the power consumption of the radio module when it is active. This section presents
measurements to evaluate the power savings that can be achieved by the use of duty
cycling and LPL.
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Figure 5.24: Measurement of one listening process with LPL

With activated LPL the radio module only periodically wakes up to check if there is
a data transmission. Figure 5.24 shows the measurement of one listening process with
LPL. The measurement shows that the listening process has two power peaks, a shorter
and lower peak first and then 1.3ms later a second higher peak where the radio module
actually checks if there is currently a packet transmission going on. The full duration of
one listening process takes 3.1ms. The first peak is 0.5ms long and the consumed power
during this peak is 23mW . The second peak takes in total 1.3ms and has three different
power consumption levels. For the first 0.3ms the consumed power is 25mW , then the
power consumption raises to 55mW for the next 0.6ms before it decreases to 22mW again
for the last 0.4ms of the second peak. The average power consumption for the whole 3.1ms
is 18.48mW which leads to an energy cost of one listening process of 57.29µJ . Figure 5.24
also shows the power states that the processor is in during the different phases of the
listening process. Before the first peak, the processor is in save mode and then switches
to active for the first peak. Between the two peaks the processor goes into extended
standby and then for the second peak the processor goes into active mode again with a
short break inbetween where the mode changes to ADC NR. After the second peak the
processor returns back into save mode again.

Figure 5.25a shows the measurement of one full listening period for a LPL sleep interval
of 100ms. The actual time interval between two listening peaks is with a duration of
102ms slightly higher than the sleep interval. Between the two listening periods the
power consumption of the node comes only to 0.1mW . To be able compare the cost of
one listening period of LPL to the cost of listening for transmissions without LPL Figure
5.25b shows the power consumption of a sensor node without LPL for the same duration
as in Figure 5.25a. Here the power consumption is constantly at 43mW and every 9ms the
radio modules checks for incoming packets for 1ms which increases the power consumption
to 54mW . Furthermore, it can be seen that the processor only switches between active
and idle and never is able to switch into a lower mode. The average power consumption
during one listening period with LPL is 0.71mW which leads to an energy cost of 72.42µJ .
Without LPL the average power consumption in the same period of 102ms increases to
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Figure 5.25: Comparison of one LPL listening interval to the same time listening without
LPL

43.99mW which leads to an energy cost of 4.49mJ which is more than 60 times higher
than with LPL.

There are some additional costs for using LPL and duty cycling though which can be
seen in Figure 5.26. When LPL is activated and the radio module is turned on for the
first time the radio module stays active for the first 3925ms as can be seen in Figure 5.26a
before it can start to only periodically check for packet transmissions. This is additional
to the 1150ms that the node needs each time it is turned on after it was completely shut
down to start itself and all its modules. While the power consumption during the turn
on of the node is at only 25.17mW does it rise to 45.05mW while the radio module is
calibrated. This means that the energy cost of the first part is 28.95mJ and the energy
cost of the second part is 176.82mJ which leads to a total energy cost of 205.77mJ for
turning a node on.

Each time the duty cycling module turns on the radio module there is also an additional
cost involved. As can be seen in Figure 5.26b when the radio module is turned on the
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Figure 5.26: Initial costs for activating LPL and switching to active in the DC module

power consumption increases to 43.5mW for 30ms with a 1ms long peak of 52mW at the
end. The energy cost for this 30ms is 1.3mJ . The higher energy level before the duty
cycle is turned on is caused by a turned on LED on the measured sensor node which was
used to indicate the duty cycling state. The turn on cost for duty cycling means that duty
cycling only is beneficial if the power that is saved not having to periodically check for
packets is higher than the cost for switching on the radio module again.



Chapter 6

Conclusion

6.1 Summary

This thesis presented the design and implementation of a networking framework specifically
designed for energy harvesting powered WSNs. The implementation of the framework
consists of three networking algorithms that offer different solutions to the problems of
energy harvesting WSNs. Furthermore, the proposed networking framework uses duty
cycling and LPL to further reduce the power consumption of the nodes in the network.
While the presented framework is specifically designed for a mesh network with crossing
data flows most of the framework can be adapted to any type of network.

The three networking algorithms that are presented in this thesis and implemented
in the networking framework are energy harvesting aware routing, network coding and
opportunistic network coding. The presented NC algorithm is specifically designed for the
presented mesh network setup. While it offers the best performance in regards to number
of packet transmissions and delay, its performance decreases heavily if conditions of the
networking framework are changed. Just inverting the sending order of the used time
slotted sending already more than doubles the end-to-end delay in a 4x4 network. While
EHAR has the highest amount of necessary packet transmissions it offers good utility and
adaptability and does not suffer from changing parameters of the underlying network.
ONC which is operating on top of EHAR is able to keep the flexibility of the used routing
algorithm while trading an increased latency for a reduced amount of necessary packet
transmissions. While the decrease in transmissions is still far from the possibilities offered
by NC, the remaining flexibility proves it to very useful for many types of network setups.

But routing alone is not sufficient to reduce the power consumption of the nodes to op-
erate energy neutral. To further reduce the power consumption the networking framework
implements duty cycling alongside the already existing implementation of LPL. While
LPL already greatly reduces the power consumption of the radio module, additionally
duty cycling the radio module allows to further reduce the power consumption of the
radio module for low power sensing networks.
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6.2 Future Work

While the networking framework that is presented in this thesis is able to fulfill the re-
quirements of energy harvesting powered WSNs, there are still topics left that offer room
for improvement.

Energy Harvesting Aware Routing

The current implementation of EHAR only takes the energy level of the next hop into
consideration for determining the next hop of a packet. To optimize the data paths the
routing algorithm could be enhanced to chose next hops according to the energy levels of
the total path.

Even if low energy nodes have to transmit less data packets, they still suffer from the
energy cost of overhearing transmissions by their neighboring nodes. Thus the EHAR
algorithm could be enhanced to integrate the energy level of the neighboring nodes into
the probability of a possible next hop.

Network Coding

While NC offers great potential it is also very dependent on an optimized setup. Future
work on NC could implement a hybrid NC and routing algorithm that is able to detect
areas that allow the use of NC during runtime.

Opportunistic Network Coding

The proposed ONC algorithm is specifically designed for location-aware low power WSNs.
Future work on ONC could adapt the proposed algorithm for networks where location
information of the nodes is not available. For networks with higher amounts of data trans-
missions ONC could be extended to be able to combine more than two packets. While the
proposed algorithm also works in single data sink networks an optimized implementation
could increase the possible gains and reduce the increased error rate of ONC in single data
sink networks.

Duty Cycling

Currently the duty cycle of the network depends on the node with the worst energy
profile. Future work could implement a multi-level duty cycling that allows to increase
the performance for high power nodes while keeping the necessary overhead small.



Appendix A

List of Abbrevations

BIP Broadcast Incremental Power
CCA Clear Channel Assessment
CHESS Communication Using Hybrid Energy Storage System
CMMBCRConditional Max-Min Battery Capacity Routing
CTS Clear To Send
DCAR Distributed Coding-Aware Routing
EHAR Energy Harvesting Aware Routing
EHD Energy Harvesting Device
EWMA Exponentially Weighted Moving-Average
E-WME Energy-opportunistic Weighted Minimum Energy
GAF Geographic Adaptive Fidelity
HESS Hybrid Energy Storage System
IP Internet Protocol
LAPAR Location-Aided Power-Aware Routing
LNCS Location-aware Network Coding Security
LPL Low Power Listening
MAC Medium Access Control
MDR Minimum Drain Rate
MECN Minimum-Energy Communication Network
MiLAN Middleware Linking Applications and Networks
MIP Multicast Incremental Power
MSR Maximum Survivability Routing
NC Network Coding
OMFR Optimum Maxflow Routing
ONC Opportunistic Network Coding
PARO Power-Aware Routing Optimization
QoS Quality of Service
RATS Rate Adaptive Time Synchronization
RTS Ready To Send
SINA Sensor Information Network Architecture
SMECN Small Minimum-Energy Communication Network
WSN Wireless sensor network
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