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Abstract 

 

This master's thesis is about developing quality software for mobile devices. Smart phones 

and other devices are part of our daily life. Testing, based on the characteristics of mobile 

applications, is explained in this document. The importance of testing is beyond dispute, 

and agile software development methods are becoming more and more requested in an 

attempt to boost quality and productivity in this field. 

Testing and selected agile methods like Kanban and test-driven development are 

discussed in theory and also as to how they can be applied practically. This document tries 

to show whether they can help to write quality software or whether it is just hype that 

makes agile methods popular. The thesis will also consider how these techniques affect 

the progress of projects and how developers accept the techniques. In addition methods 

that try to evaluate quality in software during progress are discussed. 

In the course of a smart phone project at Graz University of Technology the following 

topics have been evaluated. The Kanban system has been adjusted to the needs of the 

project. The rules of the development process have been changed incrementally to find 

out what would happen. One of the crucial aims of this thesis is to answer the question of 

how developers can deal with problems concerning new technologies and agile methods. 
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1. Introduction 
The technological progress of computer science is constantly accelerating. Computers have become 

smaller and more powerful than they have ever been. The progress of technology has made it 

possible to shrink high-performance computers to the size of a trouser pocket. New techniques like 

GPS1, Bluetooth, Wireless LAN, camera functions along with a comprehensive display have 

improved the abilities of computers. 

This situation has set the foundations for a new challenge. A new market is growing and many 

companies want to be part of it. It is a place for creative ideas to be realised and a chance for start-

up companies to break into this new market. In the last few years, the number of mobile devices has 

been growing constantly. Smart phones2 and tablet computers in particular have become part of our 

daily life. They have the ability to almost replace a personal computer for many people. These 

changes are also driven by tough competition between companies. 

1.1. The challenge of writing mobile applications 

Modern operating systems provide an easy way to install, remove or distribute new software. This 

is one of the core features offered by modern systems. It can greatly reduce costs for companies that 

develop software for mobile devices. Administrative, shipping and advertising-costs can be held 

down, which allows even start-up companies to get into large markets. 

New tools and application programming interfaces3, often just called APIs, provide a fast and easy 

way for developers to implement new programs. This also makes it possible to easily use the 

functionality of new hardware techniques, which expands the potential of every small application. 

This situation allows companies to release mobile applications with high functionality at a high rate 

and also boosts markets to grow [AndDev10] [AndSystem10]. 

These huge markets induce a quickly accelerating development rate of mobile operating systems 

themselves. Furthermore, the functionality of the operating systems is growing and new versions 

                                                 
1 GPS – Global Positioning System is used to find a position on a map. 
2 A smart-phone has the functionality of a mobile-phone plus a touch-screen, a powerful hardware and installed 

software with high ability. 
3 An API provides an already implemented functionality to the developer. 
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are being released frequently. This fast growing brings also disadvantages. A device that runs an 

older version often does not have the power to run a newer version or it is not worth for the 

manufacturer to update it. Companies often prefer spending their time and money on new devices 

with improved hardware specifications (e.g.: New sensors or large screens with higher resolution). 

This results in fragmentation and makes it harder for developers to write software that easily works 

on all devices. Most releases are compatible with future versions, but when using the functionality 

of a newer version many old devices cannot run the application [AndPlat10]. 

An operating system that can be customized to the manufacturer's needs can bring disadvantages for 

the software engineer. Many smart phone producers change, for example, the user interface of the 

operating system. This can have a negative effect on an application that has been developed for the 

default interface (e.g.: The behaviour of buttons changes). Many devices on the market often show 

differences concerning hardware, like the size of the screen, battery life, and the power of the 

processing unit. The different sizes of screens can make a sophisticated user interface difficult to 

implement. Variations in hardware need to be taken into account when developing mobile 

applications [Devices10]. 

The market for mobile applications is a dynamic one and the future seems to be unclear. Many 

factors have an impact on the quality of software. The goal of this thesis is to show how to develop 

software for mobile systems with respect to quality and performance. Agile methods are designed to 

improve quality, but it will never be possible to eliminate all of the problems mentioned above. 

Describing all known agile methods would be beyond the scope of this document. This is why the 

focus will be put on a relatively new lean method named Kanban, which will be combined with test-

driven development. 

1.2. The properties of modern mobile devices  

Many devices with different operating systems have come on the market over the past few years. 

This thesis is mainly based on a modern operating system for mobile devices named Android4, 

developed by Google5. It is used for smart phones and tablet computers today. Google explicitly 

                                                 
4 Android on the web (March, 2011): http://www.android.com/ 
5 Google on the web (March, 2011): http://www.google.com/ 
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encourages hardware manufacturers to customize their Android devices with their own more or less 

complex user interfaces and software add-ons. This of course exacerbates the problems described in 

the previous section [Gizmodo10]. 

Modern mobile systems hardly differ from personal computer systems like Windows and Linux 

distributions. Android is even based on a Linux kernel6. Many famous libraries like Libc7, 

OpenGL|ES8 and SQLite9 are supported. Every application runs its own process within a virtual 

machine named Dalvik [AndSystem10]. 

There are two main supported ways to implement an application. The most convenient one is to 

implement in the Java programming language. This means writing object-oriented software. Java 

has a garbage collector10, so there is in theory no need for developers to take care of memory 

management. The user interface can be defined in either XML11 or in Java. The other main 

supported way to implement an application is to write native code. The supported languages are C 

and C++. When this second way was introduced it was intended for applications that would need 

more performance, since Java developed applications were slower at that time than native 

developed ones. An additional reason for introducing the support for developing native code was to 

import already written software. Drawbacks are code that is more difficult to maintain and the need 

to recompile code for each new central processing unit (CPU) coming to the market. Both ways of 

implementation can also be combined. At this point it is also interesting to mention that another 

technique named Html5 could become a considerable possibility for writing mobile applications 

[AndSystem10] [AndNDK10]. 

As we can see, hardware and operating systems are similar to personal computer systems, but there 

is a significant difference - a hardware limitation, which is due to the small size of the device and its 

mobility. There is no cable that supplies the device with permanent electricity, thus a battery is 

needed that also limits the power of hardware. Therefore one major factor is the limitation of 

                                                 
6 Kernel is an important main component of an operating system. 
7 Libc is a library that provides base functionality in C Programming Language. 
8 OpenGL|ES is an API that provides 2D and 3D functionality. 
9 SQLite is an engine for relational databases. 
10 Garbage-Collector: When allocating memory for data there is no need to free it afterwards. This is done 

automatically by the Garbage-Collector. 
11 XML is an Extensible Markup Language that provides data in a hierarchical structure.  
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resources, which results in a limitation of memory and CPU12 computing time. 

A limitation of resources has an impact on the life cycle of an application. There is little interest in 

taking care of a periodical start and stop of an application when developing software for a desktop 

computer, whereas on mobile applications this is a very important topic to take care of. The 

operating system may stop or even remove programs from memory when the system runs out of 

resources [AndDev10]. 

The graphical user interface is an important topic when developing software. When planning the 

interaction between the user and the mobile device it is important to be aware of the input methods 

and their properties. The screen is the main input device on mobile phones, which is usually small 

and can therefore make a user interaction difficult. Some of the devices have a hardware keyboard, 

but most mobile phones replace that functionality with a virtual keyboard that appears on the screen 

when necessary. 

1.3. Quality aspects in software engineering 

Quality of software can have several definitions depending on the point of view taken. A user of an 

application wants the software to fulfil his expectations. An engineer wants to have easily 

maintainable code when doing changes. All parties, when creating software, have their own 

expectations. Probably there is no way to fulfil all the needs of every person involved, but there are 

some topics that should, if considered correctly, improve the quality of the software. These topics 

are: reliability, security, time performance, space performance, portability, maintainability and 

usability [Spinellis06]. 

1.3.1. Reliability 

Reliability means to have software that provides functionality under pre-determined conditions and 

that keeps working as intended under unexpected incidents. The functionality, the conditions and 

likely influences are often defined either directly or indirectly by the requirements of an application, 

but due to software’s complexity not all factors can be considered. 

                                                 
12 CPU -Central Processing Unit 
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When a situation occurs that has not been considered during development a failure might occur. The 

actual source code that can cause a failure is called faulty. If the application is able to catch the 

failure, it might be able to function correctly. Otherwise the software state would turn into an error 

state. Such a state means to have no or lesser functionality provided at this time, depending on the 

software's behaviour. The way software is prepared to handle problems determines its reliability 

[Spinellis06] [IEEEGloss90]. 

Generally speaking, a problem that cannot be dealt with is called a bug and the reliability of 

software can easily be described with: “The more bugs software has, the less reliable it is”. The 

reliability of software can theoretically be calculated. The likelihood of a failure appearing during a 

program execution determines the reliability. The problem with this theory is that it is not feasible to 

calculate this likelihood. The complexity of a software is too great to predict any misbehaviour and 

the more functionality is provided the more complex it is [Spinellis06] [UniCarMel99]. 

A way to be sure that the software works as intended is testing. The high complexity of software 

makes testing hard. A way to increase reliability would be to keep the software in defined and tested 

states. Therefore it is necessary to discover potential sources that might have unpredictable 

influences on the running of a program. 

Unpredictable incidents might occur when using external features that are provided by the mobile 

phone and the operating system. The problem is that such features can have an unclear behaviour in 

particular situation, because there is often no detailed description. Furthermore, it is not clear what 

is tested to function correct and under which circumstances those tests were performed. 

Further known issues that can have unpredictable effects are the handling of input data as well as 

interactions carried out by the user. Since those influences can never be fully predicted, 

implementing and testing needs to be done keenly accurate when developing such features (Monkey 

testing13 refers to the way to test unpredictable input data). Interactive mobile applications have a 

lot of user interactions, which might be a potential source of failures [Spinellis06]. 

Generally speaking, external interfaces (GUI, system API, etc.) can have a crucial impact on 

reliability. 
                                                 

13 Monkey testing means to have no special intention for a test case, but create a random input to test. 



 

 

6 

1.3.2. Security 

Security in software engineering is about hacking and spying to get personal information. An 

important issue regarding security is that software that is under malicious attack should still be able 

to function as intended [McGraw04]. 

There are two different point of view relating to making an application secure. The first one is to 

consider security during the design phase. Design flaws and incorrect error handling are the main 

reasons that can lead to security leaks, because hackers might exploit such flaws to harm the 

software. A thought-out design would prevent the system from getting into an unprotected state 

[McGraw04]. 

Security requirements are necessary and they can only be defined when analysing what needs to be 

protected, from whom and for how long. Many known issues like buffer overflows, race condition, 

access controls and trust management can be part of the security requirements, depending on the 

functionality of software, the environment and the programming language. Buffer overflows are a 

major security topic when implementing in C, but not in Java [McGraw04]. 

The second point of view considering software security is to protect it by its environment while 

running. A technique called sandbox protects the software and the system from mutual influence. In 

the Java programming language, the application runs in a virtual machine that acts like a sandbox 

[McGraw04]. 

1.3.3. Space and Time performance 

Generally speaking, the time performance of software is based on the algorithm used. An algorithm 

can be written in many different ways, but lead to the same result. The significant difference lies in 

the time it takes to finish [Spinellis06]. 

Special attention has to be paid concerning time performance when using the services of the 

operating systems. They can, for example, perform a context switch14, which costs a significant 

                                                 
14 Context switch: It is a feature of multitasking machines. e.g.: The memory-state of a context (may be a process) is 

stored and a other one is loaded. 
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amount of time. Reading or writing to peripherals, like on memory cards, might also slow down the 

machine [Spinellis06]. 

As described in section 1.2, memory and power supply are limited on mobile devices. Memory 

management is influenced by the system, and the developer's influence is rather restricted. On 

Android it is recommended to be careful when creating new objects. It is advised to re-use old 

objects to save memory [AndPerf10]. 

A general rule for creating mobile applications is: Only do what it is necessary to do. When 

computing memory intensive media files such as images, videos or sound files one should prevent 

the system from running out of memory. In such cases analysing and developing with respect to 

space performance can help [Spinellis06] [AndPerf10]. 

1.3.4. Portability 

This topic is about writing software for more than one specialization of operating system and 

device. It should be possible to port software on other devices or other operating systems without 

many difficulties [Spinellis06]. 

Localizing the application to different countries and languages is also part of this topic. On modern 

mobile systems localisation is often supported by the system itself [AndDev10]. 

When the operating system supports native code, written in C or C++, source code can often be 

transferred without many difficulties. Applications that are written in languages like Java have the 

advantage of being executed in a virtual environment. When the virtual environment is provided by 

the other system it can be ported easily [Spinellis06] [AndPlat10]. 

1.3.5. Maintainability 

A software development process itself is a constant process of change. Software maintenance is a 

requirement from the beginning of any software development process until the release and in 

particular at a later time. Discovered faults or an extension of functionality are the main reasons that 

may require a change. Significant changes can even affect the whole architecture of a system 

[Spinellis06] [IEEEGloss90]. 
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Changes to software should be done easily without having a negative side effect, such as creating 

faults or breaking the rules of the given architectural design. So it is an important requirement for 

software maintenance that the application stays stable and maintainable after changes have been 

applied [Spinellis06]. 

To guarantee maintainability the whole system should be simple and consistent. The architectural 

design and the source code must be understandable and readable. This makes it easy to introduce 

new features, make changes and find bugs. Good documentation and test cases help to make 

successful alterations. Tests would fail if unwanted changes are done. 

1.3.6. Usability 

Usability is a very important topic in software engineering. An application might work correctly, but 

if a user cannot understand important parts of it the software can become useless. The quality of the 

usability of software is evaluated by its ease of use. How easily software can be used can be tested 

by usability tests. They evaluate the intuitiveness of a user interface and the time it takes a user to 

finish a task [MS00]. 

Especially on smart phones, testing the usability is important since the input device is limited. This 

topic lies outside the scope of this thesis but would be a very interesting topic by itself. 

2. Theoretical testing of software 
As history shows in many cases software testing should have been applied more accurately in order 

to save a lot of money, time and stress. Many examples that prove the importance of testing can be 

found on the web15. 

The traditional software development processes imply that bugs discovered late increase costs. 

Design faults, for example, might be discovered late, because the faults are often not obvious at the 

beginning, as not everything can be clear at that time. They often turn out to be faults later on when 

particular design problems occur (e.g.: Integrating new features is difficult due to software 

architectural reasons). Therefore a continuous analysis of requirements and testing is really 

                                                 
15 Famous bugs (March, 2011): http://www5.in.tum.de/~huckle/bugse.html  
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important. Furthermore from a modern point of view, testing has to be part of every software 

engineering process and has to take place from the beginning until the end. [AmmannOffutt08] 

[PezzeYoung08]. 

When testing software, its functionality is verified against its correctness. The system is put under 

different circumstances to find out if the situation is handled as expected. Therefore the situation 

and the desired result need to be defined beforehand [PezzeYoung08]. 

To gain a better understanding, the software of modern mobile applications can be imagined as a 

graph of nodes and edges. The state of the software determines the position (the node) in the graph. 

When for example software has just started, the state “start” would describe the actual position. The 

state itself has an influence on the software's continuative run. There are also external influences 

that affect the state and the path a program can take. In every step a program or its components can 

change into another state and therefore take another path [AmmannOffutt08]. 

External influences, such as user interactions or file inputs, have a crucial impact on the state of the 

software. In particular applications on smart phones are designed to have a high user interaction 

rate. They often trigger the software to execute a path (e.g.: When pressing a button while playing a 

game). 

All those aforementioned factors determine the run of an application and the path a program can 

take. External influences have to be considered carefully, because their occurrence is often 

unexpected (e.g.: A user touches the screen without particular reason). To ensure that such a 

complex structure works as it should, testing is required [AmmannOffutt08] [PezzeYoung08]. 

It is not possible to test the complete software in all its possible states, since that would even in 

small cases take millions of years. Testing is not a way to completely avoid faults. Testing cannot 

show the absence of failures, it is more a way to illustrate that particular functionalities work 

correctly. The functionality that is defined by the requirements of an application can for example be 

taken to create test cases. This is called functional testing [AmmannOffutt08] [PezzeYoung08]. 

There are different methods available that can help to satisfy the requirements of testing. Assessing 

which method is the best depends on the functionality and requirements given by an application 

[AmmannOffutt08] [PezzeYoung08]. 
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2.1. Testing methods 

Test cases can never guarantee a fully correct working program execution, as described in the 

section above, as it would be necessary to consider all states and steps a program can take and test 

them. When looking at software testing in a realistic way, the case of testing needs to be divided 

into different methods and criteria. Because it is infeasible to test the complete system, a method 

that fits to the particular situation needs to be applied [AmmannOffutt08]. 

Coverage criteria is a newer testing terminology than the testing methods described in this chapter. 

In this project there are many new topics like test-driven development and Kanban as well as the 

relatively new platform, Android. Exploring coverage criteria is outside the scope of this work, thus 

the older well-established terminology is used [AmmannOffutt08]. 

An explanation of coverage criteria can be found in: ”Introduction To Software Testing” written by 

Paul Ammann and Jeff Offutt. 

There are two kinds of testing methods that can help to satisfy the given requirements of testing. 

They differ in the way one looks at software. On the one hand the software can be seen as a closed 

system also called a black box. Tests that derive from this point of view are also called functional 

tests, since they test the working of defined functionality. On the other hand it is possible to test the 

software according to the inside of the box called the structure of software. It is also called white 

box testing. Within mobile applications a combination of both methods can bring benefits. This is 

discussed later more in detail [AmmannOffutt08] [PezzeYoung08]. 

2.1.1. Functional testing / Black box testing 

When applying black box testing the focus is on the input and the output data of software. Most 

input and output data should already be defined within the specification of an application. The 

ability with which the computer can compute the output is called functionality. This plays a crucial 

role in black box testing [PezzeYoung08]. 

To prove the correct functionality the resulting output has to be compared to the expected one. A 

variance in these two values would state a fault. A simple functional test might already show the 

partial correctness of a large part of the application, which can make testing very fast and simple. 
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However there is a crucial disadvantage in writing functional test cases. If a test case fails, it is very 

difficult to find the fault, since there is no detailed information about the particular faulty part of the 

source code [PezzeYoung08]. 

2.1.2. Structural testing / White box testing 

When applying structural (white box) testing the software is tested according to its structure. The 

application's specification itself is not directly considered within these test cases, like it would be 

when writing functional tests [PezzeYoung08]. 

Software consists of many different components like interfaces, classes, libraries and further 

constituent parts. Every part of the software has its own function within a system. When these 

components interact with each other, every part has to rely on the correct functionality of the other 

one. Structural tests verify if these parts and their interactions are working as intended 

[PezzeYoung08]. 

When implementing structural test cases a benefit is that faults can be found faster than in source 

code that is covered by functional tests. When a structural test case fails, the location of the fault 

can be determined, since the code covered by this particular test case is faulty or at least gives 

information on where to find the mistake. 

Generally speaking structural testing needs more work than functional testing, but brings the 

advantage of fast fault detection. 

2.2. Testing process levels in object‐oriented software 

In modern mobile systems object-oriented programming languages are usual. When testing object-

oriented software it is important to consider its paradigm. This paradigm includes aspects like 

polymorphism, encapsulation, abstraction and inheritance. Exception handling is not part of that 

paradigm, but seems to be getting more important. These aspects need special attention when 

writing test cases, because they can cause faults as a result of their complexity [PezzeYoung08] 

[AmmannOffutt08]. 
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Inheritance 

Inheritance allows a class to derive from another one, which means grouping objects that have 

something in common. This brings the benefit of implementing particular parts of code just once 

and also an advantage when designing architectural structure. The inherited class can also be 

extended by new functionality, or inherited methods can be overwritten. The behaviour of an 

inherited object can differ from the behaviour of the parent-class. Therefore it is important to 

consider writing new test cases and ensuring if the old test cases that were created for the parent-

class still satisfy the testing requirements [PezzeYoung08]. 

Polymorphism 

Polymorphism makes it possible to change the type of a variable at run-time. The type of variable 

can be changed into one that has the same root of a class in its hierarchical order of types (A 

technique that makes it possible to achieve such a hierarchical order is inheritance). Polymorphism 

means to have influence on the behaviour of a system at runtime. Therefore special attention is 

necessary when writing test cases [PezzeYoung08]. 

Abstraction 

Abstract classes cannot be tested directly, because there is no instance of a class that can be created. 

Nevertheless those classes define an interface to a component that might be used and should 

therefore be considered when writing tests. Furthermore all likely subclasses can be created and 

tested to examine the correctness of their behaviour [PezzeYoung08]. 

Exception handling 

In modern programming languages exception handling can be used to handle particular situations. It 

is not part of the object-oriented paradigm, as already mentioned, but it can have a crucial influence 

on the reliability of a system. When an exception is thrown up the handling of that special situation 

is responsible for the system's new state, so it can help to handle unexpected failures and to 

maintain a stable state. Furthermore, exception handling may play an important role concerning 

quality of code [PezzeYoung08]. 
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Encapsulation 

Encapsulation is important to keep a class or a component safe from unwanted influence on an 

object's state, thus not any method of a class can be accessed from the outside. Methods can be 

declared by different keywords that define the rules of accessibility. Some of them can only be 

accessed from the inside of a class and some of them from the inside as well as the outside. These 

rules and possibilities can vary in different programming languages (e.g.: Keywords like public, 

protected and private are usual in the Java programming languages). When writing test cases it is 

important not to break the rules of encapsulation. Changing such a keyword in order to write tests 

would break the rules.  

Object-oriented software is condition-based. Each object can turn into a state that is mainly 

influenced by its methods and parameters. The result of a method is also influenced by an object's 

state. Therefore a class should be tested as a unit, because the test result might depend on the 

object’s state. 

Testing such a unit would be the lowest level in testing object-oriented software. Testing the 

interaction of that class would be the next highest level, known as integration testing, followed by 

acceptance (system) testing, which is the highest level of testing object-oriented software 

[PezzeYoung08]. 

2.2.2. Intraclass testing / Unit testing 

As already described in the section above the smallest unit that should be tested in object-oriented 

software is a class or rather an instance of a class (also called an object) and its state. An object has 

to be seen as an inseparable entity that plays a particular role in a system and should therefore be 

tested as a unit [PezzeYoung08]. 

It is important to define the states an instance can turn into. A state chart could help to keep an 

overview of several states. In this case it is necessary to gain information about the possible states 

and the triggers that force an object to change from one state to another. According to that 

information intraclass tests can be written [PezzeYoung08]. 
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2.2.3. Interclass testing / Integration testing 

Integration testing can be much more complicated than testing a class' behaviour itself, since the 

software's structure gets bigger with every integrated class, this also has an influence on the 

complexity of a structure. So it is important to find a strategy that guides someone when integrating 

classes [PezzeYoung08]. 

A Bottom-up strategy might be the first step when starting to write interclass tests. In this case 

someone has to start integrating classes that have no dependencies and then move onto entities that 

have one. Hence, just a small group of classes can be considered at first. Step-by-step more classes 

need to be included afterwards. Abstracted or inherited classes are not important, but their 

implementations are. Modelling objects into a diagram, like a sequence diagram or a collaboration 

diagram16, helps to discover class interactions. A sequence diagram simply shows what should 

happen next in the software's run. A collaboration diagram describes, as it says, the collaboration 

between the classes [PezzeYoung08]. 

2.2.4. System testing / Acceptance testing 

System (acceptance) testing is the final testing phase in a software development process. In this 

phase the required specification is proved to be implemented. The aspects of quality in software 

may even be part of that testing period [PezzeYoung08] [IEEEGloss90]. 

2.3. Regression testing 

When a system is extended or maintained, it is tested again to ensure that no unwanted change has 

been created. New functionality has to be tested as well as the old one. When a bug is discovered 

and fixed, regression testing also involves the writing of a test case to prove the absence of the bug 

[IEEEGloss90]. 

In test-driven development, which is discussed later in detail, a regression test is written before 

fixing the code in order to ensure that the test case correctly covers the bug so that its later re-

appearance (due, e.g., to copy paste from older code) is not overseen. 
                                                 

16 More informations concerning sequence diagrams or collaboration diagrams can be found on web. 
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3. Agile software development 
Making quality software, which is maintainable, reliable and that has a predictable lead time are the 

goals of a modern software development team. Furthermore increasing social value and skills 

should also be part of this goal. Every development situation is different. It can differ in team size, 

team members, social value, skills, company hierarchy and structure as well as the type of software 

that needs to be created or maintained. It is difficult to define hard and fast rules that guarantee 

creating quality software in every situation. Agile software development methods can be applied to 

deal with all these issues. They are lean and agile and should therefore fit into almost every 

situation [Anderson10]. 

Agile methods are relatively new to most software companies, but are getting more important every 

day. Those methods help to implement software in a flexible way, which should lower 

administrative work and reduce dependencies. A dependency can be given when a piece of code is 

written by a developer in a less comprehensible way. When this developer leaves for whatever 

reason, there might be a lot of work to introduce another developer to the given code. Agile 

methods are applied to lower that risk. 

Many agile methods have been developed over the last years. The most famous ones are: Extreme 

programming (XP), Scrum, Kanban, test-driven development, feature-driven development and 

program-driven development [Devagile10]. 

When introducing an agile method in a company it is important to do this carefully with respect to 

the participating persons, because people might be afraid of changes. There are agile methods that 

have significant influence on a team's structure like Scrum and Kanban. A thought-through 

introduction helps to increase the acceptance of change [Anderson10]. 

For the project that will be described later in this thesis it is important to apply a method that helps 

to administer the development process and one that makes the source code highly maintainable. 

This document describes Kanban as an agile method in combination with test-driven development, 

since they promise to satisfy these requirements. They should help to achieve a high quality code 

[Anderson10] [Beck03]. 
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3.1. Agile tests as documentation 

Usually technical documentation is a textual description but it can also be done by writing test 

cases. There are many advantages of having tests as documentation compared to a textual one. 

A lot of written text would be necessary to describe functionality in detail. A developer would need 

to spend a lot of time to understand the source code's intent. Test cases can define in detail what 

source code is intended to do and engineers might even better understand a test case than a written 

passage. 

It is a lot of work to write test cases and to keep them up to date as well as writing a textual 

description, but when testing is applied the documentation would already have been done. When the 

software is modified and the tests are adjusted to satisfy the testing requirements, the documentation 

is automatically kept up to date and there is no extra work. In contrast, traditional textual 

documentation is often neglected because other activities like adding additional functionality are 

accorded higher priority by engineers, the reason of often being either bad planning or individual 

preferences of the engineers – many technically oriented people simply like coding more than 

writing documentation they feel is redundant and thus a waste of time. 

An additional advantage is that tests prevent the source code from unwanted modifications, since 

test cases would fail if there was a change that is in conflict with the specification. In a textual 

description it might be overlooked. So tests as documentation allow automated protection from 

unwanted changes. 

Nevertheless when using this method a high test coverage that is continuously kept up to date is 

really important, otherwise there would be no detailed documentation. 

3.2. Test‐driven development 

Test-driven development means writing a test before implementing the actual source code. This is 

applied to every piece of code. Test-driven development has the following advantages:  

• What should be done is written down in keywords or short sentences. Then a test is written 

that checks one of those issues. The test case defines what to do. This might help to keep the 

focus on the actual task and therefore should help to implement a simple encapsulating 



 

 

17 

design. 

• The test cases illustrate the already implemented functionality. So it is not necessary to keep 

a detailed overview in mind about what has already been done and what remains. 

• Achieving high test coverage is a main advantage of applying test-driven development. 

When test-driven development is not applied the test cases might be written after the 

functionality is implemented. Then there is little interest in obtaining high code coverage, 

since there is often little time left. This situation constrains companies to write a satisfying 

number of test cases. So test-driven development makes testing a constant part of the whole 

software development process. 

• In a minimal but effective way the documentation is already completed by writing test cases 

as described in a previous section.  

• High testing code coverage offers protection when changing source code. If it is necessary 

to alter a given source code that has high code coverage the developer feels safe when 

performing changes. If a mistake is made, test cases would show it. So the loss of already 

implemented functionality is prevented. 

[Beck03]  

The following instructions demonstrate the basic test-driven development cycle:  

1. Choose a task and analyse the situation. When everything is clear define a goal. 

2. Take that goal and split it into tasks. Write them down as keywords or short sentences. 

3. Write a test that proves one of the issues and therefore defines what to do. This test should 

fail, since there is still no code of functionality that fulfils this test. Do not create too many 

tests before writing the actual code otherwise a long period of failing tests would follow, 

which might lower the developer's motivation. Some tests might also not be relevant 

anymore due to decisions taken while writing the code corresponding to the tests. 

4. In the next step the actual code is written until the test runs green. All of the other older tests 

should pass too. New issues can arise during development. Add them to the list of issues, 
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except if they are absolutely necessary to be implemented immediately. 

5. Refactor the source code. Within this step remove unnecessary lines, comments and 

duplications of code and adjust given names when they are misleading. This step increases 

the readability. 

6. Go back to step (3) and go on until the task is done. 

[Beck03] 

There are no strict rules on how big the steps of writing test cases and code are. The amount of 

work that is done within one circle should depend on how certain a developer feels within the 

particular requirement. Taking small steps is recommended when refactoring unfamiliar source code 

or developing in a field one has no experience in [Beck03]. 

Implementing new features or maintaining the actual source code is the software developer's daily 

business. Adding new functionality often requires maintenance as well. In both cases, the cycle 

described above should be applied. Even when writing regression tests one should act like this 

[Beck03].  

Further information can be found in the book “Test-Driven Development” by Kent Beck. Examples 

are described as well as several patterns that help to apply test-driven development in particular 

situations. 

3.3. Kanban 

Kanban, created in Asia and applied in process administration (e.g.: In car manufacturers), is 

adopted into information technology as an agile software development method. Kanban in IT is 

used to keep an overview of the progress of a project and should make bottlenecks and other kind of 

problems visible. Furthermore Kanban should make it possible to easily estimate lead-times and to 

prevent unexpected delays. 

A board is used to keep an overview of the project's tasks. Each ticket on the board symbolizes a 

task, and its position shows its progress. The board consists of several lanes that define a particular 

phase in a task's progress. When a ticket finishes a phase it is moved into the next lane until it is 
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finished. Usually an amount of tickets is created that can be processed in a particular period of time. 

This should help to stay agile and to keep the actual work in mind. At least there are no rules on 

how big a period of time should be. 

Fig. 1 describes a simple Kanban board. 

 

Kanban can best be described by its attributes, which are the following: 

The pull‐system 

One of the principles of Kanban is the pull-system. Mental pressure on a developer is decreased by 

enabling him to pull a new task when the assigned one is finished. Too much pressure on a 

developer might lead to a sloppily finished task, which can include mistakes and low quality code. 

Such problems need further work, since it is the goal to achieve high reliability and highly 

maintainable code. Furthermore, this can lead to faults that will appear later in progress, because 

this part of code can be a basis for another task that might be affected. Hence, the task is not 

finished because there is still work to do. This principle of Kanban is supported by the board, while 

a ticket can only be moved (or pulled) forward if there is space in the next lane [Anderson10]. 

Fig. 1: Kanban board description 
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The work in progress limitation 

A team has a limit to the capacity of work that can be done at any one time. Work in progress is 

limited in order to prevent exceeding this capacity. The limitation depends on the team size and the 

tasks that are performed. Usually the limitation of tasks equals the number of entities in a team. An 

entity can be a single developer or more (e.g.: In pair programming an entity would consist of two 

developers). The number of entities should be increased by a small buffer. This buffer is important 

to ensure progress when some tasks are stuck. The buffer allows tasks to be kept in a particular lane 

for a while. There might be several reasons for having blocking tasks like waiting for a specialist 

who is familiar with a particular problem [Anderson10]. 

The work in progress limit is not a static number. It needs to be adjusted during progress according 

to the current circumstances. When the next task needs to be scheduled, the team has to discuss that 

decision since the number of actual executed tickets is limited. The discussion forces a better 

understanding of the overall situation. Every developer is kept up to date, which results in better 

productivity and lead time [Anderson10]. 

In Fig. 1 the limit is shown beneath the name of a lane. It is important to limit lanes in which 

bottlenecks are likely. The subsequent lanes can be limited but it is not necessary, because the 

limitation in the previous lane influences all of the subsequent ones. As is shown in Fig. 1 the 

development lane is the most likely bottleneck lane in this particular case [Anderson10]. 

In the backlog lane the number of tickets should be restricted as well. Usually the number of tickets 

equals the number of tasks that can be done in a period of time. This number is often not certain at 

the beginning, but should become clear after a while [Anderson10]. 

Visualizing the work flow 

One of the major goals in Kanban is to visualize the work in progress. A Kanban board is used to 

give an overview, as shown in Fig. 1. Such a board is arranged into different lanes. Usually there is 

a backlog lane, a selected lane, a develop lane and some kind of deploy lane or review lane. In the 

backlog lane are some tasks that are expected to be finished in a period of time. In the selected lane 

are the tasks that should be done next. The develop lane shows the active development jobs and the 
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deploy lane shows the tasks that need to be reviewed and integrated. How to build up a Kanban 

board depends on the particular situation. There are no strict rules as to how the lanes should be 

named or how many of them are necessary [Anderson10]. 

It is important to split some lanes apart. A ticket is moved into the first sub lane. After finishing the 

task the ticket is moved into the second part. Now the ticket is ready for the next step and can be 

pulled into the subsequent lane, which is important to ensure the pull-system principle. The lanes at 

the beginning and at the end can also be sub divided, as desired [Anderson10]. 

A piece of paper, called a ticket, is pinned on the board in order to show the progress of a task. The 

Kanban board technique can simply give an overview of work and progress, but it is not intended 

for a team that is distributed over several places. In this case a software solution can be used to 

visualize the progress. This can either be used alone or combined with a real board in a physical 

location. Someone would need to keep the real board up to date [Anderson10]. 

Tickets 

A ticket describes a task like a requirement or a bug that should be fixed. There is no special rule for 

the content of a ticket. It makes sense to assign an incremental number to each ticket, because 

following a task is then easier. Writing down information like the assigned developer and the 

amount of work can help administrate work. The value of priority on a ticket can help to determine 

the task that should be started next. 

The prioritization 

The tasks are ranked according their current priority, which means that the system makes it possible 

to start a task immediately after it has been added. A discussion of the importance of particular 

tickets is necessary to evaluate the priority of tasks, which ensures a clear direction in a project's 

progress. Tickets that are not processed within a period should be deleted and not considered in the 

next period, because they would only reduce the agility. If they become important later in the 

process they can be re-defined under the new situation [Anderson10]. 

The number of tasks that should be assigned to a period depends on the project's circumstances. It 
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cannot be defined by a static number, but has to be part of an empirical process [Anderson10]. 

The Kaizen culture 

A lean and agile method like Kanban needs to have a special atmosphere in a team to ensure 

success. Kaizen means continuous improvement in quality. A Kaizen culture has a high social value. 

Everyone regardless of position in the hierarchy feels free to make changes. They help each other 

and try to improve quality. Developing a Kaizen culture should be aimed for when trying to use 

Kanban successfully [Anderson10]. 

4. Practical application 
The main goal in practical application is to reach a high level of quality. One important challenge is 

to uncover quality faults during the development of an application. The applied agile development 

methods will be adjusted according to the problems found. Test-driven development, tests as 

documentation and Kanban are applied within the project to reach the aspired goal. These methods 

will get evaluated in order to find out if they have an influence on the quality of software and how 

they can be applied successfully. 

In this chapter, the initial situation is analysed, since it has a crucial impact on the methods applied. 

During the application the project's progress is monitored and problems are discovered. At the end 

of this chapter, the discovered facts are analysed and explained. 

The application 

The project named 'Catroid' is intended for children to get a first experience in software 

development. It is a graphical programming language that allows building small interactive games 

on mobile devices. The project is kept open source. Details about the project as well as the 

application’s install file (.apk) can be found on the web17 for download. 

                                                 
17 Catroid project page on (March, 2011): http://code.google.com/p/catroid/ 
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The requirement of quality 

The main focused quality aspects will be maintainability, reliability and performance. 

Maintainability is probably one of the major goals an open source project should have, since many 

different kinds of people all over the world should be able to work on the code without the 

possibility for face to face communication. 

Reliability and performance is crucial to make the software acceptable to the public, otherwise there 

would be no interest in using the software in a serious way. 

Portability is a desired feature, but is not intended to be a main goal in this project. 

So far it is intended to use the Java programming language, which ensures a basic level of security. 

The project does not need any further security measures, while there is no interest in making it 

acutely safe. 

The usability topic would be of course one of the major ones, but it is not considered within this 

document which concentrates on the agile software development process and leaves out all usability 

techniques applied in software development processes. 

4.2. The initial situation 

The actual situation has to be analysed, because it has a crucial impact on the result of this thesis. 

The team, especially its motivation and skills, as well as the time they can spend are essential values 

that influence the project's result. Being confronted with new methods and technologies should be 

considered when evaluating the output. Those topics are analysed within the next sections. 

4.2.1. The team 

The planning and programming is performed by students from Graz University of Technology. 

Guidance and support is done by the Institute of Software Technology. The work by the students is 

not paid but credited for university lectures like the bachelor or Master’s theses.  Hence, money as a 

standard motivation factor does not play a role. The major driving factors are one’s interest in 

mobile application development for the children of the world using agile methods in an open source 
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free software development project. 

The team is very dynamic, since there are no special rules as to when to work or where. A room is 

provided in which the developers have the possibility to work, meet and discuss issues. It is also the 

place in which the Kanban board is managed. 

During the project students will quit (after finishing their work) and new ones will start. Hence, 

knowledge acquisition can be difficult. It is likely that most of them have no or little skills in mobile 

application development and Kanban, because those topics are fairly new. 

The biggest challenge concerning the team is to keep up the motivation in order to make them 

accessible for agile methods and its rules. Otherwise it would be difficult to apply the techniques 

successfully and therefore achieve high quality software. Furthermore, the evaluation of the agile 

methods could fail. 

4.2.2. The technical environment 

A short illustration concerning testing and the technical environment of mobile applications are 

given in this section. It is necessary to successfully use the features provided and understand its 

techniques. Furthermore, in this chapter I discuss how source code of an Android application should 

be handled to write useful test cases. Some software sections will turn out to be easier to test than 

others. As a result some kind of classifying source code is necessary. Therefore it is important to 

consider testing as well as the particular technical environment when planning the application's 

architectural design. 

Testing a mobile application's source code 

When testing, the source code of an Android application can be classified into two kinds. One kind 

that has a low Android specific source code quota can be determined by its minor use of Android 

APIs. In this case testing is done as is usual in Java applications. Particular problems that need 

special attention have already been described in the chapter about testing. 

The other kind is determined by a high quota of Android specific source code. This code provides 

functionality that allows an easy handling of GUI interactions and communications to the mobile 
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phone's hardware elements and other features. 

When testing Android specific source code two major difficulties need special attention: 

• The tight integration with one’s own source code 

• The variation in  result when using Android features on different devices 

The tight integration with one’s own source code�

Many Android features, especially GUI functionalities, are tight integrated into one’s own source 

code, which limits the possibility of testing. 

In Fig. 2 above an adapter class provided by the system is shown. This feature manages to show 

Fig. 2: Shows the tight integration of one’s own code into the system code. 
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particular view elements in a parent-view18. The developer has little work to do to make it run. This 

makes software developing fast, but it is also a loss of control which is demonstrated by the 

following example: 

On every change of content the view elements have to be refreshed to show the actual data. A 

memory reference to an element object of a parent-view can get lost in a refreshing action, as was 

found out during this work within the current Android version (Android version 2.2; March, 2011). 

The Android system changes views and its memory references because of its memory management 

system. Testing particular objects of a parent-view can be difficult when Android changes the 

object's reference at arbitrary points of time. 

Testing an adapter class' functionality within structural tests is almost impossible, because there is, 

within a standard situation19, no access to its source code. Therefore the testing possibilities are 

limited. Writing functional tests, that cover the code from the beginning of a user action until the 

result is shown, are a working solution. The adapter class is one of many examples that illustrate the 

importance of functional testing in Android. 

The input data/method that is necessary to start a GUI based functional test has to be a virtual 

screen action (e.g.: A touch) that triggers the software to execute a particular function. The Android 

platform provides functionality to do so, but it is still not technically mature. 

There is another possibility to simulate user interactions by a tool named Robotium20. It is based on 

the provided functionality of Android but is far more sophisticated. 

A functional test in Robotium means that a simulated action induces a result to be displayed that can 

be compared to an expected one. All the functionality that is necessary to perform the expected 

output is part of this test. 

The following Fig. 3 illustrates a Robotium test. 

                                                 
18 A parent-view provides several elements a place to be shown on the screen in a particular form (e.g.: list-, grid-view 

elements). 
19 The source code is kept open source, which could make access possible. 
20 Robotium located at (March, 2011) http://code.google.com/p/robotium/  



 

 

27 

 

Using Robotium it is possible to click, search, touch and apply many more actions on every kind of 

view, which gives the developer many possibilities to write functional tests for GUI and other 

Android platform features. 

The variation in results when using Android features on different devices 

The second Android specific difficulty when testing is the varying results when communicating 

with particular hardware or even when using particular GUI elements (e.g.: HTC sense defines its 

own attributes of views, like the minimum size for the Edit text-view element, as has been 

discovered within this project). 

The fact that manufacturer of mobile phones can alter the operating system to their individual 

needs, can lead to different results when using particular features. A problem that was found in this 

work is that some hardware elements behave in different ways, like when trying to control the 

Fig. 3: Example of using Robotium. 
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brightness of the screen as the example in Fig. 4 shows. 

Fig. 4 shows a simple Android Application that should toggle light from a low lighted screen to a 

higher lighted one: 

In Fig. 4 (nkNightClock application can be found on the web21) the result of setting the screen 

brightness varies on different devices within the same values. There are devices that already lighten 

                                                 
21 NkNightClock on Android Market (March, 2011): https://market.android.com/details?id=at.nk.nightClock  

Fig. 4: An example of a varying hardware result. The application (.apk) file 

can be downloaded on the web [AndMarket11]. 
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the screen and others that may stay dark at the same value [AndMarket11]. Such variations 

constrain a developer when writing automated tests because functionality has to be proved manually 

to ensure correct working. 

Hardware features like flashing a LED light or starting the mobile phone's vibration function may 

also vary in result and have therefore to be tested manually. 

4.3. Sampling and monitoring phase 

Since no special Kanban experience had been developed previously to the project, the project 

started with a simple Kanban board. The board layout was adjusted continuously to adapt it to our 

situation. 

4.3.1. Introducing Kanban and its process of development 

Issues that need to be considered from the beginning are the number of developers that are assigned 

to the project and the development time they can spend, since one can state that these factors do 

have an impact on the work in progress and the limitations that should be determined for the lanes 

of the board. 

Another crucial factor influencing the Kanban board will be the quality of code. Its value will be 

evaluated during the whole project. Gaining this information and adjusting the Kanban board is 

going to be the biggest challenge within this work. The aim is to discover quality faults by talking 

to the developers, by reviewing source code and by giving an overview of the project's progress. 

The analysing of Mercurial entries will be an important method to monitor the progress. The most 

noticeable problems are considered when adjusting the Kanban board. The effectiveness of the 

adjustment will be evaluated. Depending on the result these changes will be kept or rejected. Too 

many changes at once are to be avoided, because they could distort the result and it would not be 

clear which particular change led to the actual situation. 

4.3.2. Adjustment on 2010‐07‐07 

Start of the Kanban process in the Catroid project. The developers follow the rules given by the 
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Kanban board. They are advised to focus on quality and trying to develop within the principles of 

test-driven development. 

A simple Kanban board is used as shown in Fig. 5. 

4.3.3. Adjustment on 2010‐09‐16 

The most noticeable problems in the last period were a less maintainable and a hard extendable 

source code. Many failures at the end of the period reduced the reliability. A screen shot of a 

Mercurial page shown in Fig. 6 demonstrates that evaluation. 

Fig. 5: Picture of the Kanban board from the period starting on 2010-07-08 
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As we can see in Fig. 6, it would take a lot of time to change that particular code. Hard-coded 

strings are distributed all over the parser-class. The instance of this class is obviously intended to 

parse an XML-based file. When the structure of that XML file needs to be altered, regardless of 

whether changing functionality or correcting a mistake, it could be necessary to change many of 

these hard-coded strings all over the parser-class. 

Mistakes can easily happen when changing such a piece of code. When, for example, changing an 

XML tag like the id-tag, it is necessary to change it at every single place within this class. When 

Fig. 6: Fixed problems that can make maintenance difficult. 
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this piece of code is not covered by test cases, a fault might be created, which would lead to further 

problems. 

When parsing XML data many different tags and values can be combined in a varying order. This 

makes it almost impossible to test every likely input. As already mentioned in the chapter on quality 

aspects, source code that handles input data has a high fault potential, therefore this part of code 

should necessarily fulfil the quality aspects concerning testing and maintainability to prevent likely 

failures. 

As we can see in Fig. 7 names of objects are misleading. This is a high potential source for creating 

new bugs. 

At the end of 'release2' (Mercurial tag in Fig. 8) a big refactoring period was necessary to 

restructure the application's architecture. The Mercurial comments shown in Fig. 8 give an 

overview of that period. Words like refactoring and bug fix are common. 

Fig. 7: Snapshot of Mercurial, changed misleading text. 
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The big re-structuring at the end of the period indicates that the software's structure has been 

considered too little. When it is obvious that implementing new functionality would require many 

changes to the given source code, one should consider a refactoring and a change of architectural 

structure earlier. Otherwise problems and difficulties to integrate new functionality would increase. 

Fig. 8: Mercurial snapshot that shows how long the necessary refactoring session took. 
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The unavoidable refactoring work would only be delayed. 

Changes for the period starting on 2010‐09‐16 

The developer needs to analyse the task more carefully and plan them to fit into the system. At first 

it is important to understand the given code that the new task should be based on. When the 

developer does not know or understand the software's architecture he can easily lose the overview, 

and design faults are likely. Furthermore he has to decide if refactoring the source code is necessary. 

The focus has to be kept on testing and in achieving high code coverage. 

When the given source code is tested and understandable the task should be analysed carefully, 

because a well explored situation may help to find meaningful names and descriptions. To give 

special focus to this topic a new column named “Analysis” is introduced in the Kanban board. This 

should encourage the developers to take this analysis part more seriously. 

The deploy lane description is extended with “Test” and “Code review”. This adjustment should 

remind the developer to integrate only tested source code and that another developer should be 

asked to review the code. This should force communication between developers and keep them up 

to date. 

Bugs make it difficult to evaluate the actual work in progress and the put-through rate. Special bug 

tickets on the Kanban board should make a slow progress obvious. They will differ in colour. Many 

bug tickets on the board indicates that something is going wrong and that there is no or hardly any 

progress. 

The new Kanban board is shown in Fig. 9. 
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4.3.4. Adjustment on 2010‐10‐04 

The most noticeable problems are similar to those in the last period. The last changes seem to have 

made no obvious difference. More bugs and many problems need special attention as shown in Fig. 

10. 

Fig. 9: Picture of the Kanban board from the period starting on 2010-09-16 
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At the end of the period there are too many problems that need the developer's attention. These 

problems should have been solved before or during development and not kept until the end. 

The put-through rate is hard to evaluate and the application's functionality seems to be stuck, which 

can be shown by Mercurial entries. 

The feedback of some developers points out interesting information concerning the given problems. 

Some of them were talking about design faults that make it hard to extend functionality. This can 

even be proved by the Mercurial entries. Some of them struggle with the platform and the testing 

possibilities. This might be the reason for the absence of test cases. 

Tickets were observed to jump between the lanes. This can mean that the “analyse lane” and the 

Fig. 10: Mercurial screen shot that illustrates the number of problems in this 

period. 
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“deploy lane” are being ignored, but more likely indicate that the Kanban board in this form is not 

an effective representation of the actual development process. There could also simply be a problem 

of understanding the meaning of those lanes. There might even be a problem with the structure of 

the Kanban board. When a task cannot be finished for some reason, where to put the ticket would be 

the question. This might be the reason for finishing a ticket (move it in the done section of the last 

lane) without actually finishing the task. 

Changes for the period starting on 2010‐10‐04 

The next consequential step to prevent bugs is writing test cases. When the developers try to define 

test cases before starting with the actual programming of the task, they have to concern themselves 

with the difficulties of testing on Android without being distracted by developing functionality. So 

the “Analyse” lane is re-named into “Test First”, which should increase the number of test cases and 

should decrease the number of faults. To be able to write test cases it is necessary to analyse and 

design the software, therefore this new lane requires code analysis. An obvious problem with this 

approach is that in test driven development, the tasks of writing tests and writing normal code are 

constantly alternated within one pairing session, so a consequent use of both the test-first and the 

development lanes would mean that one has to move cards frequently back and forth between these 

lanes. 

The team is constantly growing. A new subproject has been started. Therefore the board is 

horizontally split into two parts. The second part should give space for the new subproject that 

needs to be visualized separately. Developers should have the possibility to perform tasks on both 

project parts to spread know how. 

The new Kanban board is shown in Fig. 11. 
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4.3.5. Adjustment on 2010‐11‐26 

The most noticeable problems are still many bugs, which is shown by the collected bug tickets and 

by the entries commented in Mercurial. This means that there is still low reliability [CatMerc10]. 

One could wonder whether this number would be higher or lower when using a different 

development process given the other circumstances of the project, such as fairly complex 

requirements, a large number of developers with limited previous skills in the domain and 

employed technology that work only part time and also at different times. 

The number of bug tickets is increasing constantly. It seems that the more the application's 

functionality grows the more the number of faults increases, which also was to be expected and is 

normal for a project of this scope. Functionality that was once working correctly does not work 

anymore, since bug descriptions have appeared that have already been solved before. All this 

obviously leads to a lower put through rate. 

Some of the experienced developers call for a prolonged refactoring period to clean up the code and 

build a new basis for the next extensions of the project. 

Fig. 11: Picture of the Kanban board from the period starting at 2010-10-04 
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Changes for the period starting on 2010‐11‐26 

Introducing more communication and control is the step that will be applied next. The experienced 

developers know about the software's architecture, since they built it. They gained skills in writing 

tests on this platform. Therefore they will get the responsibility to control integrations of software 

features and adjustments in a pair-session with the developer who is assigned to that task. They will 

also provide time slots in a week to support the less experienced developers in becoming an 

advanced one. These members are called core-members. 

The Kanban board is reduced to a minimum. Now there is just a backlog lane, a development lane 

and a done lane. There is no ticket limitation anymore, since a developer can only be assigned to 

one ticket. There is no way to stop or finish that task without having a discussion with one of the 

core-members. 

The new Kanban board is shown in Fig. 12. 

 

4.4. Monitoring summary 

On the whole the team seemed to be a little overextended, which resulted in neglecting their duty to 

Fig. 12: Picture of the Kanban board from the period starting on 2010-11-26 
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achieve high testing code coverage. They have seemed to be more concerned with the new 

technology - the mobile platform. 

A desired development progress 

The following diagram in Fig. 13 shows an example of a development process path that is possible 

if the focus is constantly kept on quality. 

 

 

As we can see in Fig. 13, we have got an example path of a development progress that shows the 

software's quality at a given point. No project can be expected to run the ideal path. There are many 

Fig. 13: Software development period. Can either start from scratch or be 

based on given code. 
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factors like a new platform, new techniques or an unclear goal that are daily life in this business and 

additionally the value of quality is subjective. This example path simply demonstrates how a 

development process could go when keeping the focus on quality. This can even mean, accepting an 

extension to development time when necessary to keep the code at a high level of quality. 

An expansion of development time can be positive in so far as it is used to clean up code. 

Furthermore it seems to be normal since no source code will ever be a hundred percent perfect. 

Such an effect can for example happen when a developer encounters low quality code and refactors 

it. The time it takes to finish the actual task increases by an additional analysing and refactoring 

period. Potential faults can therefore be avoided and new functionality can be based on checked 

code. The project's lead time can still be estimated in a realistic way, since it should not be 

influenced by undiscovered faults, at least by no serious ones. 

 The black path in Fig. 13 demonstrated such a possible situation. The little curves the path takes, 

illustrate a short expansion of development time. It slows down the progress of functionality but 

keeps the project near the ideal path of quality. In such cases, encountering lower quality code has a 

short-term effect, if a refactoring is performed. 

The development progress mainly detected between 2010‐09‐16 and 2010‐11‐26 

Fig. 14 demonstrates an abstracted path of quality similar to the observed one, compared with a 

desired example path. 
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What obviously happened is shown by the red path in Fig. 14. New functionality is based on lower 

quality code. This situation could have resulted for the following reasons: 

A developer encounters low quality code with non-satisfying test cases and no refactoring is 

performed. The source code is not even analysed accurately or verified for correctness. In this 

situation, there might be software faults that will lead to failures. The developer tries to implement 

the new task on the current low quality version and thus undiscovered faults can be dragged through 

the project and further problems are likely.  

When this is done again and again the situation can dramatically worsen. Even small changes can 

now harm the software. Much functionality may have to be re-implemented and major refactoring 

periods need to be performed. A developer might be demotivated and stop feeling responsible, 

Fig. 14: The red path shows what can happen when relying on lower quality 

code and going on with that quality basis. 
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which could result in a vicious circle. 

Ignoring low quality code can have a long-term effect on the software development process. The 

remaining amount of work can hardly be estimated anymore. Furthermore, it can be difficult to find 

out what functionality works correctly. 

Indications for an expanding development time 

When starting a task several paths can be taken which will have a different effect on the project’s 

progress. Each of the chosen paths can have a different influence on the quality of software as has 

been illustrated before. Two situations can be an indication for a long- and short-term effect. A 

closer look would be needed to classify the situation. 

• The developer talks about problems during a stand-up or a private meeting. In this case, the 

developer gives concrete information about problems he is concerned with. 

• The note of a repository commit (e.g., Mercurial) can give information about the particular 

situation. Keywords like “refactoring”, “bug fixing” or “problems” give crucial information, 

but even “start task X” or “finish task X” are helpful in analysing the situation. 

There are different signs that can indicate positive short-term effects when monitoring progress and 

help to understand the actual situation. One of them is the following: 

• A Kanban ticket becomes stuck in a lane. The developer might struggle with quality 

problems. This can only be determined by having a closer look. The Kanban system 

provides an easy possibility to follow the project's progress by limiting tasks in progress. 

A negative long-term effect on the software development process can be the result when low quality 

code is ignored. The following facts can be indications for a long-term effect: 

• An increasing number of bugs. 

• A decreasing put through rate. This happens when many tickets are stuck. Many appearing 

failures might decrease the put through rate, since no new task can be started when bugs 

need attention. 
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All those indications might also have other reasons for occurring, so a review is necessary. 

4.5. A simple way to discover quality faults 

Monitoring the progress of development can be the first step for discovering problems without 

having any code review. An unexpected development time may be an indication of having low 

quality code. In the section above (Summary) there was a positive short-term effect and a negative 

long-term effect mentioned. Observing these effects could help to discover quality faults during the 

development process and the project would still stay lean and agile. 

Note that this method alone would not replace a detailed software evaluation but can be used in 

addition to the indications found and mentioned above to alert developers when the software’s 

quality path drifts too far from the desired value. 

Influence on task‐finish times 

Many factors play an important role when determining how long it takes a developer to finish a 

task. Simple crucial factors are the power and the motivation of a person at a particular 

development time. In this case a developer is characterised by his awareness of quality and 

experience of using a particular platform. These values seem to be the most crucial ones as has been 

observed in this project 

The following table illustrates a raster that helps to estimate the time it takes a developer to finish a 

task relatively to the average expectation. 
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In Fig. 15 a simple raster is shown that classifies a developer's programming speed according to his 

software development experience. It provides a simplified method to determine a value that has 

influence on a task-finish time. Two factors are considered as one of them is based on the 

experience a developer has within a particular platform, like Android. This is illustrated on the x-

axis. The awareness of quality and the skills a developer has are shown on the y-axis, which 

constitutes the second factor in this table. 

It is assumed that a quality and platform experienced developer needs less time to write quality 

software than a less skilled one. Even when a developer is highly skilled in writing quality code it is 

necessary to explore a platform first to find a way for achieving high quality code. 

 

Fig. 15: A simplified raster that helps to estimate a developer's task-finish-

time factor based on his experience.
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We will move now to consider how the table in Fig. 15 can be beneficial when evaluating the 

quality of code by the task-finish time. The determined table value can help to estimate a 

development time needed to finish a task. A variation from the actual taken time to the expected one 

can be an indication of problems, but does not have to be one, since more factors play a crucial role 

as already mentioned before. Nevertheless it is worth having a detailed look at it when a variation of 

a task-finish time is noticed, as one can see in the next section. 

Generally speaking, when starting a task there are two different situations a developer can be 

confronted with. In the first situation there can either be a clean and tested given code, fulfilling 

most of the quality aspects, or there can be a second situation with source code that does not or 

hardly satisfies any quality requirements. Starting a task without having any fundamental code 

would be classified into the first situation. A rough indication of having the first or the second 

situation can be given by values like the test case coverage of source code and other stated quality 

requirements respectively. It is of course not possible to ever classify a situation precisely, however 

this would not necessarily be desired. 

The first situation would be normal when a task takes about the estimated time relative to the 

determined table value. When a task-finish time varies significantly within the first situation, one of 

the three following reasons might be responsible: 

• The development time was wrongly estimated. 

• The developer has been overwhelmed by the task, because of his lack of experience. 

• The task has not been done in a way that ensures quality, since it takes time finding test 

cases, writing readable code and considering software’s design that can be easily integrated 

into the given structure.  

The third reason can lead to the second situation a developer can be confronted with, when the 

given code does not or hardly fulfils the quality criterion. 

When being confronted with the second situation the normal development time would be the 

expected one, the same as in the first situation, plus some extra time that is necessary to analyse and 

refactor the given code. If the code is less readable or has an unclear structure, it is hard to 
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understand and therefore requires a detailed analysis. When no test cases are available that verify 

functionality, it might not be clear if the code is working correctly. To ensure basing new 

functionality on a correct computing code the engineer needs time to test. This is one of the reasons 

why quality faults extend the development time, which would be a productive step, because a 

potential mistake would not affect further functionality. 

4.6. The final situation 

After analysing the information gained within this chapter, new rules can be created. Problems that 

might occur are defined and rules that would prevent them can be introduced. The information 

found can be used to understand how agile techniques can be applied and what for. It has been 

discovered how developers might deal with new methods and techniques in this particular situation. 

According to this data a recommendation can be made that supports integrating new developers into 

the team. 

The applied adjustment 

Some of the rules that were created during the monitoring phase can be adopted, but some 

adjustments are necessary. These are summarised by the following text: 

The Kanban board looks as shown in Fig. 12 above. Now there are three kinds of tickets instead of 

two. 

1. The “Story card” is extended by the name of the card creator, by the name of the developer 

who implements it and by the name of the person who accepts it to be finished. This should 

force a controlled task managing. 

2. The “Usability card” is new and is additional to the “Story card”. There can be additional 

text and a mock-up on it to describe tasks more precisely. 

3. The “Bug card” stays the same as before. The main difference to a “Story card” is its 

difference in colour. 

The main change, which seems to be very effective, is the fact that a task needs to be accepted 

before it can be integrated into the system. Another team member (any other project member will do 
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as this will allow not to slow down the development process and also is a good way to spread the 

knowledge about the newly created code; if the 3rd member is from outside the subteam, it has the 

additional benefit that the inspection is done by someone with a fresh view on the code and thus the 

code inspection can be done in a more unbiased and critical way) has to accept a ticket, checking 

adherence to the following points: 

1. The source code has to be clean and readable (no abbreviations are allowed, no misleading 

names, the only language used is English) as it constitutes a major part of the documentation 

for other developers and thus needs to be easily understandable by 3rd persons like the 

person who does this acceptance 

2. Comments should only be written when absolutely necessary. The description of 

functionality is done by tests. 

3. The rules of test-driven development were followed. Their completeness can actually not be 

made sure quickly by the 3rd person during this walk-through, but the new tests should be at 

least looked through superficially and their completeness at least discussed with the pair that 

wrote them. Particular consideration should be accorded to their readability as they 

constitute the 2nd main part of the documentation, the 1st part being the main code itself. 

4. The architectural design needs to be considered (no code duplications, design patterns 

should have been applied as reasonable). 

5. If the acceptance fails, the developers have to correct it and then resubmit it to this or 

another new acceptor. the story card thus remaining in the development lane, or, if the 

requested changes are too big, they have to write new stories together with at least one other 

person which is ideally the person who did the acceptance that failed, though it also can be 

any other team member in order not to slow down the development process)   

6. Only when all the checks satisfied the acceptor, is the source code integrated into the main 

branch of the Mercurial repository, after which its story card is moved to the done & 

accepted lane on the Kanban board. 
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The result of the survey 

An anonymous survey was done after applying the rules mentioned above for two months, at the 

end of February 2011. The developers that worked in January and February were questioned 

absolutely anonymously concerning the project. They were asked about the main topics that have 

been discussed in this thesis. The result of the survey is summarised by the following points: 

• The developers are satisfied with the team atmosphere. Everybody feels free to speak his or 

her mind and to make suggestions for improvements. The team members are keen to help 

each other. 

• The Kanban system is accepted and appreciated in its simplified form (as shown in Fig. 12). 

Nevertheless, the tasks are often criticised as being too dependent on other tickets or 

knowledge. However, this latter aspect is normal for any project and cannot be avoided. 

• The beneficial values of test-driven development are accepted, but there is not always 

interest in following its rules accurately, especially when the developers are confronted with 

difficult testing situations. 

• The source code is evaluated as readable and mostly bug free from the time on the code-

acceptance process was introduced. 

• Almost all the developers think that testing has high value, but there has to be improvement 

in testing quality, thus they call for a detailed testing guideline to prevent less meaningful 

tests and to accelerate finding test cases within particular situations. 

• Tests as documentation have been less accepted. Many of the developers want to have a 

combination of tests and traditional documentation such as comments and Java-doc. One of 

the reasons could be that not all developers had any theoretical introduction to test-driven 

development at all and thus do not clearly understand that the test of the test-driven 

development process serve less as tests of traditional development process and much more 

as 100% correct documentation allowing to extend code of other developers without having 

to study textual documentation whose correctness is always questionable and in real life 

situations is often much more incomplete than the documentation-type tests written in test-
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driven development. As a consequence, the education of team members w.r.t. test-driven 

development should be done in a more thorough way before they can start developing. 

• Further suggestions are: A thought-out architectural design that can be kept for future 

versions and a clear direction for the project. Again, this is most likely based on a 

misconception regarding the principles of test-driven development or rather, the YAGNI22 

principle of the extreme programming agile development method that is most likely 

unknown to most team members. As a consequence, the method should be introduced and 

made clear to the developers. 

Progress can be recognised now and the team seems to feel comfortable in this new situation. Some 

small improvements need to be made but the overall system seems to be successful. 

5. Conclusion 
In this chapter the applied techniques are evaluated along with how the developers handled them. 

Once again the quality aspects that were considered in this document are reliability, time 

performance, space performance, portability and maintainability. 

Time and space-performance were hardly influenced by the techniques applied. Both topics are 

affected by the architectural design and thus could be evaluated during code-review. Knowledge in 

writing fast algorithms23 would be the most important issue concerning these two topics. Neither 

Kanban nor test-driven development have any influence on them. The focus of this work is mainly 

set on the other topics mentioned. The following sections illustrate how they were affected. 

5.1. Testing 

Testing seems to be really important in a dynamic team that constantly changes its members. When 

correctly applied, testing can reduce stress as a developer feels safe when maintaining or extending 

software. Furthermore test cases can guide a developer through his work as documentation and task 

definition. Nevertheless it is not that simple to achieve satisfying results. Several preconditions have 
                                                 

22 YAGNI: “you aren’t gonna need it” (see “Extreme programming explaned: Embrace Change” by Kent Beck, Addison 
Wesley, 2001). 

23 Writing fast algorithm: keyword: O-Notation 
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to be fulfilled. 

Tests are also fundamental to ensuring that all developers can work on any part of the code without 

having to ask other developers for further details: all details are given in the code and the test cases. 

This gives further motivation to developers to document their code with tests and clear code. 

Monitored precondition for a successful testing 

Writing test cases and achieving high code coverage can be difficult without experience in this field. 

It might be helpful to introduce a developer to the different testing methods and possibilities to 

ensure a beneficial result. Otherwise general testing difficulties given by the object-oriented 

paradigm, input/output issues or unexplored system features can prevent success. 

 Another barrier can be design problems that make it difficult to write test cases. Furthermore they 

are a potential source of new faults. The developer might struggle when writing simple tests. A 

platform needs to be analysed at first to be able to make beneficial designs. A faulty design makes 

not only implementing new functionality difficult but even writing simple tests, which can lead to 

an unsatisfying test coverage. A less maintainable and reliable software would be the consequential 

result. A sophisticated architectural design is essential for high code coverage and therefore gaining 

skills on the platform is an important precondition that needs to be fulfilled. 

Furthermore, mobile applications on Android use many system features which are the most difficult 

part to test on this platform and therefore require special attention. Many useful APIs provide the 

advantage of a fast implementation but do lead to a loss of control. The fact that system features are 

often tightly connected to one’s own code makes testing difficult. 

Variations in the results of hardware and GUI communications do not only lower the value of 

portability, but even make fully automated testing hardly realisable. Functional tests would help 

when testing particular features, but they cannot test issues like vibration of the mobile phone or 

flashing LED24 lights. Therefore manual testing would be necessary to ensure a high testing 

coverage. 

                                                 
24 LED- Light Emitting Diode 
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A disadvantage is that nothing makes sure these manual tests are actually performed. Thus, a semi-

automatic testing method might help, where tests are integrated into the automatic tests but need 

user participation to check results which are then communicated by the user to the test engine and 

checked there against expected results. 

5.2. The team 

A free and agile system gives each team member the possibility to ignore rules when he is not able 

to follow them (e.g., due to low skills) or if there is little concern about the application due to loss 

of interest. It is necessary to mention that the rules created during the development process were not 

defined precisely but by experimental ideas. They were meant to see if small variations in the 

applied techniques can have effect on the project's quality. When particular rules make no sense 

from a developer's point of view or cannot be understood, they might obviously be ignored. 

Nevertheless, within this special team situation it seems to be important to ensure an information 

and knowledge infrastructure, to keep the team up to date and give them a chance to get questions 

answered. A new team member has to deal with a platform and agile methods that are possibly new 

to him. This might be the reason why there were so many quality problems all through the 

development process. A beginner can hardly apply all of the rules. Therefore it would be important 

to introduce them more precisely to the desired techniques and rules. 

So it is important to assign responsibility to experienced members and give them control. Control 

would be the important factor to balance the given responsibility, since somebody should not be 

held responsible for something he has no influence on. They need to delegate the project's tasks and 

developers. Otherwise nobody would feel responsible for problems. 

The team atmosphere and the individual developer play a big role in creating high quality software. 

Skilled and motivated people are essential for achieving high quality code as well as for being 

successful when applying agile and lean methods. 

5.3. Kanban 

The Kanban system is a simple way to administrate tasks. It is easy to understand and gives an 

overview about the work in progress.  
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The number of tickets and their colour give an impression of the actual progress. There is a big 

variation of lanes and tickets possible which let one easily adjust the system to your individual 

needs. 

The fact that a Kanban board is limited in space and that it is limited to one place could constrain a 

team. A sophisticated software solution could help in this case but would have the drawback to be 

easier to ignore and also makes it more difficult to get the whole picture and thus more difficult to 

gain an overview and understanding for the project itself. 

The Kanban system had within the practical application no obvious influence on the quality of 

software. The administrative value seemed to be practical, but using the system to force particular 

topics like testing seems not to be valuable in the way it was used so far. 

The Kanban system is considered to move the tasks in one direction. The task limitations of each 

lane could block the moving back of a task. When a task is rejected in a later lane, like the review 

lane, it is not clear where to move it to. To put it back to the lane of development could not be 

possible because of limitations while such limitations were still enforced. To correct the mistakes in 

this review lane would make it a mixture of developing and reviewing. Another way would be to 

move it back to the start. This would break the rules of priority in Kanban. At least there would be 

the possibility to make one lane for developing and reviewing. Fig. 16 illustrates that problem. 



 

 

54 

Despite being common in many examples, a lane for analysis introduced a lack of clarity in the 

process. Analysing and designing is often part of actual developing itself. Therefore analysing, 

designing and developing are often deployed as a circle. So it does not fit into a Kanban board, 

which is meant to go straight in one direction similar to a waterfall model. This is out of fashion 

today, precisely because it has been shown to be ineffective in almost all practical cases. When 

putting those lanes together the Kanban board would have hardly any value for a developer and a 

simple administrative board would remain. 

Kanban and its crucial principles can push controlled progress. It can lower administrative work and 

can therefore give the developers more flexibility. The principle of finishing a task completely 

forced by an integration control and a limitation of tasks can have a positive effect on the value of 

reliability and maintainability. 

5.4. Test‐driven development 

Test-driven development is another way of developing software. It is another way of starting and 

finishing a task. When starting to write some functionality there is already a test case written that 

will check your work. At the end there should be no need to write further test cases. The possibility 

of writing simple tests is the confirmation of a simple and clear software design. So writing and 

designing source code according to simple test cases pushes for a valuable design, which is 

Fig. 16: Where to move the ticket when rejected? 
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necessary for high quality software. 

There are preconditions that have to be fulfilled before applying test-driven development. First a 

developer has to welcome that new style of writing software. He has to understand the principles 

and possibilities of testing. The most important precondition is to get experience on the new 

platform and on how special issues can be tested. Otherwise test-driven development would not be 

applied successfully. 

When those preconditions are fulfilled, test-driven development can boost reliability and 

maintainability. 

5.5. Further ideas 

• Testing in Android could be better supported on particular topics like the control of 

hardware. Some rules in changing Android (e.g.: GUI) would help to increase the ease of 

portability. 

• User interfaces are a fundamentally important topic when creating quality software. 

Therefore the optimisation of their usability needs to be tightly integrated in the 

development process at a core level. 

• Some quality aspects like security would need special attention. Especially on Android, as 

an open source project, this might be very interesting, because many features like SMS or 

telephony service can easily be used. When those features get abused, financial harm can be 

the consequence. 

• The applied techniques tested in a team that is less dynamic would be an interesting 

comparison. 

• How to develop a Kaizen culture needs further attention and could be an interesting addition 

to this document. 
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6. Project documents and source code 
 

• The project of the studied team is named “Catroid” and is released under the GNU General 

Public Licence v3. It is under continuous development by students of Graz University of 

Technology. More on the open source Catroid project can be found on the Web25  where also 

example applications can be found26. 

• NkNightClock which shows the varying hardware results can be downloaded here27. 

                                                 
25 Catroid open source project location (March, 2011): http://code.google.com/p/catroid/  
26 Program examples are on (March, 2011): http://www.catroid.org/ 
27 NkNightClock on Android Market (March, 2011): https://market.android.com/details?id=at.nk.nightClock  
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